视频目标检测https://blog.csdn.net/gulingfengze/article/details/79690465

1、将训练类别修改为和自己一样的

SSD-Tensorflow-master—>datasets—>pascalvoc\_common.py

VOC\_LABELS = {

'none': (0, 'Background'),

'aeroplane': (1, 'Vehicle'),

'bicycle': (2, 'Vehicle'),

'bird': (3, 'Animal'),

'boat': (4, 'Vehicle'),

'bottle': (5, 'Indoor'),

'bus': (6, 'Vehicle'),

'car': (7, 'Vehicle'),

'cat': (8, 'Animal'),

'chair': (9, 'Indoor'),

'cow': (10, 'Animal'),

'diningtable': (11, 'Indoor'),

'dog': (12, 'Animal'),

'horse': (13, 'Animal'),

'motorbike': (14, 'Vehicle'),

'Person': (15, 'Person'),

'pottedplant': (16, 'Indoor'),

'sheep': (17, 'Animal'),

'sofa': (18, 'Indoor'),

'train': (19, 'Vehicle'),

'tvmonitor': (20, 'Indoor'),

}

2、将图像数据转换为tfrecods格式

SSD-Tensorflow-master—>datasets—>pascalvoc\_to\_tfrecords.py 。。。然后更改文件的83行读取方式为’rb’）
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修改如下行，可以修改几张图片转为一个tfrecords，如下图

![](data:image/png;base64,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)

3、训练模型

train\_ssd\_network.py修改第154行的最大训练步数，将None改为比如50000。

tf.app.flags.DEFINE\_integer('max\_number\_of\_steps', 50000,

'The maximum number of training steps.None is infinite')

（tf.contrib.slim.learning.training函数中max-step为None时训练会无限进行。）

train\_ssd\_network.py,网络参数配置，若需要改，再此文件中进行修改

修改如下参数的数字为500，可以改变训练多长时间保存一次模型

tf.app.flags.DEFINE\_integer(

'save\_summaries\_secs', 500,

'The frequency with which summaries are saved, in seconds.')

tf.app.flags.DEFINE\_integer(

'save\_interval\_secs', 500,

'The frequency with which the model is saved, in seconds.')

a. nets/ssd\_vgg\_300.py (因为使用此网络结构) ，修改87 和88行的类别

default\_params = SSDParams(

img\_shape=(300, 300),

num\_classes=21, #根据自己的数据修改为类别+1

no\_annotation\_label=21, #根据自己的数据修改为类别+1

feat\_layers=['block4', 'block7', 'block8', 'block9', 'block10', 'block11'],

feat\_shapes=[(38, 38), (19, 19), (10, 10), (5, 5), (3, 3), (1, 1)],

anchor\_size\_bounds=[0.15, 0.90],

# anchor\_size\_bounds=[0.20, 0.90],

b. train\_ssd\_network.py,修改类别120行，GPU占用量，学习率，batch\_size等

tf.app.flags.DEFINE\_integer(

'num\_classes', 21, 'Number of classes to use in the dataset.')

#根据自己的数据修改为类别+1

c. eval\_ssd\_network.py 修改类别，66行

tf.app.flags.DEFINE\_integer(

'num\_classes', 21, 'Number of classes to use in the dataset.')

#根据自己的数据修改为类别+1

d. datasets/pascalvoc\_2007.py 根据自己的训练数据修改整个文件

TRAIN\_STATISTICS = {

'none': (0, 0),

'aeroplane': (238, 306), #238图片书， 306目标总数

'bicycle': (243, 353),

'bird': (330, 486),

'boat': (181, 290),

'bottle': (244, 505),

'bus': (186, 229),

'car': (713, 1250),

'cat': (337, 376),

'chair': (445, 798),

'cow': (141, 259),

'diningtable': (200, 215),

'dog': (421, 510),

'horse': (287, 362),

'motorbike': (245, 339),

'person': (2008, 4690),

'pottedplant': (245, 514),

'sheep': (96, 257),

'sofa': (229, 248),

'train': (261, 297),

'tvmonitor': (256, 324),

'total': (5011, 12608), //5011 为训练的图片书，12608为目标总数

}

TEST\_STATISTICS = {

'none': (0, 0),

'aeroplane': (1, 1),

'bicycle': (1, 1),

'bird': (1, 1),

'boat': (1, 1),

'bottle': (1, 1),

'bus': (1, 1),

'car': (1, 1),

'cat': (1, 1),

'chair': (1, 1),

'cow': (1, 1),

'diningtable': (1, 1),

'dog': (1, 1),

'horse': (1, 1),

'motorbike': (1, 1),

'person': (1, 1),

'pottedplant': (1, 1),

'sheep': (1, 1),

'sofa': (1, 1),

'train': (1, 1),

'tvmonitor': (1, 1),

'total': (20, 20),

}

SPLITS\_TO\_SIZES = {

'train': 5011, #训练数据量

'test': 4952, #测试数据量

}

SPLITS\_TO\_STATISTICS = {

'train': TRAIN\_STATISTICS,

'test': TEST\_STATISTICS,

}

NUM\_CLASSES = 20 #类别，根据自己数据的实际类别修改（不包含背景）

方案1 从vgg开始训练其中某些层的参数

# 通过加载预训练好的vgg16模型，对“voc07trainval+voc2012”进行训练

# 通过checkpoint\_exclude\_scopes指定哪些层的参数不需要从vgg16模型里面加载进来

# 通过trainable\_scopes指定哪些层的参数是需要训练的，未指定的参数保持不变,<strong>若注释掉此命令，所有的参数均需要训练</strong>

DATASET\_DIR=/home/doctorimage/kindlehe/common/dataset/VOC0712/

TRAIN\_DIR=.././log\_files/log\_finetune/train\_voc0712\_20170816\_1654\_VGG16/

CHECKPOINT\_PATH=../checkpoints/vgg\_16.ckpt

python3 ../train\_ssd\_network.py \

--train\_dir=${TRAIN\_DIR} \ #训练生成模型的存放路径

--dataset\_dir=${DATASET\_DIR} \ #数据存放路径

--dataset\_name=pascalvoc\_2007 \ #数据名的前缀

--dataset\_split\_name=train \

--model\_name=ssd\_300\_vgg \ #加载的模型的名字

--checkpoint\_path=${CHECKPOINT\_PATH} \ #所加载模型的路径

--checkpoint\_model\_scope=vgg\_16 \ #所加载模型里面的作用域名

--checkpoint\_exclude\_scopes=ssd\_300\_vgg/conv6,ssd\_300\_vgg/conv7,ssd\_300\_vgg/block8,ssd\_300\_vgg/block9,ssd\_300\_vgg/block10,ssd\_300\_vgg/block11,ssd\_300\_vgg/block4\_box,ssd\_300\_vgg/block7\_box,ssd\_300\_vgg/block8\_box,ssd\_300\_vgg/block9\_box,ssd\_300\_vgg/block10\_box,ssd\_300\_vgg/block11\_box \

--trainable\_scopes=ssd\_300\_vgg/conv6,ssd\_300\_vgg/conv7,ssd\_300\_vgg/block8,ssd\_300\_vgg/block9,ssd\_300\_vgg/block10,ssd\_300\_vgg/block11,ssd\_300\_vgg/block4\_box,ssd\_300\_vgg/block7\_box,ssd\_300\_vgg/block8\_box,ssd\_300\_vgg/block9\_box,ssd\_300\_vgg/block10\_box,ssd\_300\_vgg/block11\_box \

--save\_summaries\_secs=60 \ #每60s保存一下日志

--save\_interval\_secs=600 \ #每600s保存一下模型

--weight\_decay=0.0005 \ #正则化的权值衰减的系数

--optimizer=adam \ #选取的最优化函数

--learning\_rate=0.001 \ #学习率

--learning\_rate\_decay\_factor=0.94 \ #学习率的衰减因子

--batch\_size=24 \

--gpu\_memory\_fraction=0.9 #指定占用gpu内存的百分比

方案2 ： 从自己预训练好的模型开始训练（依然可以指定要训练哪些层）

（当你的模型通过vgg训练的模型收敛到大概o.5mAP的时候，可以进行这一步的fine-tune）

# 通过加载预训练好的vgg16模型，对“voc07trainval+voc2012”进行训练

# 通过checkpoint\_exclude\_scopes指定哪些层的参数不需要从vgg16模型里面加载进来

# 通过trainable\_scopes指定哪些层的参数是需要训练的，未指定的参数保持不变

DATASET\_DIR=/home/doctorimage/kindlehe/common/dataset/VOC0712/

TRAIN\_DIR=.././log\_files/log\_finetune/train\_voc0712\_20170816\_1654\_VGG16/

CHECKPOINT\_PATH=./log\_files/log\_finetune/train\_voc0712\_20170712\_1741\_VGG16/model.ckpt-253287

python3 ../train\_ssd\_network.py \

--train\_dir=${TRAIN\_DIR} \ #训练生成模型的存放路径

--dataset\_dir=${DATASET\_DIR} \ #数据存放路径

--dataset\_name=pascalvoc\_2007 \ #数据名的前缀

--dataset\_split\_name=train \

--model\_name=ssd\_300\_vgg \ #加载的模型的名字

--checkpoint\_path=${CHECKPOINT\_PATH} \ #所加载模型的路径

--checkpoint\_model\_scope=vgg\_16 \ #所加载模型里面的作用域名

--checkpoint\_exclude\_scopes=ssd\_300\_vgg/conv6,ssd\_300\_vgg/conv7,ssd\_300\_vgg/block8,ssd\_300\_vgg/block9,ssd\_300\_vgg/block10,ssd\_300\_vgg/block11,ssd\_300\_vgg/block4\_box,ssd\_300\_vgg/block7\_box,ssd\_300\_vgg/block8\_box,ssd\_300\_vgg/block9\_box,ssd\_300\_vgg/block10\_box,ssd\_300\_vgg/block11\_box \

--trainable\_scopes=ssd\_300\_vgg/conv6,ssd\_300\_vgg/conv7,ssd\_300\_vgg/block8,ssd\_300\_vgg/block9,ssd\_300\_vgg/block10,ssd\_300\_vgg/block11,ssd\_300\_vgg/block4\_box,ssd\_300\_vgg/block7\_box,ssd\_300\_vgg/block8\_box,ssd\_300\_vgg/block9\_box,ssd\_300\_vgg/block10\_box,ssd\_300\_vgg/block11\_box \

--save\_summaries\_secs=60 \ #每60s保存一下日志

--save\_interval\_secs=600 \ #每600s保存一下模型

--weight\_decay=0.0005 \ #正则化的权值衰减的系数

--optimizer=adam \ #选取的最优化函数

--learning\_rate=0.001 \ #学习率

--learning\_rate\_decay\_factor=0.94 \ #学习率的衰减因子

--batch\_size=24 \

--gpu\_memory\_fraction=0.9 #指定占用gpu内存的百分比

从自己训练的ssd\_300\_vgg模型开始训练ssd\_512\_vgg的模型

因此ssd\_300\_vgg中没有block12,又因为block7,block8,block9,block10,block11,中的参数张量两个网络模型中不匹配，因此ssd\_512\_vgg中这几个模块的参数不从ssd\_300\_vgg模型中继承，因此使用checkpoint\_exclude\_scopes命令指出。因为所有的参数均需要训练，因此不使用命令--trainable\_scopes

#/bin/bash

DATASET\_DIR=/home/data/xxx/imagedata/xing\_tf/train\_tf/

TRAIN\_DIR=/home/data/xxx/model/xing300512\_model/

CHECKPOINT\_PATH=/home/data/xxx/model/xing300\_model/model.ckpt-60000 #加载的ssd\_300\_vgg模型

python3 ./train\_ssd\_network.py \

--train\_dir=${TRAIN\_DIR} \

--dataset\_dir=${DATASET\_DIR} \

--dataset\_name=pascalvoc\_2007 \

--dataset\_split\_name=train \

--model\_name=ssd\_512\_vgg \

--checkpoint\_path=${CHECKPOINT\_PATH} \

--checkpoint\_model\_scope=ssd\_300\_vgg \

--checkpoint\_exclude\_scopes=ssd\_512\_vgg/block7,ssd\_512\_vgg/block7\_box,ssd\_512\_vgg/block8,ssd\_512\_vgg/block8\_box, ssd\_512\_vgg/block9,ssd\_512\_vgg/block9\_box,ssd\_512\_vgg/block10,ssd\_512\_vgg/block10\_box,ssd\_512\_vgg/block11,ssd\_512\_vgg/b lock11\_box,ssd\_512\_vgg/block12,ssd\_512\_vgg/block12\_box \

#--trainable\_scopes=ssd\_300\_vgg/conv6,ssd\_300\_vgg/conv7,ssd\_300\_vgg/block8,ssd\_300\_vgg/block9,ssd\_300\_vgg/block1 0,ssd\_300\_vgg/block11,ssd\_300\_vgg/block4\_box,ssd\_300\_vgg/block7\_box,ssd\_300\_vgg/block8\_box,ssd\_300\_vgg/block9\_box,ssd\_3 00\_vgg/block10\_box,ssd\_300\_vgg/block11\_box \

--save\_summaries\_secs=28800 \

--save\_interval\_secs=28800 \

--weight\_decay=0.0005 \

--optimizer=adam \

--learning\_rate\_decay\_factor=0.94 \

--batch\_size=16 \

--num\_classes=4 \

-gpu\_memory\_fraction=0.8 \

方案3：从头开始训练自己的模型

# 注释掉CHECKPOINT\_PATH，不提供初始化模型,让模型自己随机初始化权重，从头训练

# 删除checkpoint\_exclude\_scopes和trainable\_scopes，因为是从头开始训练

#　CHECKPOINT\_PATH=./log\_files/log\_finetune/train\_voc0712\_20170712\_1741\_VGG16/model.ckpt-253287

python3 ../train\_ssd\_network.py \

--train\_dir=${TRAIN\_DIR} \ #训练生成模型的存放路径

--dataset\_dir=${DATASET\_DIR} \ #数据存放路径

--dataset\_name=pascalvoc\_2007 \ #数据名的前缀

--dataset\_split\_name=train \

--model\_name=ssd\_300\_vgg \ #加载的模型的名字

#--checkpoint\_path=${CHECKPOINT\_PATH} \ #所加载模型的路径,这里注释掉

#--checkpoint\_model\_scope=vgg\_16 \ #所加载模型里面的作用域名

--save\_summaries\_secs=60 \ #每60s保存一下日志

--save\_interval\_secs=600 \ #每600s保存一下模型

--weight\_decay=0.0005 \ #正则化的权值衰减的系数

--optimizer=adam \ #选取的最优化函数

--learning\_rate=0.00001 \ #学习率

--learning\_rate\_decay\_factor=0.94 \ #学习率的衰减因子

--batch\_size=32

8. 测试或验证

首先将测试数据转换为tfrecords

#!/bin/bash

#this is a shell script to convert pascal VOC datasets into tf-records only

#directory where the original dataset is stored

DATASET\_DIR=/home/xxx/imagedata/VOCdevkit/VOC2007/ #VOC数据保存的文件夹（VOC的目录格式未改变）

#output directory where to store TFRecords files

OUTPUT\_DIR=/home/xxx/imagedata/xingshizheng\_tf #自己建立的保存tfrecords数据的文件夹

python3 ./tf\_convert\_data.py \

--dataset\_name=pascalvoc \

--dataset\_dir=${DATASET\_DIR} \

--output\_name=voc\_2007\_test \ #注意修改为test

--output\_dir=${OUTPUT\_DIR}

在SSD-Tensorflow-master文件夹下建立一个sh文件

#!/bin/bash

# This is the eval script.

DATASET\_DIR=/home/xxx/voc2007\_test\_tfrecords/ #保存的转换为tfrcodes格式的数据

EVAL\_DIR=/home/xxx/ssd\_eval\_log/ # Directory where the results are saved to

CHECKPOINT\_PATH=/home/xxx/Downloads/SSD-Tensorflow-master/checkpoints/VGG\_VOC0712\_SSD\_300x300\_iter\_120000.ckpt #换为自己训练的模型

ython3 ./eval\_ssd\_network.py \

--eval\_dir=${EVAL\_DIR} \

--dataset\_dir=${DATASET\_DIR} \

--dataset\_name=pascalvoc\_2007 \

--dataset\_split\_name=test \

--model\_name=ssd\_300\_vgg \

--checkpoint\_path=${CHECKPOINT\_PATH} \

--batch\_size=1

–dataset\_name=pascalvoc\_2007 、–dataset\_split\_name=train、–model\_name=ssd\_300\_vgg这三个参数不要自己随便取，在代码里，这三个参数是if…else…语句，有固定的判断值，所以要根据实际情况取选择

TypeError: expected bytes, NoneType found SystemError: returned a result with an error set 这是由于CHECKPOINT\_PATH定义的时候不小心多了个＃号键，将输入给注释掉了，如果不想使用预训练的模型，需要将--checkpoint\_path=${CHECKPOINT\_PATH} \注释掉即可

SSD有在VOC07+12的训练集上一起训练的，用一个笨一点的办法： pascalvoc\_to\_tfrecords.py文件中，改变SAMPLES\_PER\_FILES,减少输出tfrecord文件的个数,再修改tf\_convert\_data.py的dataset参数，记得将前后两次的输出名改变一下，前后两次转换的tfrecords放在同一个文件夹下，然后手工重命名。（这里由于只是验证论文的训练方法是否有效，所以没必要写这些自动化代码实现合并，以后要用自己的数据集训练的时候就可以写一些自动化脚本）

有时候运行脚本会报错，可能是之前依次运行导致显存占满。

从pyCharm运行时，如果模型保存路径里之前的模型未删除，将会报错，必须保证该文件夹为空。

在TRAIN\_DIR路径下会产生四中文件： 1. checkpoint :文本文件，包含所有model.ckpt-xxxx,相当于是不同时间节点生成的所有ckpt文件的一个索引。 2. model.ckpt-2124.data-000000-of-000001：模型文件，保存模型的权重 3. model.ckpt-2124.meta：　图文件，保存模型的网络图 4. model.ckpt-2124.index : 这个没搞太清楚 5. graph.pbtxt：　用protobuf格式保存的模型的图