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上周老师讲了软件测试，今天我在看构建之法时看到了这一方面，仔细看了看，把自己的感受说一下。

　　由于软件是由多人合作完成的，每个人分工合作，彼此依赖，因此如何让自己负责的模块功能更加明确就显得非常重要。这时，我们就要用到单元测试了，单元测试能很好的帮助程序员记录每个模块的信息，不仅能给自己提供方便，而且在别人使用你的模块时也能清晰的表达出来。那么，到底要怎么写单元测试呢？这里的话，其实我也从没进行过单元测试，只能结合构建之法上的内容简要的说一下，但是很快我们也要进行单元测试了。

　　怎么才算一个好的单元测试呢？能准确快速的保证最基本的模块是正确的，这才能称为一个合格的单元测试。那么单元测试要不要自己写呢？答案是肯定的，只有最熟悉代码的人来写，才能更好和更快的完成单元测试，因为你很了解你自己代码的功能，局限和最容易出错的地方。这里可能有人会问，不是有专门管测试这一方面的吗？当然在一些极限测试编程的方法中，是可以的，但是还是由自己做单元测试才是最好的。

　　还有一个问题，单元测试要测试到什么情况才结束呢，要等到程序完美无缺吗？我认为应该不是这样的，无论你做多少测试，做过多少修改，程序都不可能是完美的，只要能测试到你的程序不会影响到之后的工作就可以了，（这里的话是我自己的理解，请谨慎考虑，可能是错误的）。把单元测试的责任和代码作者绑定在一起后，有个很好的作用，这样可以让代码作者更真切地体会到复杂代码的副作用，因为验证复杂代码的正确性要困难得多。嘿嘿，这样的话，你还会故意写复杂的代码吗？我很赞同作者的这一观点，自己做的事要自己负责，这样因为测试是自己要做的，可能在写代码的时候最会更加认真仔细。

　　“100%的代码覆盖率并不等同于100%的正确性”，这是构建之法中作者说的一句话，这句话意思很清楚，但是原因我确实有点看不清楚，先说说意思吧，大概的意思就是你把你全部的代码都测试到，也不能保证测试完后的代码100%是正确的，那么原因呢，作者给了四个原因，1.代码覆盖率对于“应该写但没有写的代码”无能为力；也就是说你想写但没写，自热也没覆盖到，在这一块可能就会出现错误。2.代码中的效能问题，虽然代码执行了，并且也正确返回了，但是代码效率非常低；这句话不是特别明白什么意思，可能是代码是正确的，但是在时间和空间上花费的太多，也说明这代码是有问题的。3.多线程环境中的同步问题，这个问题和代码执行的时序，共享资源的锁定有关；这句话我就实在不明白了，也不做解释了。4.其他与外部条件相关的问题；这个很容易理解，也就是外部因素所致。
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