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Criação de um projeto CRUD com o Angular

CRUD (Create, Read, Update e Delete em Inglês) é uma sigla utilizada para se referir às quatro operações básicas realizadas em banco de dados relacionais que são consulta, inclusão, alteração e exclusão dos registros.

Para criação desse projeto devemos foi desenvolvido um front para uma pagina de registro de eventos. Vamos realizar o crud no cadastro de pessoas no site. Para continuar deve-se baixar o projeto angular disponível em

<https://drive.google.com/file/d/1TgicDW0nROGXvkBIrsV2m9Iw_v8m2gpO/view?usp=sharing>

e extrair o arquivo .rar na WorkSpace dos projetos angular
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Teste o Backend, Crie uma alumas informações no arquivo db.json e abra o postman

Lembre de iniciar o json-server

Digitando no terminal dentro da pasta backend:

npm i json-server

npm start

Com o json-server funcionando vamos começar a fazer o método CREATE

Cadastro create

Aprenderemos, agora, a criar uma requisição para um formulário do tipo login. No arquivo Front com angular.zip, em src>app>components, você encontrará as pastas separadas por temas, de acordo com a arquitetura do Angular.

1. Para acessar a tela de cadastro, utilize o caminho: src>app>components>cadastro>cadastro-create
2. Clique com o botão direito do mouse sobre a pasta cadastro , depois, em new file ” e crie um arquivo chamado cadastro.model.ts . Ao criarmos uma interação com o Back End, essa nova interação irá procurar um arquivo que possua seus atributos definidos. No arquivo db.json , é possível apenas adicionar dados novos, além de atualizar, listar e remover dados que já estão adicionados. Após criarmos o arquivo, devemos passar os atributos, que serão os mesmo que já estão no arquivo db.json . O id é opcional, pois o usuário não o fornece; é o próprio Back End, ao salvar os dados, que gera esse id.
3. export interface Cadastro{
4. id?: number
5. usuario: string
6. senha: string
7. }
8. Abra o projeto no terminal e crie o *service*digitando no terminal o comando **ng g s components/cadastro/cadastro**; para finalizar, aperte “*enter*”. O sistema criará um arquivo *service*, que é usado para implementar regras, acessar o Back-End e outros arquivos HTTP, entre outras funções.

![](data:image/png;base64,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)

1. Acesse o arquivo **cadastro-create.component.ts** e faça o seguinte procedimento:

•importe os arquivos *model*e *servisse* que você criou (linhas 2 e 4).

•instancie os dados da *model*(linha 13).

•No *constructor*, insira o cadastroService(linha 18) e o r*outer* (importado na linha 3).

Agora, podemos migrar o conteúdo dos demais arquivos para o arquivo typeScript(.ts).

import { Component, OnInit } from '@angular/core';

import { CadastroService } from '../cadastro.service';

import { Router } from '@angular/router';

import { Cadastro } from '../cadastro.model';

@Component({

  selector: 'app-cadastro-create',

  templateUrl: './cadastro-create.component.html',

  styleUrls: ['./cadastro-create.component.css']

})

export class CadastroCreateComponent implements OnInit {

  cadastro: Cadastro = {

    usuario: '',

    senha: ''

  }

   constructor(private cadastroService: CadastroService, private router: Router) { }

  ngOnInit(): void {

  }

}

1. No arquivo **cadastro-create.component.html**, adicione as seguintes linhas:
2. <section class="new-user" id="new-user">
3. <div class="container">
4. <div class="title-new-user">
5. <div class="row">
6. <div class="col-12">
7. <h2>Cadastre-se</h2>
8. </div>
9. <div class="col-md-6" style="margin: 0 auto;">
10. <div class="row-effect">
11. <p>Preencha o formulário</p>
12. </div>
13. </div>
14. </div>
15. </div>
16. <div class="row">
17. <div class="col-md-6" style="margin: 0 auto;">
18. <form>
19. <div class="form-row">
20. <div class="form-group col-md-12">
21. <mat-form-field>
22. <label>Usuário</label>
23. <input type="text" class="form-control" matInput[(ngModel)]="cadastro.usuario" name="usuario">
24. </mat-form-field>
25. </div>
26. </div>
27. <div class="form-group">
28. <mat-form-field>
29. <label>Senha</label>
30. <input type="password" class="form-control" matInput[(ngModel)]="cadastro.senha" name="senha">
31. </mat-form-field>
32. </div>
33. <div class="row">
34. <div class="col-12 col-md-12 d-flex justify-content-center" style="margin: 0 auto;">
35. <hr class="mb-4">
36. <div class="col-12 col-md-4 p-0">
37. <button class="btn btn-cadastrar" (click)="createCadastro()" color="warn">Cadastrar</button>
38. </div>
39. <div class="col-12 col-md-3 p-0">
40. <button class="btn btn-cadastrar" (click)="cancelarCadastro()" color="accent">Cancelar</button>
41. </div>
42. <div class="col-12 col-md-5 p-0">
43. <button class="btn btn-cadastrar" (click)="tabelasCadastro()" color="accent">Todos os cadastros</button>
44. </div>
45. </div>
46. </div>
47. </form>
48. </div>
49. </div>
50. </div>
51. </section>
53. <app-footer></app-footer>

Em [(ngModel)] (primeiro destaque, em azul), estamos passando os dados desse formulário para os atributos criados na *model*e instanciados no arquivo cadastro-create.component.ts.

Já a função (click) realizará algum evento por meio da interação do usuário, ou seja, o clique (segundo destaque, em azul). Se você salvar desse modo, o VSCode retornará erros no terminal, informando que os eventos do botão não foram criados.

6. Desse modo, antes de salvar, acesse o arquivo cadastro-create.component.tse adicione as seguintes linhas:

ngOnInit(): void { //já existe

  } //já existe acrescentar as funções abaixo

  createCadastro(): void{

    this.cadastroService.create(this.cadastro).subscribe(() =>{

      this.cadastroService.showMessege('Usuário Cadastrado')

    })

  }

  cancelarCadastro(): void{

    this.router.navigate([''])

  }

  tabelasCadastro(): void{

    this.router.navigate(['cadastro/tabela'])

  }

estamos criando o cadastro com a palavra “*create*”.

**Observação:** O *router* é um arquivo de configuração Front-End que serve para fazer a rota de acesso às páginas internas. Para ver as rotas, acesse o arquivo Front-com-angular\src\appapp-routing.module-ts.

1. Volte a ao arquivo cadastro.*service.ts* e adicione as seguintes linhas:

import { HttpClient } from '@angular/common/http';

import { Injectable } from '@angular/core';

import { MatSnackBar } from '@angular/material/snack-bar';

import { Observable } from 'rxjs';

import { Cadastro } from './cadastro.model';

@Injectable({

  providedIn: 'root'

})

export class CadastroService {

  baseUrl = "http://localhost:3001/login"

  constructor(private snackBar: MatSnackBar, private http: HttpClient) {

   }

   showMessege(msg:string):void{

    this.snackBar.open(msg, 'X',{

      duration: 6000,

      verticalPosition: "bottom"

    });

   }

   create(cadastro: Cadastro): Observable<Cadastro>{

    return this.http.post<Cadastro>(this.baseUrl, cadastro)

   }

}

Com esse código, estamos passando a URL e criando o método de “*create”*, a partir do qual o sistema adicionará as informações passadas pelo usuário, por meio de um *input* via POST, ao banco de dados.

Na linha 17, estamos criando um modal para apresentar uma mensagem quando a ação de deletar, atualizar ou criar um recurso for realizada (mensagem esta que ainda deverá ser configurada).

**Consulta de dados –READ**

Agora, estudaremos um exemplo de como criar uma requisição para consulta de dados (READ).

**1.**No arquivo **cadastro-read.component.html**, localizado dentro da pasta Front-com-angular\src\app\components\cadastro\cadastro-read, iremos inserir o atributo **\*matCellDef=”letrow”:{{row.usuario}}**.

<ng-container matColumnDef="id">

                <th mat-header-cell \*matHeaderCellDef mat-sort-header>Id</th>

                <td mat-cell \*matCellDef="let row">{{row.id}}</td>

              </ng-container>

              <ng-container matColumnDef="usuario">

                <th mat-header-cell \*matHeaderCellDef mat-sort-header>Usuário</th>

                <td mat-cell \*matCellDef="let row">{{row.usuario}}</td>

              </ng-container>

              <ng-container matColumnDef="senha">

                <th mat-header-cell \*matHeaderCellDef mat-sort-header>Senha</th>

                <td mat-cell \*matCellDef="let row">{{row.senha}}</td>

              </ng-container>

No Angular, um valor entre duas chaves representa uma variável, ou seja, um valor do typeScriptapresentado no HTML. O atributo **matCellDef** é utilizado para capturar o valor da tabela (na linha 8, é o nome das colunas e, na linha 9, o valor).

Na linha 22, há uma ação para os botões, ou seja, quando o usuário clicar em um botão para editar ou excluir dados no Front-End, uma outra ação será gerada no Back-End.

Perceba que, nas linhas 25 e 28, passamos o id específico que queremos editar. Na linha 25, ele levará à página em que poderemos editar e, também, deletar o id.

Testando pelo Postman, ao atualizar (PUT) ou deletar (DELETE) um conjunto de dados específicos, você precisará da URL e do id, por exemplo, http://localhost:3001/login/3. No Front-End, por outro lado, o usuário não vê esse processo.

   <ng-container matColumnDef="action">

                <th mat-header-cell \*matHeaderCellDef mat-sort-header>Ações</th>

                <td mat-cell \*matCellDef="let row">

                  <a routerLink="/cadastro/update/{{row.id}}">

                    <i class="material-icons">edit</i>

                  </a>

                  <a routerLink="/cadastro/delete/{{row.id}}">

                    <i class="material-icons">delete</i>

                  </a>

                </td>

              </ng-container>

              <tr mat-header-row \*matHeaderRowDef="displayedColumns"></tr>

              <tr mat-row \*matRowDef="let row; columns: displayedColumns;"></tr>

            </table>

**2.** No arquivo **cadastro-read.component.ts**, adicione o seguinte código, conforme destacado na imagem:

import { Component, OnInit } from '@angular/core';

import { Cadastro } from '../cadastro.model';

import { CadastroService } from '../cadastro.service';

@Component({

  selector: 'app-cadastro-read',

  templateUrl: './cadastro-read.component.html',

  styleUrls: ['./cadastro-read.component.css']

})

export class CadastroReadComponent implements OnInit {

  cadastros: Cadastro[]

  displayedColumns = ['id','usuario','senha','action'];

  constructor(private cadastroService: CadastroService) {}

  ngOnInit(): void {

    this.cadastroService.read().subscribe(cadastros => {

      this.cadastros = cadastros

    })

  }

}

No Angular, as colunas são passadas pelo arquivo **.ts**, diferentemente do que ocorre no HTML.

Cada valor (“Id”, “Usuário”, “Senha”, “Ação”) representa uma coluna.

**3.**Em seu arquivo **cadastro.service.ts**, adicione o código a seguir:

Perceba que a diferença entre adicionar (CREATE) e mostrar todos (READ) reside nos métodos utilizados (POST e GET).

**4.**Caso deseje listar apenas um único usuário, faça conforme mostrado na imagem a seguir e salve seu arquivo.

Os métodos listado acima podem ser compreendidos pelo seguintes códigos

   read(): Observable<Cadastro[]>{

    return this.http.get<Cadastro[]>(this.baseUrl)

   }

   readById(id: number): Observable<Cadastro>{

    const url =`${this.baseUrl}/${id}`

    return this.http.get<Cadastro>(url)

   }

Dentro do arquivo cadastro.service.ts

**Cadastro *update***

**1.**Acesse a pasta **cadastro-update**. Existe a opção de editar na tabela em que estão listados todos os dados. O processo de atualização consiste em alterar um dado que já está salvo, sobrescrevendo-o.

**2.**Acesse o arquivo **cadastro-update.component.html**e observe a sintaxe do código. Na imagem abaixo, analise as linhas 22 e 29, nas quais estamos passando o **[(ngModel)]**para substituir o valor dos atributos.

<form>

                    <div class="form-row">

                        <div class="form-group col-md-12">

                            <mat-form-field>

                                <label>Usuario</label>

                                <input type="text" class="form-control" matInput [(ngModel)]="cadastro.usuario" name="usuario">

                            </mat-form-field>

                        </div>

                    </div>

                    <div class="form-group">

                        <mat-form-field>

                            <label>Senha</label>

                            <input type="password" class="form-control" matInput [(ngModel)]="cadastro.senha" name="cpf">

                        </mat-form-field>

                    </div>

**3.**No arquivo **cadastro.service.ts** foram adicionadas as linhas de 37 a 40.

A linha 37 funciona de modo semelhante ao método de exclusão, pois ambos afetam apenas um único usuário ,uma vez que as alterações estão sendo feitas no id (lembre-se de que o id é único).

updateCadastro(cadastro: Cadastro): Observable<Cadastro>{

    const url = `${this.baseUrl}/${cadastro.id}`

    return this.http.put<Cadastro>(url, cadastro)

   }

Para p Modulo Delete

1. Acesse o arquivo **cadastro-delete.component.html**. Realize os seguintes ajustes
2. <div class="row">
3. <div class="col-md-6" style="margin: 0 auto;">
4. <form>
5. <div class="form-row">
6. <div class="form-group col-md-12">
7. <mat-form-field>
8. <label>Usuário</label>
9. <input type="text" class="form-control" matInput [value]="cadastro.usuario" name="usuario" disabled>
10. </mat-form-field>
11. </div>
12. </div>
13. <div class="form-group">
14. <mat-form-field>
15. <label>Senha</label>
16. <input type="password" class="form-control" matInput [value]="cadastro.senha" name="senha" disabled>
17. </mat-form-field>
18. </div>
19. <div class="row">
20. <div class="col-12 col-md-12 d-flex justify-content-center" style="margin: 0 auto;">
21. <hr class="mb-4">
22. <div class="col-12 col-md-4 p-0">
23. <button class="btn btn-cadastrar" (click)="deleteCadastro()" color="warn">Deletar</button>
24. </div>
25. <div class="col-12 col-md-3 p-0">
26. <button class="btn btn-cadastrar" (click)="cancelarCadastro()" color="accent">Cancelar</button>
27. </div>
28. <div class="col-12 col-md-5 p-0">
29. <button class="btn btn-cadastrar" (click)="tabelasCadastro()" color="accent">Todos os cadastros</button>
30. </div>

Perceba que os inputs estão desabilitados nessa página, o que

significa que o usuário não pode inserir dados Conforme

podemos verificar na linha 36 está previsto um clique para o

botão deletar o que confirma a exclusão delete O método de

funcionamento desse botão está sendo configurado no

cadastro.service.ts.

deleteCadastro(id: number): Observable<Cadastro>{

    const url = `${this.baseUrl}/${id}`

    return this.http.delete<Cadastro>(url)

   }

Quando vamos excluir um usuário, devemos passar o id

Logo após configurar o service adicione o código ao seu

arquivo cadastro-delete.component.ts

import { Component, OnInit } from '@angular/core';

import { Cadastro } from '../cadastro.model';

import { CadastroService } from '../cadastro.service';

import { Router, ActivatedRoute } from '@angular/router';

@Component({

  selector: 'app-cadastro-delete',

  templateUrl: './cadastro-delete.component.html',

  styleUrls: ['./cadastro-delete.component.css']

})

export class CadastroDeleteComponent implements OnInit {

  cadastro: Cadastro;

  constructor(private cadastroService: CadastroService,

              private router: Router,

              private route: ActivatedRoute

  ) {}

  ngOnInit(): void {

    const id = +this.route.snapshot.paramMap.get('id')

    this.cadastroService.readById(id).subscribe(cadastro => {

      this.cadastro = cadastro

    });

  }

  deleteCadastro(): void{

    this.cadastroService.updateCadastro(this.cadastro).subscribe(() => {

      this.cadastroService.showMessege('O usuário foi deletado')

      this.router.navigate(["/cadastro/tabela"]);

    });

  }

  cancelarCadastro(): void{

    this.router.navigate(['/cadastro'])

  }

  tabelasCadastro(): void{

    this.router.navigate(['/cadastro/tabela'])

  }

}

Salve todos os arquivos e faça teste em sua máquina