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Task 1 – A table-driven lexer in C++

The lexer is implemented as a class which is stored in the file **Lexer.h** in the directory **Lexer** under the directory **lib**. The class **Lexer** in **Lexer.h** includes the following properties:

* **inputString**: stores the source file (code) as a string of characters
* **currentChar**: stores the current character that is being processed by the lexer. This character is part of the input string.
* **currentPosition**: the current position of the character being processed in the input string
* **end**: signals whether the lexer has processed the end of the inputted string or not
* **ClassifierTable**: a pointer to a C++ map that stores a mapping of characters and their respective Token types. For example, the character ‘**1**’ is mapped to the Token type **DIGIT**
* **TokenTypeTable:** stores a pointer to a C++ array that maps each token type to its respective state in automaton and transition table. For example, state 0 represents a LETTER and state 2 represents a WHITE\_SPACE.
* **TransitionTable**: stores a pointer to a 2-dimensional C++ array of token types that represents a transition table for the automaton. Each array in the transition table contains the states that we need to go to from a state given a particular character.

The **lib** directory contains a file called **Token.h**. This file contains an enum called **TokenType** that that includes different type of tokens. Some examples are **LETTER**, **DIGIT**, **WHITE\_SPACE**, etc. There are also types for **EXPRESSION**, **STATEMENT**, etc. **Token.h** also includes a struct defining a **Token**. A **Token** has a type, defined as a **TokenType** and a string which stores the actual characters that are represented by that token.

Besides representing different tokens for different character sequences, Token types are also seen as states by the lexer. For example, the token type **LETTER** holds the value of 0 in reality and represents state 0 in the transition table. So, when the lexer processes a character in the alphabet, that character is mapped to the **LETTER** token type and then, the lexer goes to state 0 in the transition table since **LETTER** holds 0.

The first element of the transition table represents the starting state of the automaton. Each element contains an array of token types (states) that the lexer goes to when it receives the next character. This is an array of states of the starting state:

*/\*START \*/* {

(TokenType)LETTER,

(TokenType)INTEGER\_LITERAL,

(TokenType)WHITE\_SPACE,

(TokenType)MULTIPLICATIVE\_OP,

(TokenType)ADDITIVE\_OP,

(TokenType)RELATIONAL\_OP,

(TokenType)LEFT\_BRACKET,

(TokenType)RIGHT\_BRACKET,

(TokenType)COLON,

(TokenType)SEMI\_COLON,

(TokenType)INVALID,

(TokenType)COMMA,

(TokenType)EQUALS,

(TokenType)IDENTIFIER,

(TokenType)RELATIONAL\_OP,

(TokenType)INVERTED\_COMMA,

(TokenType)TAB,

(TokenType)NEW\_LINE,

(TokenType)INVALID

},

For example, when the next character is a multiplicative operator, the character is mapped to its appropriate token (in this case the **MULTIPLICATIVE\_OP**) which is actually the number 3. The lexer than finds the element at index 3 in the starting state array (in this case it’s **MULTIPLICATIVE\_OP**) which holds 3, therefore we must go to state 3 in the transition table. The same process is repeated for the array at state 3.

The file **TokenTypeTable.h** contains an array of token types representing the final states. Each time the lexer makes a transition to a new state, it checks the array of final states to check if the newly transition state is final or not, so we can know if the sequence should be accepted or not and which token type it should be assigned.

A lexer can be initiated either by providing a string path to where the source code is located or by providing a string of source code, for example an expression. If the lexer receives a file path, it pushes all characters from the source file to the **inputString** property. If it receives a string of source code, the constructor points the **inputString** pointer to the string of source code.

The lexer’ s most fundamental method is the **NextToken()** method. **NextToken()** makes use of the transition table to return a sequence of tokens generated from the inputted string of source code. **NextToken()** returns a **Token** that holds the type of the token and a string containing the sequence of characters from the source code that the string represents. Each time **NextToken()** is called the **currentPosition** and **currentChar** properties are updated.

The lexer also has the functionality to recognize special keywords (like **if, while, var,** etc). The **Lexer** directory contains a file called **KeywordTable.h** that includes a C++ map that maps strings of special keywords to their respective token types. For example, the string **“return”** is mapped to the token type **RETURN**. These special keyword tokens are recognized in the **NextToken()** method. Whenever the final state in the transition table is a **LETTER**, that means that the lexer found a sequence of characters in the alphabet. The lexer checks if this sequence of characters is included as a key in the map located in **KeywordTable.h**. If the map returns a token type, we return this as a special keyword token. If an exception occurs and we don’t find a key, this means that the sequence of characters is simply a normal string, so we return the token as a **STRING\_LITERAL**.

The algorithm for implementing the **NextToken()** method was inspired from the book **Engineering a Compiler – 2nd Edition** by **K. Cooper, L. Torczon,** page 61 in the **Implementing Scanners** section.

Task 2 – Hand-crafted Recursive Descent Parser in C++

Like the lexer, the parser is also implemented as a class which is defined in **Parser.h** under the **Parser** directory under the **lib** directory. When the parser is initiated it initiates a new lexer and stores a reference to it in the **lexer** property. The parser has a **nextToken()** method that when called, calls the lexer’s **nextToken()** method and returns the token returned by the lexer. A reference to this token is stored in the parser’s **currentToken** property.

The parser stores tokens as **ASTNodes**. An **ASTNode** is defined as a class and stored in the file **ASTNode.h** located in the **Parser** directory under the **lib** directory. An **ASTNode** class contains two private properties:

* **ASTNodes**: a pointer to a C++ stack that stores ASTNodes that are children of the current ASTNode. For example, an ASTNode representing a **SimpleExpression** contains a **Term**, an **AdditiveOp**, and a **Term** as ASTNode children.
* **token**: a pointer to a token that the ASTNode represents. The token contains a string representing the source code associated with the ASTNode and the token type of the ASTNode. For example, a **SimpleExpression** contains a token with a string like this: **4 + 2**; and **SIMPLE\_EXPRESSION** as the token type.

An ASTNode’s constructor accepts a token as an argument. The methods **getNodes()** and **getToken()** return pointers to the **ASTNodes** stack and to the **token** respectively.

The **Parser** class contains the following properties:

* **rootNode**: a pointer to the **ASTNode** that represents the root of the tree
* **lexer**: a pointer to the lexer that the parser will use to get tokens from the provided input source code string
* **currentToken**: a pointer to the last token that was returned by the lexer. The current token is also the token that is currently being processed by the parser

The parser class contains several public methods that parse the tokens returned by the lexer and returns the appropriate **ASTNode** for the parsed tokens. There is a method responsible for parsing almost each production rule defined in the MiniLang Assignment Spec EBNF rules. Each method returns a pointer to an **ASTNode** representing a token with the type representing the production rule, the value of the source code associate with the parsed production rule, and the children which represent **ASTNodes** that make up the production rule.
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For example, the method **ParseSubExpression()** checks if the current token (the last token returned by the lexer) is a left bracket by checking the token type. If it’s not, then the parser calls the **Fail()** method with the current token, the token representing the sub expression, and the current node (the node representing the sub expression). The **Fail()** method returns an **ASTNode** with a property, **fail**, set to **true** to signal that there was an error while parsing the current tokens.

If the current token is a left bracket, the left bracket token is converted to an **ASTNode** and is added to the stack of **ASTNode** children of the sub expression. We are done with the bracket so we call **NextToken()** method and update the **currentToken**. We now need to check if the next tokens return an expression so we call the parser’s **ParseExpression()** method. Like all other methods, **ParseExpression()** returns an **ASTNode**. We check if the method returned a failed node by checking the **fail** property of the returned node. If it’s true, then we return a failed node. If it’s false then we add the **ASTNode** returned by **ParseExpression()** to the stack of **ASTNode** children of sub expression. We then check if the **currentToken** is a right bracket. If it is, we convert it to an **ASTNode** and add it to the stack of children and return the **ASTNode** representing the sub expression. If the **currentToken** is not a right bracket we return a failed **ASTNode**.

All the other methods work in a similar fashion. Like the lexer, the parser’s constructor can accept a file path to a file containing the source code or a string of source code.

Task 4 – Semantic Analysis Pass

Like the lexer and parser, the semantic analyzer is also defined as a class which is defined in **SemanticAnalyzer.h** under the directory **SemanticAnalyzer** in **lib**. One of the properties of the **SemanticAnalyzer** class is **st** that points to an instance of a **SymbolTable**. The SymbolTable is also defined as a class in **SymbolTable.h** located in the **SemanticAnalyzer** directory under the **lib** directory.

The **SymbolTable** class contains a property called **scopes** that stores a pointer to a C++ stack of maps of identifier strings mapped to their respective token type. Each map represents a scope. For example, the following code:

![](data:image/png;base64,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)

adds a new key: “x”; to the current scope with token type **real**.

The **SymbolTable** contains the following methods:

* **push()**: pushes a new map (scope) on the stack
* **insert()**: inserts a new entry in the current scope map. The method accepts an identifier token and its token type. It gets the identifier value from the identifier token.
* **update()**: acts like **insert** but instead it updates an already existing key with a new value
* **lookup()**: takes an identifier as an argument and returns its token type. The **lookup** method keeps checking each scope in the **scopes** stack until it finds the identifier. If the identifier is not found, it returns a token type **INVALID**.
* **pop()**: pops a scope from the scopes stack
* **currentStack()**: returns a pointer to the top scope in the **scopes** stack

Through type inference, the Semantic Analyzer can determine the type of an expression and check whether a variable declaration for example is valid. The Semantic Analyzer class contains methods like **AnalyzeExpression()** or **AnalyzeFactor()** that accepts an **ASTNode** and return the type of an expression or a factor as a **TokenType**. For example, **AnalyzeExpression()** takes a pointer an **ASTNode** representing an expression and returns the type (**real, string, int** or **bool**) of that expression.

The **SemanticAnalyzer** class also contains methods like **checkVariableDecl()** that take an **ASTNode** representing a variable declaration and checks whether the type of the expression and the type declared for the variable declaration match. If they match it returns **true**, else it returns **false**.

The method **GetType()** accepts a string and returns its token type. For example, if called with the string “**real**”, the method returns **REAL**.
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Using the above example, we call the **checkVariableDecl()** method to check if the above variable declaration is correct. The method checks the top **ASTNode** child of the variable declaration’s children, which is an expression. Then, it calls the **AnalyzeExpression** method to get the type of the expression and uses the **GetType()** method to get the type that the string **“real”** in the source code represents. If both types match, then the method returns **true**, else it returns **false**.

Besides, type checking and inference, the Semantic Analyzer uses the **SymbolTable** to check if multiple declarations of the same identifiers occurred in the same scope. For example, the **checkVariableDecl()** method checks if the identifier is already defined in the current scope by using the **currentScope()** method explained earlier of the **SymbolTable**. If the identifier is not defined in the current scope, we use the **insert()** method in the **SymbolTable** to insert the identifier and its token type in the current scope.

When doing an assignment, we use the **lookup()** method of the **SymbolTable** to get the type of the already declared identifier and check if the types match.

The **push()** and **pop()** method of the **SymbolTable** are used when the analyzer enters a new block or opts out of a block or checks the actual parameters of a function.

Task 5 – Interpreter Execution Pass

Like the previous sections, the Interpreter is also defined as a class. The **Interpreter** class, which is defined in the class **Interpreter.h** located in the **Execution** directory under the **lib** directory contains two important properties:

* **rf**: stores a pointer to a reference table that is similar to the Symbol Table but instead stores a stack of C++ maps that store a mapping of identifier strings to strings of results that are returned from the execution
* **functionDefs**: stores a pointer to a C++ map that stores a mapping of function identifiers to their function **ASTNodes**

The folder **Reference.h** is also stored under the **Execution** directory under the **lib** directory. The **Reference** table works exactly like the **SymbolTable** and has very similar methods but stores a map of identifiers and their respective results that are returned after the execution. For example, the following variable declaration:
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Is stored in the reference table as **“x”** as the key and the string **“10.3”** as the value. Like, the Symbol Table, the Reference table also stores identifiers (keys) in their relative scope.

Like the previous classes, the **Interpreter** class contains methods for executing different production rules. Rules that return a value (like **expressions**), when interpreted their value is returned as a string irrespective of their type. So, the expression: **8.1 + 2.2**; will return a string containing: **“10.3”**; as its value even though it’s a number. The reason I took this design decision is, so methods can communicate better with each other if they all use a single type.

To explain how the interpreter works, I’m going to use the above variable declaration as an example. The method **InterpretVariableDecl()** is called which accepts an **ASTNode** representing the variable declaration as its argument and returns a pointer to a string containing the value of the variable (the expression). The method gets the first **ASTNode** at the top of the stack of children of the variable declaration **ASTNode** which contains an expression and calls the method **InterpretExpression** with that expression. The method **InterpretExpression** returns a string with the value of the expression, in this case **“10.3”**. The method then finds the identifier **“x”** in the variable declaration child **ASTNodes** and inserts **“x”** into the **ReferenceTable** mapped to the value **“10.3”**.

To calculate the expression **“8.1 + 2.2”**, the interpreter divides the expression into its children. In this case, we have three **ASTNodes: “8.1”, “+”,** and **“2.2”**. To convert the strings **“8.2”** and **“2.2”** to numbers the Interpreter uses the C++ function **stod** that accepts a string and returns a double if that string contains a number. Then, the interpreter checks the operator type by using simple string comparison. In this case, it’s **“+”**, so we add the two numbers together and return the calculated value as a string.

Other operations work in a similar fashion. For example, to calculate a relational operator, the interpreter does a simple string comparison to check which relational operator we must use and performs the operation in C++.

Not all methods return a string. For example, methods that interpret while statements and if statements just update the **ReferenceTable** and return nothing.

Now, I’m going to use the following example to explain the interpreter interprets functions and function calls:
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When the interpreter encounters a function definition, the method **InterpretFunctionDecl** is used to store a mapping of the function identifier, in this case **“func”** and the **ASTNode** of the function declaration in the C++ map **functionDefs**.

When the interpreter encounters a function call the method **InterpretFunctionCall** is called with the **ASTNode** representing the function call. The method first gets the function identifier stored in the function call **ASTNode**. Then it gets the function definition **ASTNode** associated with the identifier from the **functionDefs** map. Then it enters a new scope by pushing a new scope on the **ReferenceTable** scopes. The method then maps each formal parameter from the function definition (the identifiers) to its actual parameter (values) stored in the actual parameters list in the function call **ASTNode** and stores these values in the **ReferenceTable**. Then the method interprets the statements stored in the function block and returns the value returned by the last return statement.

Task 6 – The REPL

The REPL is also defined as a class in the file **REPL.h** which is located in the **REPL** directory under the **lib** directory. The REPL class contains the following properties:

* **inputString**: stores a pointer to a string that stores the source code that is being processed as a string
* **ans**: stores a pointer to a token that stores the value of the **ans** variable
* **parser**: stores a pointer to a parser
* **analyzer**: stores a pointer to a semantic analyzer
* **interpreter**: stores a pointer to an interpreter

When a REPL is initiated, the REPL constructor initiates an interpreter and a sematic analyzer to be used by the REPL instance. Every input source code string read by the REPL is read by the **ReadLine()** method.

The **ReadLine()** method reads a string of source code as input. If the input contains the substring **“#load”**, then it calls the method **LoadProgram()** with the remaining string (the file location). The **LoadProgram()** method creates a new parser with the location of the source code as input to the parser constructor and parses the program. The **ASTNode** returned by the parser is then checked to see if it is a failed node or not. If it’s not a failed node, the ASTNode is fed to the semantic analyzer to check if the source code is semantically correct. If program is semantically correct, the ASTNode is fed to the interpreter and the interpreter updates the reference table accordingly.

Now, if the **ReadLine()** method doesn’t find a substring **“#load”**, then it means that the input is a string of source code. The method calls the method **ParseInput()** with the input string source code as an argument. The **ParseInput()** method creates a new parser by calling the parser constructor with the input string and the parser returns an ASTNode. The ASTNode is checked for failure.

If the node failed, then it means the string doesn’t contain a statement and probably contains an expression. So, the previously created parser is deleted, and a new parser is created again by calling the parser constructor with the input string. Now, instead of calling the **ParseProgram()** method of the parser, instead we call the **ParseExpression()** method of the parser to parse the expression and the method returns the ASTNode of the expression.

We then check if the expression is semantically correct by calling the **AnalyzeExpression()** method of the semantic analyzer. If the expression is semantically correct, we call the **InterpretExpression()** method of the interpreter and interpret the expression. The string returned by the interpreter is assigned to the **ans** token and displayed to the user.

If the ASTNode checked by the parser didn’t fail, then it means that the inputted string is a statement. We call the **checkStatament()** method of the semantic analyzer to check if the statement is semantically correct. If it is, we interpret the statement and assign the string returned by the interpreter to the **ans** token.

It’s important to note that the parser is the only instance that is changed with different inputs. The interpreter and analyzer stay the same and are simply updated with new input strings. With each update, the interpreter updates the ReferenceTable and the semantic analyzer updates the SymbolTable.