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# Aims of the project

As outlined by the project definition, this is intended to be a multi-faceted project and will take place in two programs primarily: Blender for Rigging and 3D Animation and Unity 6000.0.32f1 as the game engine. This Framework would, in theory, provide an avenue for non-programmers to implement most kinds of weapons through heavy parameterisation. Animators will be able to easily work closely with/independently of the programmer to implement these weapons due to a streamlined pipeline and a convenient and efficient system for assigning animations to weapons.

This project also aims to further refine my animation skills and to enable me to develop a stable, clean, and consistent export pipeline from Blender to Unity, including the process of cleaning the exported files within Unity.

# Planned Features

## Weapon Implementation

### Firearms

Firearms are defined, for the purpose of this Framework, as anything that does not require the user to be within close range of their target. Firearms will have two main modes of “attack” – hereby referred to as a “type” – that they can use. Firearms will also have the option to “launch” the attack from either the centre of the player’s view, or from the weapon itself. Firearms will be influenced by a variety of parameters and states from the game, such as whether a player is aiming, moving, crouching, or sliding, how much the player has fired this weapon, the weapon’s own spread parameters and more.

#### Hitscan Firearms

Hitscan Firearms will fire an imaginary “ray” called a “raycast.” This ray checks along the path from the origin of the attack to an endpoint influenced by the parameters above that affect accuracy.

#### Projectile Firearms

Projectile Firearms will fire a rigidbody projectile (an object with physics). These projectiles will react to other objects in the game world, will be able to bounce off walls, and can be affected by anything that might affect any rigidbodies in the scene.

### Melee

Melee weapons will trace between two points each fixed timestep by storing their last position and performing a linecast between those two points, ensuring that no targets are missed between strikes. To ensure that targets are not missed due to being too close, the system will also cast outwards from the player to the end of the weapon along the path of the strike. Anything that can be damage will be cached and ignored by further traces until the attack has ended.