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Im Laubblaseproblem geht es darum, wie der Hausmeister im quadratischen Feld das Laub möglichst auf ein Feld versammelt. Hierbei betrachten wir allgemeiner direkt denn Fall, dass der Hausmeister sich das entsprechende Feld aussuchen kann, an dem er das Laub bläst. Da wir zudem feststellen, dass eine Verallgemeinerung zum rechteckigen Feld als Erweiterung gut mit den bisherigen Lösungsansätzen vereinbar ist, behandeln wir im Folgenden den allgemeineren Ansatz mit rechteckigen Feldern. Da quadratische Felder auch rechteckig sind, lassen sich also alle im Folgenden verwendeten Ansätze auch als Lösungen für den quadratischen Schulhof verstehen.

Wenn wir das Feld als eine zweidimensionale Liste modellieren, können wir den Blasevorgang als Umverteilung ansehen, wobei man zwei Felder der Liste auswählt und dann den Blasevorgang durchführt. Es sei dazu der gegebene Schulhof S und sei dabei das i-te Feld in der j-ten Spalte des Schulhofes und der Wert die Anzahl der Blätter auf diesem Feld. I und j seien dabei natürliche Zahlen größer als 2, da ein Schulhof mit einem Planquadrat bereits fertiggepustet ist und Schulhöfe mit einer Länge oder Breite von 2 kein Feld haben, welches kein Randquadrat ist und somit der Abfuhrwagen keinen Platz zum Parken hat. Der Blasevorgang über ein Feld, der nun einen Algorithmus zur Veränderung von S darstellt und dabei ein Feld und eine Richtung (oben, unten, links, rechts) als Eingabe nimmt, wird durch die Koordinaten (i,j) und die Richtungsvektoren ((0,-1), (0,1), (1,0), (-1,0)) dargestellt. Das Ziel ist es nun, die Laubanzahl in S für ein gegebenes Feld zu maximieren oder zumindest möglichst viel Laub in die Nähe des Feldes zu bringen, um dem Hausmeister seine Arbeit beim Zusammenblasen des Laubes zu vereinfachen.

# Überlegungen zum Simulationsprogramm

Zunächst wollen wir uns Gedanken darüber machen, wie es möglich ist, ein Simualtionsprogramm entsprechend der Aufgabenstellung und zu Implementieren. Dazu untersuchen wir zunächst, welche Umsetzung für die vorgegebenen Regeln sinnvoll sind und beziehen uns dann auf Fälle, welche den Rand und die Ecken betreffen, um uns dort realistische Ansätze zu überlegen. Da der Hausmeister auf einem Feld stehen muss, um auf ein anderes zu pusten, nennen wir einen Zug Legitim, wenn das Feld, worauf er steht sowie das Feld, worauf er pustet beide Teile des Schulhofes sind. Daher nimmt das Programm zur Simulation des Blasevorgangs auch zunächst die Eingaben des Feldes , auf den der Hausmeister steht, und die Pusterichtung , in die geblasen werden soll, um daraufhin den Blasevorgang zu simulieren.

## Ansätze für die vorgegebenen Regeln

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJUAAAAfCAYAAADuiY/xAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAATpSURBVHhe7ZtJLy1BFMfL+wAEWytDQiKxwEZsWCDYG9ZCsBMhIZYIC0vT2riwNC5YGBIxhIUdPoEhPsF99T+3ztVpfW9XD/d2u+qXVKr7vB7qVJ86Q12vICERBkOI/FO9wRAaxqgMoWOMKka8v7+Ljo4O8fj4qCTxwPO4kFMZ4sPDw0OioaEhsb+/ryTxwMu4TKIeIQUFBerImag+TdBxuYY/uLyRkRFRUlJCL0OrrKwk2evrq7rq93FwcEA6QBfWq7GxUezs7Kgrsg8+jr1JjyCkRxDSI6irck/gcckb0rK9vQ2TTPT09CReXl5Ihh5uEHKW/TYWFhZo/NCDdTg/P08UFxeTHP8eBW9vb4n29nYKNXHC67gyGhUmuaKiQp19A2NzkucKNgq/4H7ohsmywosoSt2Cgo+PFiVpw9/FxYX4/PwU0kspyTe9vb3i+flZnf0+JiYmxMfHhygtLVWSJGVlZdRL70W9wR+uOdXJyYk6+jtIT6WODH5Ia1Q1NTVChghxe3tLCe1f4PDwkPrBwUHqdUHS71YxWcG+Dxc/aIgKAEUCFw6IBlGBAsxenKGI0bEDFHZpjQqhYWNjgwxrZWWFHhq3TbkwwURCT1Q4CI9uwBCwIQgDKSwspPvA2toayTMxOjoquru7acEixbi6ukp9sOvra5rzlpYWOo+CtrY2cXNzQ+OTKZKQRQylBDrV/uTkpHu2y5te8npKbuNQmQRN1J2Ajk7JeyZQMU5NTaUKFzwDTXeOcB3PK54RBkETdeiEMdkrYJxD10ywPlpfBhM9PDxMN+SyMmLj8dL8TCh087tgcA/eiXe7Tbod65aNV/idXprdUJzAFguuxeLwssAA6+NpucOgcBOs2Y7uoAEbi999Lr4/DIIYFMaBOcFPF/gIMCo8T1cvXqh+3p2OoJ4KQA+My6sH5e/iWv1ZcdpeAJxo1tbWUu/G/f095Q3l5eVKEg1IjJFHIXesq6tTUj2g8+npKeVAyKmQG83OzlKupFvYIG8BXt+dbaAHds6RqPf19aVyRzeKioqSB8rIUsALYdU5wRbs5KlySRieiuP/6uqqkvgHnsrreBBacE9Qr2InDE/FWNMenXniOf3hqVCJIOt3sszd3V3aw2lublYSQVaMktOt4gFY3VyiogyPkoGBASEnXwwNDSnJNyjnvfyu2dnZCYtSZ3rAw4HW1lbq48D09LRYXFxUZ8kdgP7+fjr++vqiPhPwuLCPH0aF0ARmZmZSE4utBEw0dqH39vZIxmxublJfX19PfSZgjNLi6bi6upr6KEDY44WDxWBt2CfC4sl2aL68vKReN2XIBXd3d2J9fT2VzmB+tra26LipqYl6N8g+ko7rGyRmcJ+clKMhYUuXgLIbRwjQAaELzwtC0PAH/Vi3dC3b8Bi8Vlhu4LlofkB6Y58bnOt+Wybw31MhjHV1ddHmmM7q5jB5dHREvSH/8FT9OQE3jjiqGy6Oj49jlUcYwiewUSEOy2pRnWWGY7VufDb8TgIbFTwPPBWSeVQPDCo8ayUBnp6eqMeP1Yb8JbBRyQRezM3Nifn5eTE2NqakSVKbYYqzszMyQPvfMRnyi6z8xweUolVVVVS2W3Mt7NBia2J5eVlJDPlIYE/lxNLSEnklq0EhFOKnjPHxcSUx5Cvmv2gZQicrnsrwtzFGZQgZIf4Db5Nr2bWZkjcAAAAASUVORK5CYII=)![Ein Bild, das Text, Screenshot, Diagramm, Schrift enthält.

Automatisch generierte Beschreibung](data:image/png;base64,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)Wenn die beiden Eingaben für das Programm getätigt wurden, ist nun das Feld, von dem Laub geblasen wird, , das Feld, auf das das Laub landet, und das entsprechende Feld dahinter . Da durch das Vertauschen der x- und y-Koordinate alle von uns betrachteten Vektoren um 90° auf der Ebene gedreht werden, stellt ein Seitenfeld dar, wenn der gedrehte Vektor ist. Die Drehung können wir dadurch erzielen, dass wir die x-und y-Koordinaten des Vektors miteinander vertauschen. Da die Seitenfelder auf den gegenüberliegenden Seiten des geblasenden Feldes liegen, ist das andere Seitenfeld entsprechend (siehe Abb.1)[[1]](#footnote-1).
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Abb. 1: Felder nach Beschreibung durch dem Blasefeld und dem Richtungsvektor .

## Randregeln

Dass alle Felder aus Abb.1 nun auch auf dem Schulhof liegen, muss nicht immer der Fall sein. In solchen Fällen ist es daher sinnvoll, sich realistische Regeln selbst zu überlegen. Im Folgenden gehen wir davon aus, dass der Schulhof innerhalb des Schulgebäudes liegt, also überall am Rande des Hofes Wände des Schulgebäudes stehen. Dadurch ist es nicht möglich, dass durch Pusten Laub vom Rand des Schulhofes verloren geht. Im Folgenden versuchen wir modellierend Regeln für ein solches Phänomen darzustellen:

**Fall 1:**  liegt außerhalb des Schulhofes.

In einem solchen Fall versucht der Hausmeister prinzipiell, gegen eine Wand zu pusten. Da das Laub, welches verlässt, nun keinen Platz mehr auf hat, wegen dem Laubdruck jedoch woanders hinmuss, nehmen wir modellierend an, dass jedes Laubblatt mit Wahrscheinlichkeit 50% beschließt, jeweils auf beziehungsweise auf zu landen.

**Fall 2:**  liegt außerhalb des Schulhofes.

Da hier die Blätter auf analog zu Fall 1 nicht weiter nach vorne gepustet werden können, jedoch die „Blaskraft“ des Laubbläsers schwächer ist, verbleiben diese einfach auf das Feld

**Fall 3:** oder liegen außerhalb des Schulhofes.

In einem solchen Fall wir das Laubblatt zwar von geblasen, kann jedoch nicht auf die Seitenfelder landen. Wir nehmen daher modellierend an, dass die Wand die Laubblätter einfach zurückhält und alle Blätter, welche auf ein Seitenfeld hätten landen sollen, stattdessen auf landen.

Wir beachten dabei insbesondere, dass die Fälle nicht exklusiv eintreten: Wenn Fall 1 eintritt, so tritt Fall 2 automatisch ebenfalls ein. Wenn Fall 2 eintritt, kann Fall 3 möglicherweise auch eintreten. In solchen Fällen ist es wichtig, die betrachteten Felder von denen Laub gepustet werden soll, falls überhaupt im Schulhof liegend, einzeln zu simulieren und dabei die Reihenfolge der Fallnummern einzuhalten.

## Laufzeit des Simulationprogramms

Wenn wir von einer konstanten Laufzeit zur Generierung einer Zufallszahl ausgehen, ist die Laufzeit eines derartigen Simulationsprogramms nicht höher als , wobei n die Anzahl der Laubblätter in den Feldern auf Abb.1 außer ist und k eine Konstante ist, um zu ermitteln, welche der beachteten Felder nicht im Schulhof liegen, da das Programm jedes Laubblatt betrachet, eine Zufallszahl für diese generiert und das Blatt entsprechend der Zufallszahl im Schulhof umverlegt. Wenn wir annähernd von einer festen benötigten Anzahl an Zügen z(g), welche von der Feldgröße abhängt, ausgehen (was aber nicht der Fall hier ist), können wir annähernd sagen, dass damit die Gesamtlaufzeit zur Simulation einer kompletten Blasesequenz nicht übersteigt, wobei wir die Feldgröße g = als die Anzahl der Planquadrate im Schulhof definieren und n die durchschnittliche Anzahl der Blätter auf den Feldern darstellt.

# Heuristische Untersuchungen zum Lösungsansatz

Im folgenden Abschnitt wollen wir verschiedene Lösungsansätze untersuchen und diskutieren, welche zum Blasen auf ein Feld sinnvoll sind. Da der Simulationsprozess allerdings mit Zufallsvariablen bestückt ist, muss man in der Regel dynamische Strategien wählen, um zufällige Abweichungen vom Erwartungszustand des Schulhofes mit berücksichtigen zu können. Bevor wir allerdings auf allgemeine Blasestrategien zurückkommen, untersuchen wir zunächst das Blasen der Blätter aus zwei Feldern Entfernung sowie das Blasen der Blätter vom Rand, welche leichter zu lösende Spezialfälle des Laubblaseproblems darstellen.

## 2.1 Sonderfall: Blasen von zwei Feldern Entfernung

Wenn der Hausmeister ein Planquadrat bepustet, welches zwei Felder von ihm entfernt ist, ist es dem Hausmeister möglich, sämtliche Blätter vom bepusteten Planquadrat in das Zielquadrat zu befördern. Ein solcher Sonderfall ist dann möglich, wenn das betrachtete Planquadrat als ausgedrückt werden kann, wobei Teil des Schulhofes ist. Das Quadrat, auf dem dann Laub gepustet wird, ist entsprechend . Der Hausmeister steht dann zunächst auf und pustet wiederholt auf das Feld . Dadurch wird jedes Blatt aus mit einer Wahrscheinlichkeit von 10% auf das Feld gepustet. Die erwartete Anzahl[[2]](#footnote-2) der Blätter, die also in gepustet wird, beträgt . Da das Feld nach konsekutivem Pusten erst 0 wird, wenn alle Blätter auf das Feld gelandet sind, ist die erwartungswert der Blätter immer positiv. Da zudem keine Blätter vom Feld gepustet werden, steigt die Anzahl der Blätter auf diesem Feld während des Blasevorgangs immer. Dies führt dazu, dass nach endlich vielen Wiederholungen des Pustens im Erwartungsfall alle Blätter irgendwann auf landen.

Wenn wir die Anzahl der Pustwiederholungen untersuchen, die erwartet nötig sind, um alle Blätter in das Feld zu bringen, nehmen wir modellhaft an, dass ab einer erwarteten Anzahl von 0.5 Blättern keine Blätter mehr auf dem Feld liegen. Nun untersuchen wir, wie viele Wiederholungen nötig sind, um alle bis auf theoretische 0.5 Blätter auf zu pusten. Da nach jeder Pustewiederholung erwartungsgemäß nur noch 90% der Blätter in überbleibt, gilt die Gleichung:

Wobei x die Anzahl der Blätter und y die Anzahl der Pustewiederholungen ist. Nach umstellen erhalten wir:

(1.1.4)

Welches die Anzahl der erwarteten Wiederholungen beschreibt, die nötig sind, um alle Blätter bis auf eins in wegzupusten. Diese theoretische Modellierung entspricht den mithilfe eines Python Programms berechneten Simulationsergebnissen, die anhand des folgenden Pseudocodes durchgeführt wurden (siehe Abb. 4):

**Algorithmus 1. Laubblatt-Simulation**

Blätter x

Pusteanzahl 0

**While** Blätter > 0 **do**:

Pusteanzahl

**For** i = 0, i < Blätter, i **do:**

rand Zufallszahl zwischen einschl. 0 und 9

**If** rand = 0 **do:**

Blätter Blätter

**Return** Pusteanzahl

![Ein Bild, das Text, Screenshot, Reihe, Diagramm enthält.
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Anhand dieser Untersuchungen erkennen wir, dass die Anzahl der Pustezügen einen Logarithmischen Zusammenhang mit der Anzahl der zu pustenden Blätter auf ein Feld aufweist. Da die Laufzeit zum Bepusten der Blätter als konstant angenommen werden kann, lässt sich daraus beim Design der Algorithmen auf die Laufzeit schließen.

## 2.2 Sonderfall: Bepustung der Ränder

Wenn wir die Ränder bepusten möchten, fällt auf, dass diese nicht sehr schnell vom Rand des Schulhofes gepustet werden können, weil analog zum Abschnitt 2.1 immer nur ein Teil der Blätter durch die Seitenverluste vom Rand geblasen werden kann und dieser Vorgang entsprechend lange dauert. Insbesondere in der Implementation eines eher schnellen Algorithmus mit wenigen Pustevorgängen müsste der Hausmeister also sehr viel und sehr lange pusten. Da der Hausmeister aber auch Besen und Tüte hat, wollen wir für einen schnellen Ansatz möglichst schnell möglichst viele Blätter in eine Ecke des Hofes pusten, von wo der Hausmeister anschließend diese auffegen kann. Dazu startet der Hausmeister an einer Ecke und entfernt dort alle Blätter, welche in der Ecke liegen, durch wiederholtes Pusten in die Ecke. Anschließend

# Lösungsansätze

Im Folgenden präsentieren wir nun verschiedene Lösungsansätze für das Laubblasen und Diskutieren diese anhand der Güte der Lösungen sowie anhand ihrer Effizienz.

## 3.1 Greedy Ansatz

Im folgenden Greedy Ansatz möchten wir einen Greedy Algorithmus schreiben, welchen den Schulhof analysiert, mögliche Pustezüge des Hausmeisters berechnet und bewertet, um anschließend den besten Zug herauszugeben. Dabei wird ein Greedy Schritt so oft ausgeführt, bis die Bewertung des Schulhofes nicht mehr verbessert werden kann. Ein Ansatz mit einem Greedy Algorithmus eignet sich hierbei insbesondere für die Aufgabe, da das Sammeln des Laubes durch Pustevorgänge eine stetige Annäherung von allen Laubblättern zum Zielquadrat darstellt und daher insbesondere für große Felder eine gute Bewertungsfunktion mit nicht sehr tiefer Suche auch effizient und schnell zum optimalen Ergebnis führen kann. Der Greedy-Algorithmus in drei Teile gegliedert, welche im Folgenden erläutert werden:

1. Ermitteln aller legitimen Züge (wird nur einmal ausgeführt)

Wiederhole bis Bewertung nicht mehr optimierbar:

1. Errechnen der Schulhofbewertung anhand des Pusteverhaltens des Hausmeisters
2. Ermitteln des besten Zuges
3. Ermitteln aller legitimen Züge

Um zunächst alle möglichen Pustezüge in einem Schulhof ermitteln zu können, suchen wir alle Kombinationen heraus und speichern diese in eine Liste. Da die möglichen Züge sich nicht durch das Umverteilen der Blätter ändern, müssen wir diesen Schritt nur einmal durchführen. Die Anzahl der legitimen Züge ist dabei bei sehr großen Schulhöfen annähernd , ist aber nie kleiner als , da man in sehr großen Schulhöfen fast von jedem Feld in vier Richtungen pusten kann, es jedoch keinen Schulhof gibt, bei dem man an einem Feld nur in eine Richtung oder weniger pusten kann (da i, j > 2). Diese Anmerkung wird später bei der Laufzeitanalyse noch wichtig.

1. Errechnen der Schulhofbewertung nach den Zügen

Da in den meisten Fällen aufgrund der Varianzen durch den zufälligen Pustevorgang genaue Blätterverteilungen nicht vorhersehbar sind (oder nach vielen vorausberechneten Pustezügen vom erwartungswert stark abweichen), berechnen wir die Güte des Zuges direkt anhand einer heuristischen Bewertung und führen keine Tiefensuche der Züge durch, um die optimalste Strategie des Hausmeisters zu überprüfen, was die Laufzeit unseres Programms deutlich verkürzt und damit auch für große Schulhöfe die Rechenzeit realistisch macht. Dafür seien die Koordinaten des Zielfeldes. Die *Entfernung zu Zielfeld* eines Feldes S = definieren wir als die Anzahl der Felder, über die man von S mindestens gehen muss, um Z zu gelangen (vergleiche Abb.4). Formal ist diese Entfernung also und die Bewertung ist dann die gewichtete Summe der Entfernungen aller Blätter vom Zielquadrat:

Die Bewertung, die ein Schulhof erhält, richtet sich zusätzlich daran, ob ein Blatt auf einem Randquadrat oder gar einem Eckquadrat liegt. Dies liegt daran, dass man nur durch Seitenverluste Blätter vom Rand pusten kann. Dadurch verschlechtert sich die Bewertung, wenn man versucht, die Blätter von der Mitte des Randes in Richtung Ecke zu pusten, um durch Seitenverluste einige Blätter vom Rand zu treiben. Um dem entgegenzuwirken, addieren wir zu jedem Randfeld die Kantenlänge, um das Entfernen der Blätter zu motivieren. Die nun modifizierten Gewichte sind in Abb.3 einzusehen. Es ist wichtig zu erwähnen, dass die Bewertungen mit vorausgesagten Zügen erwartungswerte für die Blattverteilung sind. Daher ist es hier auch möglich, dass die Blätter eine Fließkommazahl sind und nicht mehr nur auf natürliche Zahlen beschränkt sind. Man muss hier nur beachten, dass die Zahlen in Dezimalschreibweise ganze nicht unendlich lang sind, weil dann die Berechnung unendlich lang dauern würde.

1. Ermitteln des besten Zuges

**![Ein Bild, das Schrift, Screenshot, Text, Zahl enthält.
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Abb.3: Gewichtungen in der Greedy Bewertung bei einem 7\*7-Schulhof

Abb.4: *Entfernungen* von Planquadraten zum Mittigen Feld

Die erwartete Laufzeit unseres Greedy-Ansatzes ist in der Theorie Polynomial. Wenn wir davon ausgehen, dass z(g) die Anzahl an Pustevorgängen, die der Hausmeister durchführen muss, um ein Schulhof fertig zu pusten, übersteigt unsere erwartete Laufzeit nicht , da die Ermittlung aller möglichen Züge eine einmalige Laufzeit von = braucht und der Greedy-Schritt für jeden der Berechnungen erwartet nicht langsamer als ist, da diese pro Schritt jeden der Pustezüge mit Feldern simulieren muss. Anhand von Simulationseingaben erkennen wir experimentell zudem, dass z(g) porpotional zu ist, sodass sich insgesamt eine asymptotische erwartete Höchstlaufzeit von und zusammen mit dem Simulationsprogramm eine asymptotische Höchstlaufzeit von ergibt.

### Greedy Ansatz mit Optimierung

Alternativ zum vorgestellten Ansatz können wir auch noch eine Optimierung betreiben, sodass der Greedy Ansatz nicht mehr versucht, alle Blätter auf ein Planquadrat zu versammeln, sondern diese nur zu einem gewünschten Zielquadrat im Schulhof zu konzentrieren. Dazu lassen wir Suche nach möglichen Zügen vor jedem Greedy-Schritt laufen und verbieten Züge, für die ein leeres Feld ist. Dadurch kommt es nicht zum intentionellen Pusten wie im Abschnitt 2.1, sodass, abgesehen vom Pusten der Blätter vom Rand, „ineffiziente“ Züge vermieden werden.

## Greedy Ansatz mit Blasen von zwei Feldern Entfernung

Mit dem Greedy Ansatz haben wir eine effiziente Lösung gefunden, mit dem wir mit wenig Rechenaufwand auf gute Ergebnisse kommen (bei hinreichend großen Feldern kann man sogar alle Blätter auf ein Feld blasen, wie die Beispiele weiter unten zeigen). Allerdings kann sich bei sehr großen Feldern die Laufzeit bis ins unermessliche steigern. Aus diesem Grund stellen wir einen dynamischen Algorithmus vor, der auch bei großen Schulhöfen gut angewandt werden kann. Hierbei muss allerdings zunächst mithilfe eines Greedy Algorithmus alle Blätter auf Felder gebracht werden, die mindestens einen Abstand von 2 zum Schulhofrand haben (Achtung: mit Abstand ist nicht die *Entfernung* zum Zielfeld gemeint. Vielmehr geht es um die Bedingung, die im Abschnitt 2.1 thematisiert wird). Die Lage des Zielfeldes ist dabei beliebig. Anschließend lässt sich anhand des Ansatzes in Abschnitt 2.1 die Blätter mit folgendem Algorithmus zusammenblasen:

1. Blase alle Blätter, die auf einem Planquadrat höheren j-Wert als das Zielfeld liegen, auf den j-Wert des Zielfelds zu und alle Blätter, die auf ein Planquadrat mit einem geringeren j-Wert als das Zielfeld liegen, ebenfalls auf den j-Wert des Zielfeldes zu.
2. Wiederhole denselben Prozess mit dem i-Wert der Blätter.

Der so erstellte Ansatz hat bei sehr großen Höfen den Vorteil, dass nach dem fertigen Bepusten des Randes durch den Greedy-Ansatz der Rest des Schulhofes vom Hausmeister sehr intuitiv bepustet werden kann. Insbesondere ist bei hinreichend großen Schulhöfen dann die erwartete asymptotische Programmlaufzeit nicht höher als , wobei n die Anzahl der Blätter ist. Zusammen mit dem Simulationsprogramm ergibt sich dann eine erwartete asymptotische Laufzeit von nicht mehr als , welches in Theorie schneller ist als der Greedy-Ansatz, wobei proportional zu g ist, da wir jedes Planquadrat im Schulhof nur einmal vom Laub befreien müssen. Die konkrete erwartete Laufzeit des Programms ist also nicht höher als . Im Vergleich zum Greedy Ansatz erkennt man daher, dass der Ansatz mit Blasen von zwei Feldern Entfernung daher besonders bei sehr großen Feldern effizienter ist, während der reine Greedy-Ansatz für eher kleinere Felder effizienter ist. In der Praxis muss man jedoch beachten, dass der Pustevorgang durch den Hausmeister auf den realen Schulhof deutlich länger dauert als in der Simulation, sodass tatsächlich noch bis zu sehr großen Schulhöfen die Laufzeit zur Berechnung eines Pusteschritts durch den Greedy-Algorithmus akzeptabel ist. Beachten wir jedoch sehr, sehr große Schulhöfe, die ein sehr pflichtbewusster Hausmeister dann für sehr lange bepusten möchte, so erweist sich der Algorithmus mit Blasen von zwei Feldern Entfernung als effizienter.

## Erweiterung: Nichtdynamischer heuristischer Ansatz

Wenn der Hausmeister es jedoch wünscht, sehr schnell alle Felder fertig zu bepusten, können die oben genannten Ansätze trotzdem etwas unrealistisch sein, da diese hunderte von Pusteschrittenfür auch kleine Schulhöfe fordern. Aus diesem Grund stellen wir einen nichtdeterministischen Ansatz vor, welchen jedes der g Felder genau einmal bepustet und damit möglichst viele Blätter auf einem Feld konzentrieren zu versucht. Dabei beschränken wir den Ansatz darauf, dass der Hausmeister die Blätter immer nur in der Mitte des Schulhofes zu versammeln versucht.

Da unser Ansatz nichtdynamisch ist, können wir nun mit Erwartungswerten arbeiten, um die Effizienz unseres Ansatzes zu prüfen. Den erarbeiteten Algorithmus können wir dann einfach auf reale Simulationen anwenden, welche der Pustreihenfolge der Felder nach ausgeführt werden.

Da es nicht möglich ist, Blätter vom Rand durch einmalige Bepustung komplett wegzubekommen, wir jedoch auch nicht jedes Feld mehr als einmal bepusten wollen, sammeln wir alle Blätter vom Rand in eine Ecke des Schulhofes, wo der Hausmeister diese dann mit einem Sack oder einer Kiste zusammenschaufeln und zum großen Haufen in der Mitte des Schulhofes transportieren kann. Die einzelnen Teilschritte werden nun im Folgenden genauer erläutert.

1. Bepustung der Ränder

Um alle Randfelder zu bepusten und das gesamte Laub in eine Ecke zu sammeln, kommen wir leider ohne mehrmalige Bepustung der Ecken nicht komplett aus. Es seien die Eckquadrate des Quadratischen Feldes A, B, C und D. Ausgehend von C pusten wir nun zunächst durch wiederholtes Pusten alles Laub von diesem Feld und pusten dann den Kanten entlang die Blätter der Randfelder in Richtung B bzw. C. Nun erreichen wir durch wiederholtes Pusten abermals, dass auf den Feldern B und D keine Blätter mehr liegen. Nun pusten wir nur noch alle Blätter in Richtung Eckfeld A und ![Ein Bild, das Screenshot, Muster, Symmetrie, Schrift enthält.
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Abb.5: Pustereihenfolge der Randfelder. Die Pfeile geben den richtungsvektoren an, in die der Hausmeister jeweils pusten soll. Es wird dabei von unten rechts nach oben links gepustet.

Unsere Heuristik ist bei der Bepustung des restlichen Feldes nun darauf ausgelegt, die Felder von innen nach außen zu bepusten, um möglichst viele Blätter in die Mitte blasen zu können. Dabei bepusten wir immer schichtweise die „Kanten“ und die „Ecken“, die am weitesten außen liegen, abwechselnd punktsymmetrisch zum mittigem Zielfeld, um so langsam alle Blätter auf einne Haufen zu konzentrieren.

1. Bepustung der „Ecken“

![Ein Bild, das Screenshot, Schrift, Zahl, Typografie enthält.
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1. Bepustung der „Kanten“

Abb.6: Rand und Eckfelder in einem Schulhof. Die Rand- und Eckfelder des Schulhofes werden hierbei als schon einmal bepustet angenommen.

E = Ecke, K = Kante, Z = Zielfeld

Eine *Kante* definieren wir als alle Felder, die ausschließlich durch horizontale oder vertikale Schritte von den Ecken erreicht werden können. Betrachten wir eine Reihe von Kantenfeldern, ist die Pusterichtung immer in Richtung des Zielfeldes, und die Pustereihenfolge ergibt sich von außen nach innen. Mann bemerkt insbesondere, dass bei einer Pustereihenfolge von außen nach innen die erwartete Verteilung der Blätter mehr in der Mitte konzentriert werden, was für bessere Ergebnisse spricht (siehe Abb. 7). Daher bepusten wir alle Kanten nun von außen nach innen abweselnd, wie es in der Abbildung vorgegeben ist. Die Pusteschritte durch den Hausmeister wiederholen wir analog zu Punkt 2 punktsymmetrisch zum Zielfeld, sodass nach einem Pustezyklus alle Kanten bepustet wurden.

Schritt 2 und 3 wiederholen wir nun so lange, bis alle Felder bis auf das Zielfeld einmal bepustet wurden. Dadurch beträgt die erwartete Laufzeit des Programms in jedem Fall nicht mehr als , was deutlich schneller als die vorherigen zwei Ansätze ist. Die asymptotische Laufzeit beträgt dann mit dem Simualtionsprogramm zusammen höchstens , da die benötigte Anzahl an Schritten asymptotisch gleich der Hofgröße g ist.

![Ein Bild, das Text, Screenshot, Zahl, Quadrat enthält.
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![Ein Bild, das Text, Screenshot, Zahl, Quadrat enthält.
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Abb. 6: Erwartete Wahrscheinlichkeiten beim Pusten von Kantenfeldern. In diesem Fall wird die unterste Reihe an Feldern betrachtet und es wird immer nach oben gepustet. Die roten Zahlen geben die Reihenfolge des Pustens an.

1 3 5 7 6 4 2

# Implementierung

Für die Laubblattsimulationen, die genutzt wurden, um Abb.4 darzustellen, benötigten wir etwa 683.22 Sekunden Laufzeit, und das Programm lief auf einem Intel Core i5 2430M. Den Quellcode für diese Simulation führen wir hier nicht mehr weiter an.

Bezüglich der restlichen Algorithmen sind neben den oben genannten Implementationsdetails zu den einzelnen Algorithmen sind im Quellcode auch nochmal die Funktionen und Details der einzelnen Programmabschnitte dokumentiert. Für die Laubblattsimulation, welche als Funktion direkt in den einzelnen Programmen mit enthalten ist, nutzen wir zum Generieren der Pseudo-Zufallszahlen die random-Bibliothek in Python. Zudem nutzen wir die Numpy-Biblihothek in Python, um insbesondere bei Laubblattsimulationen und Pustevorgängen schnell Vektoroperationen durchführen zu können.

# Beispiele

Im Folgenden untersuchen wir verschiedene Beispiele, welche unter Veränderung von Parametern wie Länge des Hofes, Breite des Hofes und Laubanzahl sowie Position des Zielquadrates unterschiedliche Ergebnisse aufweisen. Wenn das Zielquadrat sich genau mittig auf dem Schulhof befindet und der Schulhof eine ungerade quadratische Kantenlänge hat, kann die Heuristik auch für solche Fälle entsprechende Blasevorgänge errechnen. Wichtig ist hier nochmal anzumerken, dass die Laufzeiten in Gegenwart von Zufallsvariablen ermittelt wurden und somit eventuell abweichen. Da diese aber in der Größenordnung diese aber stimmen, lassen sich daraus auch Rückschlüsse über die oben genannten Theorien der Laufzeit schließen.

Die betrachteten Ansätze sind die folgenden:

G1 unser Greedy Algorithmus mit eingebauter Bewertung

G2 unsere optimierte Greedy-Variante

ZF+G unsere zweite Kombination, in der alle gültigen Pfade optimiert werden Heur Unsere Heuristik

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Laufende Nummer** | **i** | **j** | **r** | **s** | **g =**  **i\*j** | **n** | **G1** | **G2** | **ZF+G** | **Heur.** |
| 1 (mittiges Feld) | 5 | 5 | 2 | 2 | 25 | 100 | 29.64818  Score: 664 | 27.36031  Score: 630 | 22.5269 | 0.56880 |
| 2 | 6 | 6 | 2 | 2 | 35 | 100 | 65.52072  Score: 413 | 44.36264  Score: 549 | 45.5676 | / |
| 3 (mittiges Feld) | 7 | 7 | 3 | 3 | 49 | 100 | 114.58766  Score: 0 | 74.74762  Score: 302 | 81.5640 | 0.48832 |
| 4 (mittiges Feld) | 9 | 9 | 4 | 4 | 81 | 100 | 561.93707  Score: 0 | 164.81192  Score:641 | 228.5535 | 0.37187 |
| 5 | 6 | 11 | 2 | 3 | 66 | 100 | 220.72360  Score: 242 | 115.18400  Score: 473 | 116.4798 | / |
| 6 | 10 | 5 | 2 | 2 | 45 | 100 | 169.60460  Score:959 | 93.26955  Score:1015 | 129.7127 | / |
| 7 | 5 | 5 | 2 | 2 | 25 | 10.000 | 55.97033  Score: 51832 | 69.60069  Score: 52998 | 57.93715 | 5.21345 |
| 8 (mittiges Feld) | 13 | 13 | 6 | 6 | 169 | 10 | Sehr lange | Sehr lange | 719.2269 | 1.15065 |
| 9(mittiges Feld) | 30 | 30 | 14 | 14 | 9000 | 100 | Sehr lange | Sehr lange | Sehr lange | 3.98672 |

Bemerkungen:

1. Die Programme liefen dabei auf einem Kern eines Intel i5 2430M.
2. Bei hinreichend großen Feldern (ab ) liefern dabei G1 sowie ZF+G immer perfekte Ergebnisse.
3. s und t stellen die Indizien des Laubfeldes dar, sodass diese nicht den wirklichen Koordinaten entsprechen. beschreibt beispielsweise ein Feld in der dritten Spalte, dritte Reihe

Anhand der Tabelle erkennen wir, dass die optimierte Greedy-version zwar vor allem bei großen eingaben schneller ist als der originale Greedy-Ansatz G1,

Im Folgenden geben wir nun die Blasesequenzen des Hausmeisters für die Quadratischen Felder aus, welche anhand von unserem (originalen) Greedy-Algorithmus ermittelt wurden. Anhand dieser ausgewählten Beispiele erkennt man jedoch bereits die Funktionalität des Programms und

Nummer 1:

**count: 664**

**eval: 0**

**[[[0, 1], [0, -1]], [[0, 3], [0, 1]], [[3, 0], [1, 0]], [[3, 4], [1, 0]], [[3, 4], [1, 0]], [[3, 0], [1, 0]], [[0, 1], [0, -1]], [[0, 3], [0, 1]], [[3, 4], [1, 0]], [[3, 0], [1, 0]], [[0, 1], [0, -1]], [[0, 3], [0, 1]], [[0, 2], [1, 0]], [[2, 0], [0, 1]], [[1, 2], [1, 0]], [[3, 0], [0, 1]], [[1, 0], [0, 1]], [[0, 2], [1, 0]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[4, 0], [0, 1]], [[0, 4], [1, 0]], [[3, 4], [-1, 0]], [[0, 4], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [0, 1]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[3, 4], [-1, 0]], [[0, 4], [1, 0]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[3, 0], [1, 0]], [[3, 0], [0, 1]], [[3, 4], [-1, 0]], [[0, 4], [1, 0]], [[0, 1], [0, -1]], [[3, 0], [0, 1]], [[0, 3], [1, 0]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[3, 0], [0, 1]], [[3, 4], [-1, 0]], [[0, 4], [1, 0]], [[3, 0], [0, 1]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[0, 3], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[3, 4], [1, 0]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[3, 0], [0, 1]], [[0, 0], [1, 0]], [[2, 0], [0, 1]], [[0, 3], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[3, 0], [0, 1]], [[0, 3], [0, 1]], [[3, 0], [1, 0]], [[0, 3], [1, 0]], [[3, 0], [0, 1]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[0, 3], [1, 0]], [[3, 0], [0, 1]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[0, 3], [1, 0]], [[3, 0], [0, 1]], [[3, 0], [-1, 0]], [[0, 0], [1, 0]], [[2, 0], [0, 1]], [[1, 2], [1, 0]], [[3, 0], [0, 1]], [[3, 0], [0, 1]], [[3, 0], [0, 1]], [[0, 3], [1, 0]], [[0, 1], [0, -1]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[3, 0], [0, 1]], [[1, 0], [0, 1]], [[0, 2], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[0, 3], [1, 0]], [[3, 0], [0, 1]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[2, 0], [0, 1]], [[3, 0], [0, 1]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[2, 0], [0, 1]], [[3, 0], [0, 1]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[3, 0], [0, 1]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[2, 0], [0, 1]], [[3, 0], [0, 1]], [[0, 2], [1, 0]], [[3, 0], [0, 1]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[2, 1], [0, 1]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[3, 0], [0, 1]], [[0, 3], [1, 0]], [[0, 0], [0, 1]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 2], [1, 0]], [[0, 3], [1, 0]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 3], [1, 0]], [[0, 2], [1, 0]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 3], [1, 0]], [[0, 4], [0, -1]], [[0, 2], [1, 0]], [[0, 1], [0, 1]], [[0, 3], [1, 0]], [[2, 1], [0, 1]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[3, 0], [1, 0]], [[3, 4], [1, 0]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 3], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[0, 3], [1, 0]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[3, 0], [0, 1]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[3, 0], [0, 1]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[0, 3], [1, 0]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[0, 3], [1, 0]], [[3, 0], [0, 1]], [[2, 0], [0, 1]], [[0, 2], [1, 0]], [[3, 0], [0, 1]], [[0, 3], [1, 0]], [[3, 4], [1, 0]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 3], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[3, 0], [0, 1]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[3, 0], [0, 1]], [[0, 3], [1, 0]], [[2, 0], [0, 1]], [[0, 2], [1, 0]], [[3, 0], [0, 1]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[0, 3], [1, 0]], [[3, 0], [0, 1]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 3], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[3, 0], [0, 1]], [[0, 3], [1, 0]], [[4, 0], [0, 1]], [[3, 0], [0, 1]], [[0, 1], [0, -1]], [[0, 3], [0, 1]], [[0, 3], [1, 0]], [[0, 4], [1, 0]], [[4, 0], [-1, 0]], [[2, 0], [0, 1]], [[1, 0], [1, 0]], [[3, 0], [0, 1]], [[0, 3], [1, 0]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 2], [1, 0]], [[2, 1], [0, 1]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[3, 4], [-1, 0]], [[0, 3], [1, 0]], [[0, 4], [1, 0]], [[0, 3], [1, 0]], [[3, 0], [0, 1]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[3, 0], [0, 1]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[0, 3], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[0, 3], [1, 0]], [[3, 0], [0, 1]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 3], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[2, 0], [0, 1]], [[3, 0], [0, 1]], [[0, 2], [1, 0]], [[0, 3], [1, 0]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[0, 3], [1, 0]], [[3, 0], [0, 1]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 3], [1, 0]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[0, 3], [1, 0]], [[3, 0], [0, 1]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[0, 3], [1, 0]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[2, 0], [0, 1]], [[3, 0], [0, 1]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 1], [0, -1]], [[0, 1], [0, -1]], [[0, 0], [1, 0]], [[0, 3], [0, 1]], [[0, 3], [0, 1]], [[3, 0], [1, 0]], [[3, 0], [0, 1]], [[0, 3], [1, 0]], [[0, 4], [0, -1]], [[0, 2], [1, 0]], [[0, 1], [0, 1]], [[0, 3], [1, 0]], [[3, 0], [0, 1]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[2, 0], [0, 1]], [[3, 0], [0, 1]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[2, 0], [0, 1]], [[1, 2], [1, 0]], [[3, 0], [0, 1]], [[3, 0], [0, 1]], [[3, 0], [0, 1]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[3, 0], [0, 1]], [[0, 3], [1, 0]], [[4, 4], [-1, 0]], [[0, 3], [1, 0]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[3, 0], [0, 1]], [[0, 3], [1, 0]], [[3, 0], [0, 1]], [[4, 0], [-1, 0]], [[2, 0], [0, 1]], [[1, 0], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[3, 0], [0, 1]], [[0, 3], [1, 0]], [[4, 0], [0, 1]], [[3, 0], [0, 1]], [[3, 0], [0, 1]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[3, 0], [0, 1]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[1, 4], [1, 0]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 2], [1, 0]], [[0, 3], [1, 0]], [[3, 0], [0, 1]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[3, 0], [0, 1]], [[3, 0], [0, 1]], [[3, 0], [0, 1]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[3, 0], [0, 1]], [[0, 3], [1, 0]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 3], [1, 0]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 2], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[3, 0], [0, 1]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[4, 4], [0, -1]], [[3, 0], [0, 1]], [[0, 3], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[3, 0], [0, 1]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[1, 4], [1, 0]], [[3, 0], [0, 1]], [[4, 1], [0, 1]], [[2, 0], [0, 1]], [[0, 3], [1, 0]], [[2, 1], [0, 1]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 0], [0, 1]], [[3, 0], [0, 1]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[3, 0], [0, 1]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[4, 4], [0, -1]], [[3, 0], [0, 1]], [[3, 0], [0, 1]], [[4, 1], [0, 1]], [[3, 0], [0, 1]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[3, 0], [0, 1]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 3], [1, 0]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 2], [1, 0]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 2], [1, 0]], [[0, 4], [0, -1]], [[0, 2], [1, 0]], [[1, 2], [1, 0]], [[3, 0], [0, 1]], [[0, 1], [0, 1]], [[0, 3], [1, 0]], [[3, 0], [0, 1]], [[3, 0], [0, 1]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[3, 0], [0, 1]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[0, 3], [1, 0]], [[3, 0], [0, 1]], [[0, 3], [1, 0]], [[2, 0], [0, 1]], [[3, 0], [0, 1]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[2, 0], [0, 1]], [[1, 0], [1, 0]], [[3, 0], [0, 1]], [[0, 4], [0, -1]], [[0, 2], [1, 0]], [[0, 1], [0, 1]], [[0, 3], [1, 0]], [[3, 0], [0, 1]], [[4, 4], [-1, 0]], [[0, 3], [1, 0]], [[4, 4], [0, -1]], [[3, 0], [0, 1]], [[0, 3], [1, 0]], [[3, 0], [0, 1]], [[0, 0], [1, 0]], [[0, 3], [1, 0]], [[2, 1], [0, 1]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 4], [0, -1]], [[0, 2], [1, 0]], [[0, 1], [0, 1]], [[0, 3], [1, 0]], [[3, 0], [0, 1]], [[3, 0], [0, 1]], [[3, 0], [0, 1]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[2, 0], [0, 1]], [[1, 2], [1, 0]], [[3, 0], [0, 1]], [[4, 1], [0, 1]], [[1, 0], [1, 0]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[3, 0], [0, 1]], [[3, 0], [0, 1]], [[3, 0], [0, 1]], [[3, 0], [0, 1]], [[3, 0], [0, 1]], [[1, 4], [1, 0]], [[3, 0], [0, 1]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[3, 0], [0, 1]], [[4, 0], [0, 1]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [0, -1]], [[4, 1], [0, 1]], [[3, 0], [0, 1]], [[3, 0], [0, 1]], [[4, 4], [0, -1]], [[3, 0], [0, 1]], [[3, 0], [0, 1]], [[3, 0], [0, 1]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[3, 0], [0, 1]], [[0, 0], [0, 1]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 3], [1, 0]], [[1, 2], [1, 0]], [[3, 0], [0, 1]], [[3, 0], [0, 1]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[3, 0], [0, 1]], [[0, 3], [1, 0]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 3], [1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 4], [-1, 0]], [[1, 4], [1, 0]], [[3, 0], [0, 1]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[0, 3], [1, 0]], [[3, 0], [0, 1]], [[3, 0], [0, 1]], [[3, 0], [0, 1]], [[3, 0], [0, 1]], [[3, 0], [0, 1]], [[3, 0], [0, 1]], [[3, 0], [0, 1]]]**

**[[ 0 0 0 0 0]**

**[ 0 1 228 1 0]**

**[ 0 62 1853 206 0]**

**[ 0 6 137 6 0]**

**[ 0 0 0 0 0]]**

Nummer 2:

**count: 665**

**eval: 413**

**[[[0, 1], [0, -1]], [[0, 4], [0, 1]], [[4, 0], [1, 0]], [[4, 5], [1, 0]], [[4, 0], [1, 0]], [[4, 5], [1, 0]], [[0, 4], [0, 1]], [[0, 1], [0, -1]], [[4, 0], [1, 0]], [[0, 1], [0, -1]], [[4, 5], [1, 0]], [[0, 4], [0, 1]], [[3, 5], [0, -1]], [[3, 4], [0, -1]], [[4, 2], [-1, 0]], [[3, 0], [0, 1]], [[5, 3], [-1, 0]], [[5, 2], [-1, 0]], [[4, 2], [-1, 0]], [[3, 4], [0, -1]], [[4, 0], [1, 0]], [[2, 5], [0, -1]], [[2, 4], [0, -1]], [[0, 3], [1, 0]], [[2, 0], [0, 1]], [[0, 0], [1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[3, 0], [0, 1]], [[4, 2], [-1, 0]], [[0, 2], [1, 0]], [[5, 4], [-1, 0]], [[3, 5], [0, -1]], [[3, 4], [0, -1]], [[0, 1], [0, -1]], [[4, 5], [1, 0]], [[0, 5], [1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[2, 5], [0, -1]], [[2, 4], [0, -1]], [[2, 0], [0, 1]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[3, 5], [0, -1]], [[5, 0], [0, 1]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 2], [-1, 0]], [[4, 2], [-1, 0]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 3], [-1, 0]], [[3, 4], [0, -1]], [[5, 1], [-1, 0]], [[3, 0], [0, 1]], [[1, 5], [0, -1]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[5, 2], [-1, 0]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[0, 3], [1, 0]], [[4, 0], [1, 0]], [[5, 5], [0, -1]], [[5, 4], [0, -1]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 3], [-1, 0]], [[4, 3], [-1, 0]], [[2, 4], [0, -1]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 2], [-1, 0]], [[4, 2], [-1, 0]], [[0, 2], [1, 0]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [0, 1]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[0, 0], [0, 1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 3], [1, 0]], [[0, 4], [0, -1]], [[2, 5], [0, -1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 3], [-1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[3, 5], [0, -1]], [[3, 4], [0, -1]], [[5, 2], [-1, 0]], [[3, 0], [0, 1]], [[0, 4], [0, 1]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[4, 5], [1, 0]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 0], [-1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[2, 0], [0, 1]], [[2, 4], [0, -1]], [[4, 2], [-1, 0]], [[0, 2], [1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[3, 0], [0, 1]], [[4, 3], [-1, 0]], [[5, 2], [-1, 0]], [[4, 0], [1, 0]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[0, 3], [1, 0]], [[0, 5], [0, -1]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[2, 5], [0, -1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[4, 5], [1, 0]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 3], [-1, 0]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[0, 3], [1, 0]], [[5, 5], [-1, 0]], [[4, 5], [-1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[2, 5], [0, -1]], [[3, 5], [0, -1]], [[4, 3], [-1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[2, 5], [0, -1]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[2, 5], [0, -1]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[5, 2], [-1, 0]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[1, 5], [1, 0]], [[3, 5], [0, -1]], [[4, 5], [-1, 0]], [[2, 5], [0, -1]], [[5, 2], [-1, 0]], [[0, 1], [0, -1]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[5, 1], [0, 1]], [[5, 3], [-1, 0]], [[3, 4], [0, -1]], [[3, 0], [0, 1]], [[5, 2], [-1, 0]], [[5, 4], [0, -1]], [[5, 2], [-1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[2, 5], [0, -1]], [[0, 3], [1, 0]], [[3, 4], [0, -1]], [[2, 5], [0, -1]], [[5, 2], [-1, 0]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[2, 5], [0, -1]], [[5, 2], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[0, 1], [0, -1]], [[4, 0], [1, 0]], [[4, 5], [1, 0]], [[2, 5], [0, -1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 2], [-1, 0]], [[2, 5], [0, -1]], [[1, 5], [1, 0]], [[3, 5], [0, -1]], [[4, 5], [-1, 0]], [[2, 5], [0, -1]], [[5, 2], [-1, 0]], [[2, 5], [0, -1]], [[1, 0], [1, 0]], [[3, 0], [0, 1]], [[4, 3], [-1, 0]], [[2, 5], [0, -1]], [[0, 3], [1, 0]], [[2, 5], [0, -1]], [[5, 2], [-1, 0]], [[4, 0], [-1, 0]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[5, 2], [-1, 0]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 2], [-1, 0]], [[5, 3], [-1, 0]], [[2, 5], [0, -1]], [[0, 0], [1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[0, 1], [0, -1]], [[0, 4], [0, 1]], [[2, 5], [0, -1]], [[4, 0], [1, 0]], [[5, 0], [0, 1]], [[5, 2], [-1, 0]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 2], [-1, 0]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 2], [-1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[2, 5], [0, -1]], [[5, 3], [-1, 0]], [[3, 4], [0, -1]], [[5, 2], [-1, 0]], [[3, 0], [0, 1]], [[5, 2], [-1, 0]], [[2, 5], [0, -1]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[5, 2], [-1, 0]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[2, 5], [0, -1]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 2], [-1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[2, 5], [0, -1]], [[3, 5], [0, -1]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[5, 2], [-1, 0]], [[0, 5], [1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[2, 5], [0, -1]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[2, 5], [0, -1]], [[4, 3], [-1, 0]], [[0, 3], [1, 0]], [[2, 5], [0, -1]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[3, 5], [0, -1]], [[2, 5], [0, -1]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 3], [-1, 0]], [[5, 2], [-1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[2, 5], [0, -1]], [[4, 3], [-1, 0]], [[2, 5], [0, -1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 2], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[5, 2], [-1, 0]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[3, 5], [0, -1]], [[2, 5], [0, -1]], [[4, 0], [1, 0]], [[5, 1], [0, 1]], [[5, 3], [-1, 0]], [[5, 4], [0, -1]], [[2, 5], [0, -1]], [[4, 3], [-1, 0]], [[0, 3], [1, 0]], [[2, 5], [0, -1]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[5, 2], [-1, 0]], [[0, 0], [0, 1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[2, 5], [0, -1]], [[5, 2], [-1, 0]], [[3, 0], [0, 1]], [[5, 2], [-1, 0]], [[2, 5], [0, -1]], [[5, 2], [-1, 0]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[2, 5], [0, -1]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[2, 5], [0, -1]], [[4, 3], [-1, 0]], [[2, 5], [0, -1]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[1, 5], [1, 0]], [[3, 5], [0, -1]], [[4, 5], [-1, 0]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[5, 2], [-1, 0]], [[2, 5], [0, -1]], [[5, 2], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 2], [-1, 0]], [[0, 3], [1, 0]], [[3, 4], [0, -1]], [[2, 5], [0, -1]], [[5, 2], [-1, 0]], [[2, 5], [0, -1]], [[5, 2], [-1, 0]], [[3, 0], [0, 1]], [[5, 2], [-1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[2, 5], [0, -1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[5, 2], [-1, 0]], [[5, 1], [0, 1]], [[5, 3], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 5], [0, -1]], [[5, 4], [0, -1]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 2], [-1, 0]], [[3, 4], [0, -1]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[2, 5], [0, -1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 5], [1, 0]], [[3, 5], [0, -1]], [[4, 3], [-1, 0]], [[0, 3], [1, 0]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 2], [-1, 0]], [[2, 5], [0, -1]], [[3, 0], [0, 1]], [[5, 2], [-1, 0]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 2], [-1, 0]], [[5, 3], [-1, 0]], [[3, 4], [0, -1]], [[3, 0], [0, 1]], [[5, 2], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[2, 5], [0, -1]], [[4, 5], [-1, 0]], [[2, 5], [0, -1]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[0, 1], [0, 1]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[5, 2], [-1, 0]], [[0, 4], [0, -1]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[4, 0], [-1, 0]], [[5, 1], [0, 1]], [[5, 3], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[2, 5], [0, -1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[1, 5], [1, 0]], [[3, 5], [0, -1]], [[3, 4], [0, -1]], [[5, 2], [-1, 0]], [[2, 5], [0, -1]], [[4, 5], [-1, 0]], [[5, 4], [0, -1]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[3, 0], [0, 1]], [[5, 2], [-1, 0]], [[5, 3], [-1, 0]], [[0, 0], [1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[2, 5], [0, -1]], [[4, 3], [-1, 0]], [[2, 5], [0, -1]], [[3, 0], [0, 1]], [[5, 2], [-1, 0]], [[4, 0], [-1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[1, 5], [1, 0]], [[3, 5], [0, -1]], [[5, 2], [-1, 0]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[0, 1], [0, 1]], [[0, 4], [0, -1]], [[1, 0], [1, 0]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[4, 5], [-1, 0]], [[5, 0], [-1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[3, 0], [0, 1]], [[4, 0], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[5, 2], [-1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 1], [0, 1]], [[5, 3], [-1, 0]], [[3, 5], [0, -1]], [[3, 4], [0, -1]], [[3, 0], [0, 1]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[0, 3], [1, 0]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[5, 2], [-1, 0]], [[5, 0], [0, 1]], [[0, 1], [0, 1]], [[0, 3], [1, 0]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[1, 0], [1, 0]], [[4, 0], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 4], [0, -1]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 2], [-1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[1, 5], [1, 0]], [[4, 5], [-1, 0]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 1], [0, 1]], [[5, 4], [0, -1]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, ], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[2, 5], [0, -1]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]], [[5, 2], [-1, 0]]]**

**[[ 0 0 0 0 0 0]**

**[ 0 0 103 0 0 0]**

**[ 0 310 3187 0 0 0]**

**[ 0 0 0 0 0 0]**

**[ 0 0 0 0 0 0]**

**[ 0 0 0 0 0 0]]**

Nummer 3:

**count: 824**

**eval: 0**
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**[[ 0 0 0 0 0 0 0]**

**[ 0 0 0 0 0 0 0]**

**[ 0 0 0 0 0 0 0]**

**[ 0 0 0 4900 0 0 0]**

**[ 0 0 0 0 0 0 0]**

**[ 0 0 0 0 0 0 0]**

**[ 0 0 0 0 0 0 0]]**

Nummer 4:

**count: 1152**

**eval: 0**

**[[[0, 1], [0, -1]], [[0, 7], [0, 1]], [[7, 0], [1, 0]], [[7, 8], [1, 0]], [[0, 1], [0, -1]], [[7, 0], [1, 0]], [[0, 7], [0, 1]], [[7, 8], [1, 0]], [[7, 8], [1, 0]], [[0, 1], [0, -1]], [[7, 0], [1, 0]], [[0, 7], [0, 1]], [[0, 1], [0, -1]], [[0, 2], [1, 0]], [[2, 1], [0, 1]], [[1, 3], [1, 0]], [[2, 3], [1, 0]], [[4, 2], [0, 1]], [[3, 1], [0, 1]], [[0, 3], [1, 0]], [[1, 3], [1, 0]], [[2, 3], [1, 0]], [[4, 1], [0, 1]], [[4, 2], [0, 1]], [[6, 3], [-1, 0]], [[1, 4], [1, 0]], [[2, 4], [1, 0]], [[1, 5], [1, 0]], [[3, 6], [0, -1]], [[1, 6], [1, 0]], [[3, 7], [0, -1]], [[3, 6], [0, -1]], [[2, 4], [1, 0]], [[6, 4], [-1, 0]], [[4, 7], [0, -1]], [[4, 6], [0, -1]], [[4, 2], [0, 1]], [[3, 8], [0, -1]], [[5, 7], [0, -1]], [[5, 6], [0, -1]], [[7, 4], [-1, 0]], [[7, 5], [-1, 0]], [[5, 0], [0, 1]], [[5, 1], [0, 1]], [[6, 3], [-1, 0]], [[6, 1], [0, 1]], [[7, 3], [-1, 0]], [[6, 3], [-1, 0]], [[6, 4], [-1, 0]], [[6, 8], [0, -1]], [[7, 6], [-1, 0]], [[5, 7], [0, -1]], [[5, 6], [0, -1]], [[5, 8], [0, -1]], [[8, 6], [-1, 0]], [[7, 6], [-1, 0]], [[5, 7], [0, -1]], [[5, 6], [0, -1]], [[8, 3], [-1, 0]], [[2, 0], [0, 1]], [[8, 5], [-1, 0]], [[7, 5], [-1, 0]], [[3, 0], [0, 1]], [[1, 2], [1, 0]], [[3, 1], [0, 1]], [[3, 2], [0, 1]], [[2, 4], [1, 0]], [[6, 4], [-1, 0]], [[4, 2], [0, 1]], [[4, 6], [0, -1]], [[6, 5], [-1, 0]], [[0, 6], [1, 0]], [[2, 8], [0, -1]], [[1, 6], [1, 0]], [[3, 7], [0, -1]], [[2, 5], [1, 0]], [[0, 5], [1, 0]], [[1, 5], [1, 0]], [[6, 0], [0, 1]], [[8, 2], [-1, 0]], [[6, 1], [0, 1]], [[7, 3], [-1, 0]], [[5, 2], [0, 1]], [[7, 4], [-1, 0]], [[7, 0], [1, 0]], [[4, 7], [0, -1]], [[3, 6], [0, -1]], [[1, 4], [1, 0]], [[0, 7], [0, 1]], [[7, 8], [1, 0]], [[4, 0], [0, 1]], [[4, 1], [0, 1]], [[2, 4], [1, 0]], [[6, 4], [-1, 0]], [[0, 1], [0, -1]], [[0, 4], [1, 0]], [[1, 4], [1, 0]], [[4, 8], [0, -1]], [[4, 7], [0, -1]], [[8, 4], [-1, 0]], [[8, 8], [0, -1]], [[8, 7], [0, -1]], [[8, 6], [0, -1]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[8, 5], [-1, 0]], [[7, 5], [-1, 0]], [[5, 6], [0, -1]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[8, 4], [-1, 0]], [[7, 4], [-1, 0]], [[8, 5], [0, -1]], [[8, 2], [0, 1]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[8, 5], [-1, 0]], [[0, 8], [1, 0]], [[1, 8], [1, 0]], [[2, 8], [1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[3, 8], [1, 0]], [[5, 8], [0, -1]], [[6, 8], [-1, 0]], [[5, 7], [0, -1]], [[4, 8], [0, -1]], [[4, 7], [0, -1]], [[4, 6], [0, -1]], [[4, 2], [0, 1]], [[6, 5], [-1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[7, 5], [-1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[0, 0], [1, 0]], [[1, 0], [1, 0]], [[2, 0], [1, 0]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[5, 0], [0, 1]], [[5, 1], [0, 1]], [[6, 3], [-1, 0]], [[4, 0], [0, 1]], [[4, 1], [0, 1]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[8, 0], [0, 1]], [[8, 1], [0, 1]], [[8, 2], [0, 1]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[8, 4], [-1, 0]], [[7, 4], [-1, 0]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[8, 5], [-1, 0]], [[7, 5], [-1, 0]], [[6, 5], [-1, 0]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[4, 7], [0, -1]], [[3, 6], [0, -1]], [[2, 3], [1, 0]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[5, 0], [0, 1]], [[5, 1], [0, 1]], [[6, 3], [-1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[0, 7], [1, 0]], [[2, 8], [0, -1]], [[1, 6], [1, 0]], [[3, 7], [0, -1]], [[0, 1], [1, 0]], [[2, 0], [0, 1]], [[1, 2], [1, 0]], [[3, 1], [0, 1]], [[2, 3], [1, 0]], [[4, 1], [0, 1]], [[7, 8], [0, -1]], [[8, 6], [-1, 0]], [[7, 6], [-1, 0]], [[5, 7], [0, -1]], [[5, 6], [0, -1]], [[5, 8], [0, -1]], [[7, 4], [-1, 0]], [[8, 1], [-1, 0]], [[6, 0], [0, 1]], [[6, 1], [0, 1]], [[7, 3], [-1, 0]], [[6, 3], [-1, 0]], [[4, 2], [0, 1]], [[4, 6], [0, -1]], [[6, 4], [-1, 0]], [[2, 4], [1, 0]], [[3, 6], [0, -1]], [[8, 3], [-1, 0]], [[4, 1], [0, 1]], [[5, 7], [0, -1]], [[7, 3], [-1, 0]], [[7, 0], [1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[0, 2], [0, 1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 5], [1, 0]], [[1, 5], [1, 0]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 4], [1, 0]], [[1, 4], [1, 0]], [[2, 5], [1, 0]], [[3, 2], [0, 1]], [[7, 0], [-1, 0]], [[6, 0], [-1, 0]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[4, 0], [0, 1]], [[4, 1], [0, 1]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[5, 0], [0, 1]], [[5, 1], [0, 1]], [[5, 2], [0, 1]], [[6, 5], [-1, 0]], [[7, 4], [-1, 0]], [[4, 1], [0, 1]], [[3, 0], [0, 1]], [[4, 7], [0, -1]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[3, 1], [0, 1]], [[3, 8], [0, -1]], [[8, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 8], [-1, 0]], [[6, 8], [-1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[3, 8], [1, 0]], [[5, 8], [0, -1]], [[6, 8], [-1, 0]], [[4, 8], [0, -1]], [[4, 7], [0, -1]], [[5, 7], [0, -1]], [[3, 7], [0, -1]], [[3, 6], [0, -1]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[1, 3], [1, 0]], [[3, 2], [0, 1]], [[1, 4], [1, 0]], [[0, 7], [0, -1]], [[0, 6], [0, -1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 5], [1, 0]], [[1, 5], [1, 0]], [[8, 5], [-1, 0]], [[7, 5], [-1, 0]], [[6, 5], [-1, 0]], [[3, 6], [0, -1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[4, 1], [0, 1]], [[1, 4], [1, 0]], [[7, 4], [-1, 0]], [[0, 1], [0, 1]], [[0, 2], [0, 1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 4], [1, 0]], [[1, 4], [1, 0]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 5], [1, 0]], [[1, 5], [1, 0]], [[4, 7], [0, -1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[4, 1], [0, 1]], [[7, 4], [-1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[1, 4], [1, 0]], [[4, 1], [0, 1]], [[0, 0], [0, 1]], [[0, 1], [0, 1]], [[0, 2], [0, 1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 4], [1, 0]], [[1, 4], [1, 0]], [[0, 5], [1, 0]], [[1, 5], [1, 0]], [[3, 6], [0, -1]], [[2, 3], [1, 0]], [[1, 4], [1, 0]], [[4, 1], [0, 1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 8], [0, -1]], [[0, 7], [0, -1]], [[0, 6], [0, -1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 5], [1, 0]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[2, 7], [0, -1]], [[1, 5], [1, 0]], [[1, 4], [1, 0]], [[8, 0], [-1, 0]], [[7, 0], [-1, 0]], [[6, 0], [-1, 0]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[5, 0], [0, 1]], [[5, 1], [0, 1]], [[5, 0], [-1, 0]], [[2, 0], [1, 0]], [[4, 0], [0, 1]], [[4, 1], [0, 1]], [[6, 3], [-1, 0]], [[4, 1], [0, 1]], [[5, 0], [-1, 0]], [[2, 0], [1, 0]], [[8, 8], [-1, 0]], [[7, 8], [-1, 0]], [[6, 8], [-1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[5, 8], [0, -1]], [[4, 7], [0, -1]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[4, 8], [0, -1]], [[4, 7], [0, -1]], [[5, 7], [0, -1]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[7, 4], [-1, 0]], [[4, 7], [0, -1]], [[0, 1], [0, -1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 4], [1, 0]], [[1, 4], [1, 0]], [[4, 1], [0, 1]], [[2, 5], [1, 0]], [[4, 7], [0, -1]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[7, 4], [-1, 0]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[5, 6], [0, -1]], [[7, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 7], [0, -1]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[4, 1], [0, 1]], [[6, 8], [0, -1]], [[6, 7], [0, -1]], [[7, 5], [-1, 0]], [[7, 4], [-1, 0]], [[0, 2], [1, 0]], [[2, 1], [0, 1]], [[1, 3], [1, 0]], [[2, 3], [1, 0]], [[5, 2], [0, 1]], [[5, 6], [0, -1]], [[7, 4], [-1, 0]], [[4, 1], [0, 1]], [[1, 4], [1, 0]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[7, 4], [-1, 0]], [[4, 7], [0, -1]], [[4, 1], [0, 1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[0, 5], [1, 0]], [[1, 4], [1, 0]], [[3, 7], [0, -1]], [[1, 5], [1, 0]], [[8, 5], [-1, 0]], [[7, 4], [-1, 0]], [[4, 7], [0, -1]], [[0, 7], [0, 1]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[7, 0], [1, 0]], [[4, 1], [0, 1]], [[1, 4], [1, 0]], [[4, 7], [0, -1]], [[7, 3], [-1, 0]], [[5, 2], [0, 1]], [[7, 4], [-1, 0]], [[7, 5], [-1, 0]], [[0, 6], [1, 0]], [[1, 6], [1, 0]], [[3, 7], [0, -1]], [[2, 5], [1, 0]], [[4, 7], [0, -1]], [[6, 5], [-1, 0]], [[4, 7], [0, -1]], [[0, 3], [0, 1]], [[4, 1], [0, 1]], [[5, 8], [0, -1]], [[5, 7], [0, -1]], [[4, 7], [0, -1]], [[7, 4], [-1, 0]], [[1, 4], [1, 0]], [[3, 0], [0, 1]], [[3, 1], [0, 1]], [[4, 1], [0, 1]], [[0, 6], [0, -1]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[8, 4], [-1, 0]], [[7, 4], [-1, 0]], [[8, 2], [-1, 0]], [[7, 2], [-1, 0]], [[5, 1], [0, 1]], [[4, 7], [0, -1]], [[5, 0], [0, 1]], [[7, 4], [-1, 0]], [[4, 1], [0, 1]], [[1, 4], [1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[0, 3], [1, 0]], [[1, 4], [1, 0]], [[4, 7], [0, -1]], [[5, 1], [0, 1]], [[6, 3], [-1, 0]], [[3, 2], [0, 1]], [[1, 4], [1, 0]], [[3, 6], [0, -1]], [[4, 1], [0, 1]], [[1, 4], [1, 0]], [[7, 4], [-1, 0]], [[5, 0], [-1, 0]], [[2, 0], [1, 0]], [[4, 0], [0, 1]], [[4, 1], [0, 1]], [[4, 7], [0, -1]], [[4, 1], [0, 1]], [[7, 4], [-1, 0]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[7, 0], [1, 0]], [[7, 8], [1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[4, 7], [0, -1]], [[1, 4], [1, 0]], [[7, 4], [-1, 0]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[1, 3], [1, 0]], [[4, 1], [0, 1]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[1, 4], [1, 0]], [[3, 2], [0, 1]], [[1, 4], [1, 0]], [[4, 8], [0, -1]], [[4, 7], [0, -1]], [[0, 3], [0, 1]], [[0, 5], [1, 0]], [[1, 5], [1, 0]], [[1, 4], [1, 0]], [[0, 6], [0, -1]], [[4, 7], [0, -1]], [[7, 4], [-1, 0]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[6, 0], [0, 1]], [[7, 3], [-1, 0]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[4, 1], [0, 1]], [[7, 4], [-1, 0]], [[4, 7], [0, -1]], [[4, 1], [0, 1]], [[8, 3], [0, 1]], [[8, 5], [-1, 0]], [[7, 5], [-1, 0]], [[6, 5], [-1, 0]], [[3, 6], [0, -1]], [[4, 7], [0, -1]], [[1, 4], [1, 0]], [[4, 7], [0, -1]], [[7, 4], [-1, 0]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 4], [1, 0]], [[1, 4], [1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[1, 4], [1, 0]], [[7, 2], [-1, 0]], [[5, 1], [0, 1]], [[4, 1], [0, 1]], [[4, 7], [0, -1]], [[8, 6], [0, -1]], [[1, 4], [1, 0]], [[5, 8], [0, -1]], [[5, 7], [0, -1]], [[7, 4], [-1, 0]], [[4, 1], [0, 1]], [[4, 7], [0, -1]], [[1, 4], [1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[7, 4], [-1, 0]], [[5, 2], [0, 1]], [[7, 4], [-1, 0]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[4, 1], [0, 1]], [[1, 4], [1, 0]], [[7, 4], [-1, 0]], [[1, 2], [1, 0]], [[3, 1], [0, 1]], [[2, 3], [1, 0]], [[4, 1], [0, 1]], [[4, 7], [0, -1]], [[0, 1], [0, -1]], [[0, 1], [0, -1]], [[0, 1], [0, -1]], [[0, 1], [0, -1]], [[5, 0], [0, 1]], [[5, 1], [0, 1]], [[7, 8], [1, 0]], [[7, 8], [1, 0]], [[7, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 1], [0, 1]], [[4, 7], [0, -1]], [[6, 5], [-1, 0]], [[4, 7], [0, -1]], [[4, 7], [0, -1]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[3, 8], [1, 0]], [[5, 8], [0, -1]], [[7, 6], [-1, 0]], [[5, 7], [0, -1]], [[4, 7], [0, -1]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[1, 0], [1, 0]], [[2, 0], [1, 0]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[4, 0], [0, 1]], [[4, 1], [0, 1]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[6, 3], [-1, 0]], [[4, 1], [0, 1]], [[5, 0], [0, 1]], [[7, 4], [-1, 0]], [[0, 3], [0, 1]], [[0, 5], [1, 0]], [[1, 5], [1, 0]], [[2, 5], [1, 0]], [[5, 6], [0, -1]], [[7, 4], [-1, 0]], [[4, 7], [0, -1]], [[5, 1], [0, 1]], [[1, 4], [1, 0]], [[2, 8], [1, 0]], [[6, 8], [-1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[4, 8], [0, -1]], [[4, 7], [0, -1]], [[7, 4], [-1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[4, 1], [0, 1]], [[6, 3], [-1, 0]], [[3, 2], [0, 1]], [[4, 1], [0, 1]], [[1, 4], [1, 0]], [[1, 4], [1, 0]], [[3, 7], [0, -1]], [[3, 6], [0, -1]], [[1, 4], [1, 0]], [[7, 4], [-1, 0]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[4, 1], [0, 1]], [[4, 7], [0, -1]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[8, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[3, 0], [0, 1]], [[4, 1], [0, 1]], [[5, 8], [0, -1]], [[5, 7], [0, -1]], [[0, 6], [0, -1]], [[4, 7], [0, -1]], [[8, 7], [0, -1]], [[8, 6], [0, -1]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[8, 5], [-1, 0]], [[7, 5], [-1, 0]], [[5, 6], [0, -1]], [[7, 4], [-1, 0]], [[8, 4], [-1, 0]], [[7, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 7], [0, -1]], [[4, 7], [0, -1]], [[7, 3], [-1, 0]], [[4, 1], [0, 1]], [[7, 4], [-1, 0]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[3, 0], [1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[6, 0], [-1, 0]], [[4, 1], [0, 1]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[7, 4], [-1, 0]], [[3, 1], [0, 1]], [[2, 3], [1, 0]], [[6, 3], [-1, 0]], [[4, 1], [0, 1]], [[4, 1], [0, 1]], [[1, 4], [1, 0]], [[7, 4], [-1, 0]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[4, 1], [0, 1]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[2, 0], [0, 1]], [[2, 1], [0, 1]], [[1, 3], [1, 0]], [[2, 3], [1, 0]], [[4, 1], [0, 1]], [[4, 7], [0, -1]], [[7, 4], [-1, 0]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[4, 0], [0, 1]], [[4, 1], [0, 1]], [[4, 1], [0, 1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[1, 4], [1, 0]], [[1, 4], [1, 0]], [[7, 4], [-1, 0]], [[5, 2], [0, 1]], [[7, 4], [-1, 0]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[3, 8], [1, 0]], [[5, 8], [0, -1]], [[5, 7], [0, -1]], [[5, 6], [0, -1]], [[7, 4], [-1, 0]], [[6, 8], [-1, 0]], [[4, 1], [0, 1]], [[4, 7], [0, -1]], [[5, 0], [0, 1]], [[5, 1], [0, 1]], [[7, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 7], [0, -1]], [[0, 2], [0, 1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 4], [1, 0]], [[1, 4], [1, 0]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[3, 0], [1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[4, 8], [0, -1]], [[4, 7], [0, -1]], [[4, 1], [0, 1]], [[6, 0], [-1, 0]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[8, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 3], [-1, 0]], [[1, 4], [1, 0]], [[4, 7], [0, -1]], [[4, 1], [0, 1]], [[4, 7], [0, -1]], [[8, 0], [0, 1]], [[8, 1], [0, 1]], [[1, 4], [1, 0]], [[4, 7], [0, -1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 4], [1, 0]], [[1, 4], [1, 0]], [[1, 4], [1, 0]], [[1, 4], [1, 0]], [[1, 8], [1, 0]], [[3, 8], [0, -1]], [[3, 7], [0, -1]], [[3, 6], [0, -1]], [[2, 3], [1, 0]], [[5, 2], [0, 1]], [[7, 4], [-1, 0]], [[4, 7], [0, -1]], [[4, 1], [0, 1]], [[7, 4], [-1, 0]], [[4, 1], [0, 1]], [[1, 4], [1, 0]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[8, 2], [0, 1]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[8, 5], [-1, 0]], [[7, 4], [-1, 0]], [[4, 1], [0, 1]], [[4, 7], [0, -1]], [[7, 4], [-1, 0]], [[7, 5], [-1, 0]], [[8, 6], [-1, 0]], [[1, 4], [1, 0]], [[4, 1], [0, 1]], [[1, 4], [1, 0]], [[4, 7], [0, -1]], [[7, 6], [-1, 0]], [[5, 7], [0, -1]], [[8, 2], [-1, 0]], [[6, 1], [0, 1]], [[8, 3], [-1, 0]], [[7, 4], [-1, 0]], [[6, 1], [0, 1]], [[7, 3], [-1, 0]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[3, 0], [1, 0]], [[5, 0], [0, 1]], [[4, 1], [0, 1]], [[8, 3], [0, 1]], [[0, 5], [1, 0]], [[1, 4], [1, 0]], [[1, 5], [1, 0]], [[4, 1], [0, 1]], [[4, 7], [0, -1]], [[2, 8], [1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[4, 8], [0, -1]], [[4, 7], [0, -1]], [[4, 7], [0, -1]], [[4, 1], [0, 1]], [[4, 7], [0, -1]], [[7, 4], [-1, 0]], [[8, 6], [0, -1]], [[8, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[6, 0], [-1, 0]], [[4, 0], [0, 1]], [[4, 1], [0, 1]], [[6, 5], [-1, 0]], [[2, 5], [1, 0]], [[4, 1], [0, 1]], [[0, 0], [1, 0]], [[1, 0], [1, 0]], [[2, 0], [1, 0]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[1, 4], [1, 0]], [[4, 0], [0, 1]], [[4, 1], [0, 1]], [[4, 1], [0, 1]], [[4, 7], [0, -1]], [[5, 2], [0, 1]], [[7, 4], [-1, 0]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[1, 4], [1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[4, 7], [0, -1]], [[5, 0], [-1, 0]], [[4, 1], [0, 1]], [[4, 1], [0, 1]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[0, 8], [1, 0]], [[1, 8], [1, 0]], [[2, 8], [1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[4, 8], [0, -1]], [[4, 7], [0, -1]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[3, 8], [1, 0]], [[6, 8], [-1, 0]], [[1, 4], [1, 0]], [[2, 0], [1, 0]], [[4, 1], [0, 1]], [[4, 7], [0, -1]], [[7, 4], [-1, 0]], [[8, 5], [-1, 0]], [[7, 5], [-1, 0]], [[4, 7], [0, -1]], [[4, 7], [0, -1]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[1, 3], [1, 0]], [[3, 1], [0, 1]], [[1, 3], [1, 0]], [[3, 2], [0, 1]], [[3, 6], [0, -1]], [[1, 4], [1, 0]], [[2, 8], [0, -1]], [[1, 6], [1, 0]], [[2, 6], [1, 0]], [[4, 7], [0, -1]], [[4, 7], [0, -1]], [[4, 7], [0, -1]], [[4, 7], [0, -1]], [[5, 0], [0, 1]], [[5, 1], [0, 1]], [[7, 4], [-1, 0]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 4], [1, 0]], [[1, 4], [1, 0]], [[3, 0], [0, 1]], [[2, 2], [1, 0]], [[4, 1], [0, 1]], [[6, 3], [-1, 0]], [[6, 8], [0, -1]], [[6, 7], [0, -1]], [[7, 5], [-1, 0]], [[3, 8], [1, 0]], [[5, 8], [0, -1]], [[4, 7], [0, -1]], [[5, 7], [0, -1]], [[5, 6], [0, -1]], [[7, 4], [-1, 0]], [[4, 1], [0, 1]], [[4, 7], [0, -1]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[4, 1], [0, 1]], [[7, 4], [-1, 0]], [[8, 4], [-1, 0]], [[7, 4], [-1, 0]], [[1, 4], [1, 0]], [[1, 4], [1, 0]], [[1, 4], [1, 0]], [[4, 0], [0, 1]], [[4, 1], [0, 1]], [[4, 7], [0, -1]], [[4, 7], [0, -1]], [[4, 8], [0, -1]], [[5, 7], [0, -1]], [[6, 5], [-1, 0]], [[4, 7], [0, -1]], [[4, 7], [0, -1]], [[4, 7], [0, -1]], [[4, 7], [0, -1]], [[7, 4], [-1, 0]], [[8, 8], [0, -1]], [[8, 6], [-1, 0]], [[6, 7], [0, -1]], [[6, 6], [0, -1]], [[8, 4], [-1, 0]], [[7, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 1], [0, 1]], [[4, 1], [0, 1]], [[4, 1], [0, 1]], [[4, 1], [0, 1]], [[4, 1], [0, 1]], [[4, 7], [0, -1]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[1, 4], [1, 0]], [[1, 4], [1, 0]], [[4, 1], [0, 1]], [[6, 8], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 3], [0, 1]], [[0, 6], [0, -1]], [[0, 4], [1, 0]], [[1, 4], [1, 0]], [[1, 4], [1, 0]], [[1, 4], [1, 0]], [[1, 4], [1, 0]], [[1, 4], [1, 0]], [[1, 4], [1, 0]], [[1, 4], [1, 0]], [[3, 2], [0, 1]], [[3, 0], [1, 0]], [[6, 0], [-1, 0]], [[4, 0], [0, 1]], [[4, 1], [0, 1]], [[3, 8], [1, 0]], [[5, 8], [0, -1]], [[4, 7], [0, -1]], [[2, 5], [1, 0]], [[4, 1], [0, 1]], [[6, 3], [-1, 0]], [[2, 3], [1, 0]], [[4, 1], [0, 1]], [[4, 7], [0, -1]], [[4, 7], [0, -1]], [[6, 5], [-1, 0]], [[4, 7], [0, -1]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[8, 3], [0, 1]], [[8, 5], [-1, 0]], [[6, 6], [0, -1]], [[7, 4], [-1, 0]], [[8, 7], [0, -1]], [[8, 6], [0, -1]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[8, 3], [0, 1]], [[8, 6], [0, -1]], [[8, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 1], [0, 1]], [[4, 1], [0, 1]], [[4, 1], [0, 1]], [[4, 1], [0, 1]], [[4, 7], [0, -1]], [[4, 7], [0, -1]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[1, 4], [1, 0]], [[1, 4], [1, 0]], [[1, 4], [1, 0]], [[1, 4], [1, 0]], [[1, 4], [1, 0]], [[4, 1], [0, 1]], [[4, 7], [0, -1]], [[4, 7], [0, -1]], [[4, 7], [0, -1]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[1, 4], [1, 0]], [[4, 1], [0, 1]], [[4, 1], [0, 1]], [[4, 1], [0, 1]], [[4, 1], [0, 1]], [[4, 1], [0, 1]], [[4, 7], [0, -1]], [[4, 7], [0, -1]], [[4, 7], [0, -1]], [[4, 7], [0, -1]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[1, 4], [1, 0]], [[1, 4], [1, 0]], [[1, 4], [1, 0]], [[1, 4], [1, 0]], [[4, 1], [0, 1]], [[4, 1], [0, 1]], [[4, 1], [0, 1]], [[4, 1], [0, 1]], [[4, 1], [0, 1]], [[4, 1], [0, 1]], [[4, 1], [0, 1]], [[4, 1], [0, 1]], [[4, 1], [0, 1]], [[4, 1], [0, 1]], [[4, 1], [0, 1]], [[4, 7], [0, -1]], [[4, 7], [0, -1]], [[4, 7], [0, -1]], [[4, 7], [0, -1]], [[4, 7], [0, -1]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]], [[7, 4], [-1, 0]]]**

# Quellcode

Da aus Platzgründen die Programme der verschiedenen Ansätze nicht komplett auf die Arbeit passen, wird nur der Greedy-Algorithmus G1 hier abgedruckt. Die Quellcodes aller anderen Ansätze sind jedoch auch in der Abgabe enthalten und auskommentiert, sodass diese dort auch nochmal eingesehen werden können. Hinweis zum Boxengenerator: Das Programm kann nur mit einer .txt Datei namens „paeckchengen.txt“ im selben Ordner ausgeführt werden. Eine leere Eingabedatei ist in der Einsendung enthalten.

###dephsearch alg (rein greedy)

import numpy as np

import random

import sys

import time

g = int(input("Bitte eine Zahl für i eingeben: "))

f = int(input("Bitte eine Zahl für j eingeben: "))

s = int(input("bitte eine Zahl für s eingeben: "))

t = int(input("bitte eine Zahl für t eingeben: "))

blaetter = int(input("bitte eine Zahl für die Anzahl der Blätter eingeben: "))

start\_time = time.time()

groessen = (f,g)

zielquadrat = [s,t]

schulhof = np.full((groessen), blaetter)

pustpfad = []

#die Hausmeister-Pustefunktion.

#Argumente: Position des Hausmeisters und Richtung des Pustens

#Simuliert das Pusten der Blätter auf dem Schulhof.

def hausmeister\_pustet(position, richtung):

    def istImHof(feld):

        if 0 <= feld[0] < groessen[0] and 0<= feld[1] < groessen[1]:

            return 1

        else:

            return 0

    #Definieren der in der Doku angegebenen einzelnen Felder:

    pustfeld = np.add(position, richtung)

    ziel = np.add(pustfeld, richtung)

    ziel\_links = np.add(ziel, [richtung[1], richtung[0]])

    ziel\_rechts = np.add(ziel, [richtung[1]\*-1, richtung[0]\*-1])

    neuesziel = np.add(ziel, richtung)

    if istImHof(pustfeld)==0:#wenn das gegebene Feld sich nicht im Hof befindet...

        print(f"FEHLER!!!: das pustfeld {pustfeld} ist nicht im Hof")#ist ein Fehler aufgetreten

        exit()

    if not istImHof(ziel):#wenn das Ziel sich nicht im Schulhof befindet, wird die Hälfte einfahc zur Seite geblasen.

        haelfte\_der\_blaetter = schulhof[tuple(pustfeld)]

        if istImHof(np.add(pustfeld, [richtung[1], richtung[0]])):#ist das Eine Seitfeld im hof?

            for i in range(schulhof[tuple(pustfeld)]):

                if not random.randint(0,1):

                    schulhof[tuple(np.add(pustfeld, [richtung[1], richtung[0]]))]+=1

                    schulhof[tuple(pustfeld)]-=1

            if istImHof(np.add(pustfeld, [richtung[1]\*-1, richtung[0]\*-1])):#Addiere die restlichen Blätter zum anderen Seitenfeld, sofern dieser auch im Hof ist

                schulhof[tuple(np.add(pustfeld, [richtung[1]\*-1, richtung[0]\*-1]))]+= schulhof[tuple(pustfeld)]

                schulhof[tuple(pustfeld)] = 0

        elif istImHof(np.add(pustfeld, [richtung[1]\*-1, richtung[0]\*-1])):#ist das andere Seitfeld im hof?

            for i in range(schulhof[tuple(pustfeld)]):

                if random.randint(0,1):

                    schulhof[tuple(np.add(pustfeld, [richtung[1]\*-1, richtung[0]\*-1]))]+=1

                    schulhof[tuple(pustfeld)]-=1

        return schulhof

    if istImHof (neuesziel):#ist das Feld neues ziel im Hof (also das hinterste Feld)? Wenn nicht, puste wie normal die restliche Blätter. Wenn doch:

        for i in range(schulhof[tuple(ziel)]):#für jedes Blatt aus den Feld "ziel"

            if not random.randint(0,9):#wahrscheinlichkeit 10%

                schulhof[tuple(neuesziel)] += 1

                schulhof[tuple(ziel)]-=1

    #Wir simulieren die Blätter auf den Seitenrändern.

    for i in range(schulhof[tuple(pustfeld)]):

        if not random.randint(0,9):#erstelle eine zufallszahl

            if istImHof(ziel\_links):#wenn das linke Ziel im Hof ist, dann füge ein Blatt hinzu

                schulhof[tuple(ziel\_links)] += 1

                schulhof[tuple(pustfeld)] -= 1

            else:

                pass

        if not random.randint(0,9):#erstelle eine andere zufallszahl

            if istImHof(ziel\_rechts):#wenn das rechte Ziel im Hof ist, dann füge ein Blatt hinzu

                schulhof[tuple(ziel\_rechts)] += 1

                schulhof[tuple(pustfeld)] -= 1

            else:

                pass

    #wir entfernen die Blätter aus dem Pustfeld und fügen sie dem Ziel hinzu

    schulhof[tuple(ziel)] += schulhof[tuple(pustfeld)]

    schulhof[tuple(pustfeld)] = 0

    return#fertig

#Funktion: enumerate\_moves

#keine argumente

#Ausgabe: eine Liste von möglichen Zügen für den Schulhof

#Die Funktion prüft, ob ein möglicher Zug legitim ist und fügt diese der Liste von möglichen Zügen hinzu.

def enumerate\_moves():#enumeriert alle legitime Züge für den Schulhof

    moves = []

    #zugstruktur: [[position],[richtung]]

    for i in range(groessen[0]):

        for j in range(groessen[1]):#prüfe für alle Felder auf den der Hasumeister stehen könnte, ob die Rcihtung...

            if i+1<groessen[0]:

                moves.append([[i,j],[1,0]])#oben

            if j+1<groessen[1]:

                moves.append([[i,j],[0,1]])#rechts

            if i-1>=0:

                moves.append([[i,j],[-1,0]])#links

            if j-1>=0:

                moves.append([[i,j],[0,-1]])#unten

                #...okay ist. wenn ja, liste diese auf und...

    return moves#gib die Liste zurück

#####################

#Greedy step analyse#

#####################

#Funktion: pusten\_predict

#Argumente: position, richtung, hof

#Gibt zurück: den neuen Zustand des Schulhofs nach dem Pusten

#Die Funktion simuliert das Pusten der Blätter auf dem Schulhof und gibt den neuen Zustand zurück.

#Dabei arbeitet diese mit den berechneten Erwartungswerten und rundet diese auf 2 Nachkommastellen.

#Abgesehen davon ist sie der Hausmeisterfunktion vom Aufbau her ähnlich. Wir kommentieren diese Funktion also nur spärlich aus.

def pusten\_predict(position, richtung, hof):# richtung: als vektor [a,b] angegeben a=0 oder b=0

    def istImHof(feld):

        if 0 <= feld[0] < groessen[0] and 0<= feld[1] < groessen[1]:

            return 1

        else:

            return 0

    pustfeld = np.add(position, richtung)

    ziel = np.add(pustfeld, richtung)#ziel bestimmt.

    ziel\_links = np.add(ziel, [richtung[1], richtung[0]])

    ziel\_rechts = np.add(ziel, [richtung[1]\*-1, richtung[0]\*-1])

    neuesziel = np.add(ziel, richtung)

    if istImHof(pustfeld)==0:

        print(f"FEHLER!!!: das pustfeld {pustfeld} ist nicht im Hof")

        exit()#wenn sich das gegebene Feld nicht im Hof befindet, dann ist ein Fehler aufgetreten.

    #ab hier ist der Aufbau der Hausmeisterfunktion sehr ähnlich.

    if not istImHof(ziel):#wenn das Ziel nicht im hof ist, werden 50% werden zur Seite geblasen

        haelfte\_der\_blaetter = hof[tuple(pustfeld)]

        if istImHof(np.add(pustfeld, [richtung[1], richtung[0]])):#ein seitfeld vom IstImHof??

            hof[tuple(np.add(pustfeld, [richtung[1], richtung[0]]))]+= haelfte\_der\_blaetter

            hof[tuple(pustfeld)]-= haelfte\_der\_blaetter

        if istImHof(np.add(pustfeld, [richtung[1]\*-1, richtung[0]\*-1])):

            hof[tuple(np.add(pustfeld, [richtung[1]\*-1, richtung[0]\*-1]))]+= haelfte\_der\_blaetter

            hof[tuple(pustfeld)]-= haelfte\_der\_blaetter

        return hof

    if istImHof (neuesziel):#ansonsten, puste wie normal.

        hof[tuple(neuesziel)] += np.round(hof[tuple(ziel)]\*0.1, decimals = 2)

        hof[tuple(ziel)] = np.round(hof[tuple(ziel)]\*0.9, decimals = 2)

    if istImHof(ziel\_links):#pusten der Ränder legitimieren!

        hof[tuple(ziel\_links)] += np.round(hof[tuple(pustfeld)]\*0.1, decimals = 2)

    else:

        hof[tuple(ziel)] += np.round(hof[tuple(pustfeld)]\*0.1, decimals = 2)

    if istImHof(ziel\_rechts):

        hof[tuple(ziel\_rechts)] += np.round(hof[tuple(pustfeld)]\*0.1, decimals = 2)

    else:

        hof[tuple(ziel)] += np.round(hof[tuple(pustfeld)]\*0.1, decimals = 2)

    hof[tuple(ziel)] += np.round(hof[tuple(pustfeld)]\*0.8, decimals = 2)

    hof[tuple(pustfeld)] = 0

    return hof

#Funktion eval: evaluiert den Schulhof und bewertet diesen nach Erwartungswerten

#Argumente: hof

#Gibt zurück: die Bewertung des Schulhofs

#Eval orientiert sich an der in der Doku erwähnten Heuristik und gibt entsprechend nach der

#Bewertung einen Score zu einem Pustfeld, das als Argument eingegeben wird, zurück.

def eval(hof = None):

    score = 0

    for i in range(groessen[0]):

        for j in range(groessen[1]):#für jedes Feld im eigegebenen Hof:

            dis = np.subtract([i,j], zielquadrat)#Distanz berechnen

            dis = np.absolute(dis)

            if not(i==0 or i==groessen[0]-1) and not(j==0 or j==groessen[1]-1):#wenn nicht am Rand liegend, distanz zur Bewertung addieren.

                score += dis[0]\*hof[i][j]

                score += dis[1]\*hof[i][j]

                continue

            if i==0 or i==groessen[0]-1:#sonst: extra viel dazuaddieen als "Strafe"

                score += (g)\*hof[i][j]

            if j==0 or j==groessen[1]-1:

                score += (g)\*hof[i][j]

    return score#score zurückgeben

#Funktion greedy\_step

#Argumente: Schulhof

#Gibt zurück: den besten Zug, den der Hausmeister machen kann

#Die Greedy-Step funktion ist die Hauptfunktion des Greedy-Algorithmus.

#Sie berechnet die besten Züge, die der Hausmeister machen kann

def greedy\_step(schulhof):

    evals = []

    for i in moves:#suche für jeden Zug nach der Evaluation und füge sie einer Liste an

        evals.append(eval(pusten\_predict(i[0], i[1], np.copy(schulhof).astype(float))))

    best\_eval = min(evals)#ermittle die beste Bewertung

    best\_move = moves[evals.index(best\_eval)]#ermittle daraus den besten zug und...

    if eval(schulhof) <= best\_eval:#gib diesen zurück wenn dieser Zug den Zustand des Schulhofes verbessert

        return 0#beende das Programm

    else:

        return best\_move#sonst gib den besten Zug zurück

###############

#Hauptprogramm#

###############

moves = enumerate\_moves()#enumeriere alle möglichen Züger zunächst

count = 0

while True:#wiederhole bis returned wird

    info = greedy\_step(schulhof)

    #print(info)

    if info:

        hausmeister\_pustet(info[0], info[1])

        print(schulhof)

        count += 1

    else:

        print(schulhof)

        print(f"count: {count}")

        print(f"eval: {eval(schulhof)}")

        print(pustpfad)

        end\_time = time.time()

        print(f"Time: {end\_time-start\_time}")

        sys.exit()

1. Abbildung nach https://bwinf.de/fileadmin/bundeswettbewerb/42/aufgaben422.pdf [↑](#footnote-ref-1)
2. https://de.wikipedia.org/wiki/Erwartungswert [↑](#footnote-ref-2)