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# ПРАКТИЧЕСКАЯ РАБОТА 1

**Теоретическое введение**

Каждый тип данных имеет диапазон значений. Компилятор выделяет место в памяти для каждой переменной или константы в соответствии с ее типом данных. Java предоставляет восемь примитивных типов данных для числовых значений, символов и логических значений. В этом подразделе курса описываются числовые типы данных и операторы.

Для чисел с плавающей точкой в Java используется два типа данных: float и double. Диапазон значений типа данных double в два раза больше, чем float, поэтому значения типа double еще называются числами двойной точности, а float — одинарной точности.

К операторам числовых типов данных относятся стандартные арифметические операторы: сложения (+), вычитания (-), умножения (\*), деления (/) и остатка от деления (%), перечисленные в следующей таблице. Операнды — это значения, обрабатываемые операторами.

Арифметические операторы +, -, \* , / и % можно объединять с оператором присваивания для формирования составных операторов. Очень часто текущее значение переменной используется, потом изменяется, а затем опять присваивается этой же переменной. Например, следующее предложение увеличивает значение переменной count на 1: count = count + 1.

Числа с плавающей точкой можно преобразовать в целые числа с помощью явного приведения типа. Можно ли выполнять бинарные операции с двумя операндами разных типов? Да. Если целое число и число с плавающей точкой участвуют в бинарной операции, то в Java целое число автоматически преобразуется в число с плавающей точкой, поэтому 3 \* 4.5 эквивалентно 3.0 \* 4.5.

Предложение внутри предложения if или if-else может быть любым допустимым Java-предложением, включая другое предложение if или if-else. Внутреннее предложение if, как говорят, вложено во внешнее предложение if. В свою очередь, внутреннее предложение if может содержать другое предложение if. На самом деле нет предела глубины вложенности.

**Постановка задачи**

Задача 1: Напишите программу, которая конвертирует сумму денег из китайских юаней в российские рубли по курсу покупки 11.91.

Задача 2: Перепишите программу, которая конвертирует сумму денег из китайских юаней в российские рубли по курсу покупки 11.91, добавив структуру выбора для принятия решений об окончаниях входной валюты в зависимости от ее значения.

**Ход выполнения работы**

Напишем вначале код, которые будет конвертировать из юаней в рубли по заданному курсу, а далее перепишем данный код так, чтобы он реализовывал определенние правильного окончания для слов.

**Программный код**

Листинг 1.1 — реализация конвертора с определением правильного окончания.

import java.util.Scanner;

class CurrencyConverter {

    public static void main(String[] *args*) {

        final double ROUBLES\_PER\_YUAN = 11.91; *// курс покупки*

        int yuan; *// сумма денег в юанях*

        double roubles; *// сумма денег в рублях*

        String s = " ";

        Scanner input = new Scanner(System.in);        *// Получение суммы в юанях*

        System.out.print("Введите сумму денег в юанях: ");

        yuan = input.nextInt();

        if (yuan <= 0) {

            System.out.print("Некорректная сумма в юанях");        }

*// Вычисление суммы в рублях*

        roubles = ROUBLES\_PER\_YUAN \* yuan;        *// Отображение суммы в рублях*

*//System.out.println("Сумма в рублях: " + roubles);*

         System.out.print(yuan);

         int digit = yuan % 10;

         int digit1 = yuan / 10 % 10;

         if (digit==1){

            s = " китайский юань";        }

        else if (digit > 4 || digit1==1){

            s = " китайских юаней";        }

        else{

            s = " китайских юаня";        }

        System.out.print(s + " = ");

        System.out.print(roubles);

        System.out.print(" руб");

        input.close();

    }

}

**Результат работы программы**
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Рисунок 1.1 Первый возможный результат выполнения.
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Рисунок 1.2 Второй возможный результат выполнения.

**Вывод**

В результате выполнения данной практической работы был реализован обыкновенный конвертор валют, а далее был добавлен автоматический опрелитель правильного окончания.

# ПРАКТИЧЕСКАЯ РАБОТА 2

**Теоретическое введение**

Объектно-ориентированное программирование по существу является технологией разработки многократно используемого программного обеспечения. Изучив материалы курсов «Основы Java-программирования», вы уже можете решить многие задачи программирования с помощью структур выбора, циклов, методов и массивов. Однако этих возможностей Java недостаточно для разработки крупномасштабных программных систем. Класс определяет свойства и поведение объектов.

Объектно-ориентированное программирование (ООП) включает в себя программирование с помощью объектов. Объект представляет сущность реального мира, которая может быть четко идентифицирована. Например, слушатель, стол, круг, кнопка и даже кредит могут рассматриваться как объекты. Объект имеет уникальный идентификатор, состояние и поведение.

* Состояние объекта (также известное как его свойства или атрибуты) представлено полями данных с их текущими значениями. У объекта круга, например, есть поле данных radius, которое является свойством, характеризующим круг. У объекта прямоугольника, например, есть поля данных **width** и **height**, которые являются свойствами, характеризующими прямоугольник.
* Поведение объекта (также известное как его действия) определяется методами. Чтобы вызвать метод объекта, необходимо попросить объект выполнить действие. Например, можно определить методы **getArea()** и **getPerimeter()** для объектов круга. У объекта круга можно вызвать метод **getArea()**, чтобы вернуть его площадь, и **getPerimeter()**, чтобы вернуть его периметр. Можно также определить метод **setRadius(radius)**. У объекта круга можно вызвать этот метод, чтобы изменить его радиус.

Конструктор — это особый вид метода. У него есть три особенности:

* Конструктор должен иметь то же имя, что и класс.
* Конструктор не имеет типа возвращаемого значения — даже типа void.
* Конструктор вызывается при создании объекта с помощью оператора new, таким образом он играет роль инициализатора объектов.

Конструктор имеет точно такое же имя, как и определяющий его класс. Как и обычные методы, конструкторы могут быть перегружены (т.е. несколько конструкторов могут иметь одно и то же имя, но разные сигнатуры), что упрощает создание объектов с разными начальными значениями полей данных.

Класс можно определить и без конструкторов. В таком случае в классе неявно определяется общедоступный конструктор без аргументов с пустым телом. Этот конструктор, называемый заданным по умолчанию конструктором, предоставляется автоматически, только если в классе нет явно определенных конструкторов.

**Постановка задачи**

Задача 1: Напишите программу, в которой создается класс Car. В данном классе должны быть обозначены следующие поля: String model, String license, String color, int year – модель автомобиля, номер автомобиля, цвет автомобиля и год выпуска соответственно. Класс должен содержать три конструктора, один конструктор, который включает в себя все поля класса, один конструктор по умолчанию, один включает поля по выбору студента.

Задача 2: В отдельном классе Main создайте экземпляры классов (объекты), используя различные конструкторы, реализованные в задаче #1. Создайте в классе метод To\_String(), который будет выводить значения полей экземпляров класса. Проверьте работу созданного метода, вызвав его у объекта. Дополните класс методами для получения и установки значений для всех полей (геттерами и сеттерами). Создайте метод класса, который будет возвращать возраст автомобиля, вычисляющийся от текущего года, значение текущего года допускается сделаться константным.

**Ход выполнения работы**

Для начала создадим car.java и определим там класс Car с задаными параметрами. Далее в отдельном классе Main создадим экземпляторы класса Car, используя его конструкторы.

**Программный код**

Листинг 2.1 — Реализация класса Car в car.java.

public class Car{

    String model;

    String license;

    String color;

    int year;

    public Car(String *model*, String *license*, String *color*, int *year*) {

        this.model = *model*;

        this.license = *license*;

        this.color = *color*;

        this.year = *year*;

    }

    public Car() {

        this.model = "нива";

        this.license = "002X34";

        this.color = "красный";

        this.year = 1993;

    }

    public Car(String *model*, int *year*) {

        this.model = *model*;

        this.license = "002X34";

        this.color = "красный";

        this.year = *year*;

    }

*// Геттеры и сеттеры*

     public String getModel() {

        return model;

    }

    public void setModel(String *model*) {

        this.model = *model*;

    }

    public String getLicense() {

        return license;

    }

    public void setLicense(String *license*) {

        this.license = *license*;

    }

    public String getColor() {

        return color;

    }

    public void setColor(String *color*) {

        this.color = *color*;

    }

    public int getYear() {

        return year;

    }

    public void setYear(int *year*) {

        this.year = *year*;

    }

    public String toString() {

        return "Model: " + this.model + ", License: " + this.license + ", Color: " + this.color + ", Year: " + this.year;

    }

    public int whatYear(int *yearnow*){

        return (*yearnow*-this.year);

    }

}

Листинг 2.2 — Реализация класса Main с экземпляторами класса Car.

class Main{

    public static void main(String[] *args*){

        final int CURRENT\_YEAR = 2024;

        Car carall = new Car("бмв", "07cv21", "черный", 2015);

        Car cardef = new Car();

        Car carst = new Car("порш", 2024);

        System.out.println(carall);

        System.out.println(cardef);

        System.out.println(carst.toString());

        System.out.println("Возраст автомобиля 1: " + carall.whatYear(CURRENT\_YEAR));

        System.out.println("Возраст автомобиля 2: " + cardef.whatYear(CURRENT\_YEAR));

        System.out.println("Возраст автомобиля 3: " + carst.whatYear(CURRENT\_YEAR));

    }

}

**Результат работы программы**
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Рисунок 2.1 Результат работы.

**Вывод**

Был реализован простой класс Car с различными конструкторами и геттерами с сеттарами. Также был реализован класс Main, который создавал экземпляторы класса Car.
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**Теоретическое введение**

Доступ к классу и его элементам можно задавать с помощью модификаторов доступа.

Чтобы ограничить доступ к классам, методам и полям данных, по умолчанию используется модификатор доступа private. Для доступа к методам обычно создаются геттеры и сеттеры, а при необходимости данные дублируются в новые переменные. В случае наследования для полей используются модификаторы protected или default, что обеспечивает доступ потомкам в пределах пакета. Модификатор public применяется реже и дает доступ к элементам класса из любых других классов.

В современной разработке принято следовать правилу: один каталог соответствует одному пакету, в котором может быть любое количество классов. Это упрощает организацию кода и делает проект более структурированным.

В дополнение к модификатору доступа public и заданному по умолчанию, Java предоставляет модификаторы private и protected для элементов класса.

Помимо модификаторов доступа public, private и protected, в Java существует четвертый модификатор — default, он применяется для элементов класса, к которым требуется доступ только внутри одного пакета. Этот модификатор важен для понимания более углубленных аспектов работы с доступом в Java.

Модификатор private делает методы и поля данных доступными только внутри класса, чьими элементами они являются. В следующей таблице показано, можно ли получить доступ к полю данных или методу класса C1 с модификаторами public, private и заданному по умолчанию из класса C2 этого же пакета и из класса C3 другого пакета.

Модификатор доступа определяет, можно ли получить доступ к полям данных и методам класса за пределами этого класса. Не существует ограничений на доступ к полям данных и методам внутри класса.

**Постановка задачи**

Задача 1: Создайте пакет vehicles, который будет содержать классы Car и ElectricCar и пакет app, в котором будет находиться основной класс с методом main. Добавьте в класс Car приватные поля (private) ownerName и insuranceNumber. Создайте методы доступа (геттеры и сеттеры) для полей ownerName и insuranceNumber. Добавьте поле engineType с модификатором доступа protected и создайте методы доступа к этому полю.

Задача 2: Создайте новый класс ElectricCar, который наследует класс Car, и добавьте в него поле batteryCapacity. В классе ElectricCar используйте поле engineType, чтобы задать тип двигателя как "Electric". Проверьте работу инкапсуляции и наследования, создав объекты классов Car и ElectricCar и продемонстрируйте доступ к полям с разными модификаторами.

**Ход выполнения работы**

Для выполнения этой задачи, мы создадим два пакета: `vehicles` и `app`. В пакете `vehicles` будут классы `Car` и `ElectricCar`, а в пакете `app` будет находиться основной класс с методом `main`.

**Программный код**

Листинг 3.1 — Реализация класса Main в app/Main.java.

package app;

import vehicles.Car;

import vehicles.ElectricCar;

public class Main {

    public static void main(String[] *args*) {

        System.out.println("Машина 1");

        Car car1 = new Car();

        car1.ONSet("Максим Ш");

        car1.INSet("20840XD");

        car1.ETSet("дизельный");

        System.out.println("Владелец: " + car1.ONGet());

        System.out.println("Номер страховки: " + car1.INGet());

        System.out.println("Тип двигателя: " + car1.ETGet());

        System.out.println("Машина 2");

        ElectricCar car2 = new ElectricCar(200);

        car2.ONSet("Дмитрий Н");

        car2.INSet("94С0003");

        System.out.println("Владелец: " + car2.ONGet());

        System.out.println("Номер страховки: " + car2.INGet());

        System.out.println("Тип двигателя: " + car2.ETGet());

        System.out.println("Мощность батарейки: " + car2.BCGet());

    }

}

Листинг 3.2 — Реализация класса Car в vehicle/Car.java.

package vehicles;

public class Car{

    private String ownerName;

    private String insuranceNumber;

    protected String engineType;

    public void ONSet(String *name*){

        this.ownerName = *name*;

    }

    public void INSet(String *number*){

        this.insuranceNumber = *number*;

    }

    public void ETSet(String *type*){

        this.engineType = *type*;

    }

    public String ONGet(){

        return ownerName;

    }

    public String INGet(){

        return insuranceNumber;

    }

    public String ETGet(){

        return engineType;

    }

}

Листинг 3.3 — Реализация класса ElectricCar в vehicle/ ElectricCar.java.

package vehicles;

public class ElectricCar extends Car{

    private int batteryCapacity;

    public ElectricCar(int *batteryCapacity*) {

**this**.engineType = "Electric";

    }

    public int BCGet() {

        return batteryCapacity;

    }

    public void BCSet(int *batteryCapacity*) {

**this**.batteryCapacity = *batteryCapacity*;

    }

}

**Результат работы программы**
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Рисунок 3.1 Результат работы.

**Вывод**

Был реализован класс Car и ElectricCar в пакете vehicles, а также основной класс Main в пакете app.
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**Теоретическое введение**

Доступ к классу и его элементам можно задавать с помощью модификаторов доступа.

Чтобы ограничить доступ к классам, методам и полям данных, по умолчанию используется модификатор доступа private. Для доступа к методам обычно создаются геттеры и сеттеры, а при необходимости данные дублируются в новые переменные. В случае наследования для полей используются модификаторы protected или default, что обеспечивает доступ потомкам в пределах пакета. Модификатор public применяется реже и дает доступ к элементам класса из любых других классов.

В современной разработке принято следовать правилу: один каталог соответствует одному пакету, в котором может быть любое количество классов. Это упрощает организацию кода и делает проект более структурированным.

В дополнение к модификатору доступа public и заданному по умолчанию, Java предоставляет модификаторы private и protected для элементов класса.

Помимо модификаторов доступа public, private и protected, в Java существует четвертый модификатор — default, он применяется для элементов класса, к которым требуется доступ только внутри одного пакета. Этот модификатор важен для понимания более углубленных аспектов работы с доступом в Java.

Модификатор private делает методы и поля данных доступными только внутри класса, чьими элементами они являются. В следующей таблице показано, можно ли получить доступ к полю данных или методу класса C1 с модификаторами public, private и заданному по умолчанию из класса C2 этого же пакета и из класса C3 другого пакета.

Модификатор доступа определяет, можно ли получить доступ к полям данных и методам класса за пределами этого класса. Не существует ограничений на доступ к полям данных и методам внутри класса.

**Постановка задачи**

Задача: Используя программу, выполненную во 2 и 3 практических работах, внести следующие изменения:

Добавить абстрактный класс Vehicle, который будет представлять общие свойства всех транспортных средств. В этот класс включите следующие общие поля для транспортных средств: model (модель); license (номерной знак); color (цвет); year (год выпуска); ownerName (имя владельца); insuranceNumber (страховой номер); engineType (тип двигателя, поле должно быть защищённым для наследования). Определите абстрактный метод vehicleType(), который будет возвращать тип транспортного средства. Добавьте методы для получения и изменения значений полей (геттеры и сеттеры).

Изменить класс Car, чтобы он наследовал Vehicle. Реализуйте абстрактный метод vehicleType(), чтобы он возвращал "Car". В конструкторе класса Car используйте поля и методы родительского класса.

Изменить класс ElectricCar, чтобы он наследовал Car. Добавьте в класс поле batteryCapacity (емкость аккумулятора) и методы для работы с ним. Реализуйте метод vehicleType(), который будет возвращать "Electric Car". Используйте protected-поле engineType для установки значения "Electric" в классе ElectricCar.

Использовать полиморфизм в тестовом классе для работы с объектами Car и ElectricCar через ссылки на родительские классы. Создайте объекты Car и ElectricCar, измените их свойства с помощью сеттеров, и выведите информацию на экран с помощью метода toString().

Включить инкапсуляцию: убедитесь, что поля каждого класса имеют доступ через методы (геттеры и сеттеры), а не напрямую.

**Ход выполнения работы**

Для реализации данной задачи, мы создадим два пакета: `vehicles` для классов `Vehicle`, `Car` и `ElectricCar`, и `app` для тестового класса `TestCar`.

**Программный код**

Листинг 4.1 — Реализация класса TestCar в app/ TestCar.java.

package app;

import vehicles.Car;

import vehicles.ElectricCar;

import vehicles.Vehicle;

public class TestCar {

    public static void main(String[] *args*) {

        Vehicle car1 = new Car("Toyota", "A123BC", "Red", 2015, "Максим Ш", "20840XD", "Diesel");

        car1.setInsuranceNumber("1039XD");

        car1.setColor("Blue");

        System.out.println("Машина 1: [" + car1 + "]");

        Vehicle car2 = new ElectricCar("Tesla", "B456CD", "Green", 2020, "Дмитрий Н", "94C0003", 75);

        car2.setLicense("Ab0ba");

        car2.setOwnerName("Денис Г.");

        System.out.println("Машина 2: [" + car2 + "]");

    }

}

Листинг 4.2 — Реализация класса Car в vehicle/Car.java.

package vehicles;

public class Car extends Vehicle{

    public Car(String *model*, String *license*, String *color*, int *year*, String *ownerName*, String *insuranceNumber*, String *engineType*){

        setModel(*model*);

        setColor(*color*);

        setLicense(*license*);

        setYear(*year*);

        setOwnerName(*ownerName*);

        setInsuranceNumber(*insuranceNumber*);

        this.engineType = *engineType*;

    }

*//*

    public String toString(){

        return "Model: " + getModel() + "; license: " + getLicense() + "; Color: " + getColor() + "; year: "+getYear()+"; ownerName: "+getOwnerName()+"; insuranceNumber: "+getInsuranceNumber()+"; engineType: "+getEngineType();

    }

    @Override

    public String vehicleType(){

        return "Car";

    }

}

Листинг 4.3 — Реализация класса ElectricCar в vehicle/ ElectricCar.java.

package vehicles;

public class ElectricCar extends Car{

private int batteryCapacity;

public ElectricCar(String model, String license, String color, int year, String ownerName, String insuranceNumber, int batteryCapacity) {

super(model, license, color, year, ownerName, insuranceNumber,"Electric");

this.batteryCapacity = batteryCapacity;;

}

public int BCGet() {

return batteryCapacity;

}

public void BCSet(int batteryCapacity) {

this.batteryCapacity = batteryCapacity;

}

public String toString() {

return super.toString() + "; Battery Capacity: " + batteryCapacity;

}

@Override

public String vehicleType(){

return "Electric Car";

}

}

Листинг 4.4 — Реализация класса Vehicleв vehicle/ Vehicle.java.

package vehicles;

public abstract class Vehicle {

    private String model;

    private String license;

    private String color;

    private int year;

    private String ownerName;

    private String insuranceNumber;

    protected String engineType;

    public abstract String vehicleType();

    public String getModel() {

        return model;

    }

    public void setModel(String *model*) {

        this.model = *model*;

    }

    public String getLicense() {

        return license;

    }

    public void setLicense(String *license*) {

        this.license = *license*;

    }

    public String getColor() {

        return color;

    }

    public void setColor(String *color*) {

        this.color = *color*;

    }

    public int getYear() {

        return year;

    }

    public void setYear(int *year*) {

        this.year = *year*;

    }

    public String getOwnerName() {

        return ownerName;

    }

    public void setOwnerName(String *ownerName*) {

        this.ownerName = *ownerName*;

    }

    public String getInsuranceNumber() {

        return insuranceNumber;

    }

    public void setInsuranceNumber(String *insuranceNumber*) {

        this.insuranceNumber = *insuranceNumber*;

    }

    public String getEngineType() {

        return engineType;

    }

}

**Результат работы программы**
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Рисунок 4.1 Результат работы.

**Вывод**

Был реализован класс Car, ElectricCar и Vehicle в пакете vehicles, а также основной класс TestCar в пакете app.

# ПРАКТИЧЕСКАЯ РАБОТА 5

**Теоретическое введение**

Простой пример интерфейса из повседневной жизни — пульт от телевизора. Он связывает два объекта, человека и телевизор, и выполняет разные задачи: прибавить или убавить звук, переключить каналы, включить или выключить телевизор. Одной стороне (человеку) нужно обратиться к интерфейсу (нажать на кнопку пульта), чтобы вторая сторона выполнила действие. Например, чтобы телевизор переключил канал на следующий. При этом пользователю не обязательно знать устройство телевизора и то, как внутри него реализован процесс смены канала.

Все, к чему пользователь имеет доступ — это *интерфейс*. Главная задача — получить нужный результат. Какое это имеет отношение к программированию и Java? Прямое :) Создание интерфейса очень похоже на создание обычного класса, только вместо слова class мы указываем слово interface.

Хорошим примером интерфейса, является рулевое управление автомобиля - у автомобиля есть руль, педали и коробка передач. У абсолютного большинства автомобилей, эти элементы следуют одному соглашению о поведении. Например, если повернуть рулевое колесо против часовой стрелки, автомобиль совершит поворот влево, а не увеличит скорость, независимо от своей марки. Если вы умеете использовать эти элементы управления, вы без особых усилий сможете справиться с любым автомобилем, независимо от его модели, года выпуска, марки и типа двигателя. Более того, можно представить ситуацию, в которой совершенно другой вид транспорта (к примеру, космический корабль) имеет тот же интерфейс управления, что и автомобили. Если вы, умея водить автомобиль, попадёте в кресло пилота такого корабля, то сможете не потеряться и в этой ситуации.

Интерфейс - это такое соглашение о наборе методов и их поведении, которое могут обязаться соблюдать совершенно не связанные классы, позволяя ссылаться на любой из них с помощью единой ссылки

**Постановка задачи**

Задача: Создайте абстрактный класс Vehicle, который будет представлять общие характеристики любого транспортного средства. Включите следующие поля: model, license, color, year, ownerName, insuranceNumber, engineType. Определите методы: геттеры и сеттеры для каждого поля, а также метод toString(), который возвращает строку с описанием транспортного средства. Добавьте абстрактный метод vehicleType(), который будет возвращать тип транспортного средства (например, "Car", "Electric Car"). Класс Car должен наследовать абстрактный класс Vehicle. В конструкторе задавайте тип двигателя как "Combustion". Реализуйте метод vehicleType(), который возвращает "Car". Определите интерфейс ElectricVehicle, который будет описывать специфические методы для электромобилей. В интерфейсе должны быть следующие методы: getBatteryCapacity() и setBatteryCapacity(). Класс ElectricCar должен наследовать класс Car и реализовывать интерфейс ElectricVehicle. Реализуйте методы интерфейса и добавьте поле batteryCapacity для хранения информации о емкости батареи. В конструкторе задайте тип двигателя как "Electric"

**Ход выполнения работы**

Для реализации данной задачи мы создадим два пакета: `vehicles` для классов `Vehicle`, `Car`, `ElectricCar` и интерфейса `ElectricVehicle`, и `app` для тестового класса `TestCar`.

**Программный код**

Листинг 5.1 — Реализация класса TestCar в app/ TestCar.java.

package app;

import vehicles.Car;

import vehicles.ElectricCar;

public class TestCar {

    public static void main(String[] *args*) {

        Car car1 = new Car("Toyota", "A123BC", "Red", 2015, "Максим Ш", "20840XD");

        car1.setYear(2016);

        car1.setOwnerName("Роберт Д.");

        car1.setInsuranceNumber("299ZV");

        System.out.println("Машина 1: [" + car1 + "]");

        ElectricCar car2 = new ElectricCar("Tesla", "B456CD", "Green", 2020, "Дмитрий Н", "94C0003", 75);

        car2.setYear(2024);

        car2.setOwnerName("Андрей Щ.");

        car2.setInsuranceNumber("39XAS2");

        System.out.println("Информация о емкости батареи у электромобиля: " + car2.getBatteryCapacity());

        System.out.println("Машина 2: [" + car2 + "]");

    }

}

Листинг 5.2 — Реализация класса Car в vehicle/Car.java.

package vehicles;

public class Car extends Vehicle{

    public Car(String *model*, String *license*, String *color*, int *year*, String *ownerName*, String *insuranceNumber*){

        setModel(model);

        setColor(color);

        setLicense(license);

        setYear(year);

        setOwnerName(ownerName);

        setInsuranceNumber(insuranceNumber);

**this**.engineType = "Combustion";

    }

*//*

    public String toString(){

        return "Model: " + getModel() + "; license: " + getLicense() + "; Color: " + getColor() + "; year: "+getYear()+"; ownerName: "+getOwnerName()+"; insuranceNumber: "+getInsuranceNumber()+"; engineType: "+getEngineType();

    }

    @Override

    public String vehicleType(){

        return "Car";

    }

}

Листинг 5.3 — Реализация класса ElectricCar в vehicle/ ElectricCar.java.

package vehicles;

public class ElectricCar extends Car implements ElectricVehicle{

    private int batteryCapacity;

    public ElectricCar(String *model*, String *license*, String *color*, int *year*, String *ownerName*, String *insuranceNumber*, int *batteryCapacity*) {

        super(*model*, *license*, *color*, *year*, *ownerName*, *insuranceNumber*);

        this.engineType = "Electric";

        this.batteryCapacity = *batteryCapacity*;

    }

    @Override

    public int getBatteryCapacity() {

        return batteryCapacity;

    }

    @Override

    public void setBatteryCapacity(int *batteryCapacity*) {

        this.batteryCapacity = *batteryCapacity*;

    }

    public String toString() {

        return super.toString() + "; Battery Capacity: " + batteryCapacity;

    }

    @Override

    public String vehicleType(){

        return "Electric Car";

    }

}

Листинг 5.4 — Реализация класса Vehicleв vehicle/ Vehicle.java.

package vehicles;

public abstract class Vehicle {

    private String model;

    private String license;

    private String color;

    private int year;

    private String ownerName;

    private String insuranceNumber;

    protected String engineType;

    public abstract String vehicleType();

    public String getModel() {

        return model;

    }

    public void setModel(String *model*) {

        this.model = *model*;

    }

    public String getLicense() {

        return license;

    }

    public void setLicense(String *license*) {

        this.license = *license*;

    }

    public String getColor() {

        return color;

    }

    public void setColor(String *color*) {

        this.color = *color*;

    }

    public int getYear() {

        return year;

    }

    public void setYear(int *year*) {

        this.year = *year*;

    }

    public String getOwnerName() {

        return ownerName;

    }

    public void setOwnerName(String *ownerName*) {

        this.ownerName = *ownerName*;

    }

    public String getInsuranceNumber() {

        return insuranceNumber;

    }

    public void setInsuranceNumber(String *insuranceNumber*) {

        this.insuranceNumber = *insuranceNumber*;

    }

    public String getEngineType() {

        return engineType;

    }

}

Листинг 5.5 — Реализация интерфейса ElectricVehicle vehicle/ ElectricVehicle.java.

package vehicles;

public interface ElectricVehicle {

    int getBatteryCapacity();

    void setBatteryCapacity(int *batteryCapacity*);

}

**Результат работы программы**

**![](data:image/png;base64,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)**

Рисунок 5.1 Результат работы.

**Вывод**

Был реализован класс Car, ElectricCar и Vehicle в пакете vehicles, а также основной класс TestCar в пакете app. Также был реализован интерфейс ElectricVehicle.

# ПРАКТИЧЕСКАЯ РАБОТА 6

**Теоретическое введение**

Простой пример интерфейса из повседневной жизни — пульт от телевизора. Он связывает два объекта, человека и телевизор, и выполняет разные задачи: прибавить или убавить звук, переключить каналы, включить или выключить телевизор. Одной стороне (человеку) нужно обратиться к интерфейсу (нажать на кнопку пульта), чтобы вторая сторона выполнила действие. Например, чтобы телевизор переключил канал на следующий. При этом пользователю не обязательно знать устройство телевизора и то, как внутри него реализован процесс смены канала.

Все, к чему пользователь имеет доступ — это *интерфейс*. Главная задача — получить нужный результат. Какое это имеет отношение к программированию и Java? Прямое :) Создание интерфейса очень похоже на создание обычного класса, только вместо слова class мы указываем слово interface.

Хорошим примером интерфейса, является рулевое управление автомобиля - у автомобиля есть руль, педали и коробка передач. У абсолютного большинства автомобилей, эти элементы следуют одному соглашению о поведении. Например, если повернуть рулевое колесо против часовой стрелки, автомобиль совершит поворот влево, а не увеличит скорость, независимо от своей марки. Если вы умеете использовать эти элементы управления, вы без особых усилий сможете справиться с любым автомобилем, независимо от его модели, года выпуска, марки и типа двигателя. Более того, можно представить ситуацию, в которой совершенно другой вид транспорта (к примеру, космический корабль) имеет тот же интерфейс управления, что и автомобили. Если вы, умея водить автомобиль, попадёте в кресло пилота такого корабля, то сможете не потеряться и в этой ситуации.

Интерфейс - это такое соглашение о наборе методов и их поведении, которое могут обязаться соблюдать совершенно не связанные классы, позволяя ссылаться на любой из них с помощью единой ссылки

**Постановка задачи**

Задача: 1. Создайте интерфейс в проекте велосипеда, который устанавливает название компании-производителя велосипедов как неизменяемое значение. Он также определяет методы, которые должны быть реализованы любым классом, использующим интерфейс.

2. Создайте интерфейс с именем \*\*MountainParts\*\*, который имеет константу с именем \*\*TERRAIN\*\*, которая будет хранить строковое значение «off\_road». Интерфейс определит два метода, которые принимают строковое аргументное имя newValue, и два метода, которые будут возвращать текущее значение поля экземпляра. Методы должны быть названы: \*\*getSuspension\*\*, \*\*setSuspension\*\*, \*\*getType\*\*, \*\*setType\*\*.

3. Создайте интерфейс \*\*RoadParts\*\*, который имеет константу с именем \*\*terrain\*\*, которая будет хранить строковое значение «\*\*track\_racing\*\*». Интерфейс определит два метода, которые принимают строковое аргументное имя newValue, и два метода, которые будут возвращать текущее значение поля экземпляра. Методы должны быть названы: \*\*getTyreWidth\*\*, \*\*setTyreWidth\*\*, \*\*getPostHeight\*\*, \*\*setPostHeight\*\*.

4. Используйте интерфейс \*\*BikeParts\*\* с классом \*\*Bike\*\*, добавляя любые необходимые нереализованные методы. Добавьте требуемый внутренний код для каждого из добавленных методов.

5. Используйте интерфейс \*\*MountainParts\*\* с классом \*\*MountainBike\*\*, добавив все необходимые нереализованные методы. Добавьте требуемый внутренний код для каждого из добавленных методов.

6. Используйте интерфейс \*\*RoadParts\*\* с классом \*\*RoadBike\*\*, добавив все необходимые нереализованные методы. Добавьте требуемый внутренний код для каждого из добавленных методов.

7. Запустите и протестируйте свою программу, она должна работать точно так же, как и раньше.

8. В нижней части класса драйвера обновите высоту столба для bike1 до 20 вместо 22.

9. Выведите значения bike1 на экран, чтобы подтвердить изменение.

10. Запустите и протестируйте свою программу.

**Ход выполнения работы**

Для выполнения этой задачи мы создадим серию интерфейсов и классов, которые будут моделировать велосипеды с различными характеристиками.

**Программный код**

Листинг 6.1 — Реализация класса Bike в Bike.java.

package bikeproject;

public class Bike implements BikeParts{

private String handleBars, frame, tyres, seatType;

private int NumGears;

private final String make;

public Bike(){

this.make = "Oracle Cycles";

}//end constructor

public Bike(String handleBars, String frame, String tyres, String seatType, int numGears) {

this.handleBars = handleBars;

this.frame = frame;

this.tyres = tyres;

this.seatType = seatType;

NumGears = numGears;

this.make = "Oracle Cycles";

}//end constructor

@Override

public String getMake() {

return this.make;

}

public void printDescription()

{

System.out.println("\n" + this.make + "\n"

+ "This bike has " + this.handleBars + " handlebars on a "

+ this.frame + " frame with " + this.NumGears + " gears."

+ "\nIt has a " + this.seatType + " seat with " + this.tyres + " tyres.");

}//end method printDescription

}//end class Bike

Листинг 6.2 — Реализация класса BikeDriver в BikeDriver.java.

package bikeproject;

public class BikeDriver {

    public static void main(String[] *args*) {

        RoadBike bike1 = new RoadBike();

        RoadBike bike2 = new RoadBike("drop", "tourer", "semi-grip", "comfort", 14, 25, 18);

        MountainBike bike3 = new MountainBike();

        Bike bike4 = new Bike();

        bike1.printDescription();

        bike2.printDescription();

        bike3.printDescription();

        bike4.printDescription();

        bike1.setPostHeight(20);

        bike1.printDescription();

    }*//end method main*

}*//end class BikeDriver*

Листинг 6.3 — Реализация интерфейса BikeParts в BikeParts.java.

package bikeproject;

public interface BikeParts {

    String COMPANY = "Oracle Cycles";

    String getMake();

}

Листинг 6.4 — Реализация класса MountainBike MountainBike.java.

package bikeproject;

public class MountainBike extends Bike implements MountainParts{

    private String suspension, type;

    private int frameSize;

    public MountainBike()

    {

        this("Bull Horn", "Hardtail", "Maxxis", "dropper", 27, "RockShox XC32", "Pro", 19);

    }*//end constructor*

    public MountainBike(String *handleBars*, String *frame*, String *tyres*, String *seatType*, int *numGears*,

                        String *suspension*, String *type*, int *frameSize*) {

        super(*handleBars*, *frame*, *tyres*, *seatType*, *numGears*);

        this.suspension = *suspension*;

        this.type = *type*;

        this.frameSize = *frameSize*;

    }*//end constructor*

    @Override

    public String getSuspension() {

        return suspension;

    }

    @Override

    public void setSuspension(String *newValue*) {

        this.suspension = *newValue*;

    }

    @Override

    public String getType() {

        return type;

    }

    @Override

    public void setType(String *newValue*) {

        this.type = *newValue*;

    }

    @Override

    public void printDescription()

    {

        super.printDescription();

        System.out.println("This mountain bike is a " + this.type + " bike and has a " + this.suspension + " suspension and a frame size of " + this.frameSize + "inches.");

    }*//end method printDescription*

}*//end class MountainBike*

Листинг 6.5 — Реализация класса RoadBike в RoadBike.java.

package bikeproject;

public class RoadBike extends Bike implements RoadParts{

    private int  tyreWidth, postHeight;

    public RoadBike()

    {

        this("drop", "racing", "tread less", "razor", 19, 20, 22);

    }*//end constructor*

    public RoadBike(int *postHeight*)

    {

        this("drop", "racing", "tread less", "razor", 19, 20, *postHeight*);

    }*//end constructor*

    public RoadBike(String *handleBars*, String *frame*, String *tyres*, String *seatType*, int *numGears*,

            int *tyreWidth*, int *postHeight*) {

        super(*handleBars*, *frame*, *tyres*, *seatType*, *numGears*);

        this.tyreWidth = *tyreWidth*;

        this.postHeight = *postHeight*;

    }*//end constructor*

    @Override

    public int getTyreWidth() {

        return tyreWidth;

    }

    @Override

    public void setTyreWidth(int *newValue*) {

        this.tyreWidth = *newValue*;

    }

    @Override

    public int getPostHeight() {

        return postHeight;

    }

    @Override

    public void setPostHeight(int *newValue*) {

        this.postHeight = *newValue*;

    }

    @Override

    public void printDescription()

    {

        super.printDescription();

        System.out.println("This Roadbike bike has " + this.tyreWidth + "mm tyres and a post height of " + this.postHeight + ".");

    }*//end method printDescription*

}*//end class Road*

Листинг 6.6 — Реализация интерфейса RoadParts в RoadParts.java.

package bikeproject;

public interface RoadParts {

    String terrain = "track\_racing";  *// константа для типа местности*

    int getTyreWidth();

    void setTyreWidth(int *newValue*);

    int getPostHeight();

    void setPostHeight(int *newValue*);

}

**Результат работы программы**
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Рисунок 6.1 Результат работы.

**Вывод**

Был модифицирован исходных код по заданию. Были добавлены интерфейсы BikeParts и MountainParts.
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**Теоретическое введение**

Рассмотрим геометрические фигуры. Нам требуется создать классы для моделирования геометрических фигур, таких как круги и прямоугольники. У геометрических фигур есть много общих свойств и вариантов поведения. Они могут быть определенного цвета, закрашенными или незакрашенными. Таким образом, общий класс GeometricObject можно использовать для моделирования всех геометрических фигур. Этот класс содержит свойства цвет color и заливка filled, а также соответствующие им getter- и setterметоды. Этот класс также содержит свойство dateCreated и методы getDateCreated() и toString(). Метод toString() возвращает строковое представление объекта. Поскольку круг является конкретным типом геометрической фигуры, он имеет общие свойства и методы с другими геометрическими фигурами. Таким образом, имеет смысл определить класс Circle, который будет порожден от класса GeometricObject. Аналогично, класс Rectangle также можно определить как конкретный тип класса GeometricObject.

Ключевое слово extends сообщает компилятору, что класс Circle порождается от класса GeometricObject, наследуя таким образом методы getColor(), setColor(), isFilled(), setFilled() и toString(). Перегруженный конструктор Circle реализуется путем вызова методов setColor() и setFilled() для присваивания свойств color и filled. Public-методы, определенные в суперклассе GeometricObject, наследуются подклассом Circle, поэтому их можно использовать в Circle.

Обработка исключений в Java — один из мощных механизмов обработки ошибок времени выполнения, позволяющий поддерживать нормальный поток работы приложения. В Java исключение — это событие, которое нарушает нормальный ход программы. Это объект, который выбрасывается во время выполнения.

Java предоставляет пять ключевых слов, которые используются для обработки исключений.

**Постановка задачи**

Задача 1: Создайте класс Triangle для представления треугольников, который порождается от класса GeometricObject. Напишите клиент этих классов — программу, которая запрашивает у пользователя ввести три стороны треугольника, цвет и логическое значение для указания закрашен ли треугольник. Программа должна создавать объект типа Triangle с указанными сторонами и присваивать значения свойствам цвет color и заливка isFilled с помощью этих входных данных. Программа должна отображать площадь area, периметр perimeter, цвет, а также true или false для указания, закрашен треугольник или нет.

Задача 2: В треугольнике сумма длин любых двух сторон больше длины третьей стороны. Класс Triangle должен удовлетворять этому правилу. Создайте класс IllegalTriangleException и измените конструктор класса Triangle, чтобы выбросить объект типа IllegalTriangleException, если треугольник создан со сторонами, нарушающими это правило.

Задача 3: Спроектируйте новый класс Triangle, который наследуется от абстрактного класса GeometricObject. 1. Напишите тестовую программу, которая запрашивает у пользователя ввод трёх сторон треугольника, цвета и логического значения для указания заливки. 2. Программа должна создать объект типа Triangle с этими сторонами и задать свойства color и filled, используя введенные пользователем данные. 3. Программа должна отображать площадь, периметр, цвет и значение true или false для указания заливки. 4. Реализуйте в классе GeometricObject интерфейс Comparable и определите статический метод max() в классе GeometricObject для поиска наибольшего из двух объектов типа GeometricObject. 5. Проверьте тестовой программой работу метода max() для поиска наибольшего из двух кругов и наибольшего из двух прямоугольников. 6. Вернитесь к классу с именем ComparableCircle, который наследуется от Circle и реализует Comparable. Напишите тестовую программу, чтобы найти наибольший из двух экземпляров класса ComparableCircle и наибольший между кругом и прямоугольником, используя метод compareTo().

Задача 4: 1. Создайте интерфейс с именем Colorable с помощью метода howToColor() типа void. Каждый класс раскрашиваемого объекта должен реализовывать интерфейс Colorable. 2. Спроектируйте класс Square, который наследуется от GeometricObject и реализует Colorable. Реализуйте метод howToColor() для отображения сообщения: Раскрасьте все четыре стороны. 3. Класс Square содержит поле данных side с getter- и setterметодами, а также конструктор для создания Square с указанной стороной. У класса Square есть скрытое поле данных типа double с именем side и getter- и setter-методами. У него есть безаргументный конструктор, который создает объект типа Square со стороной, равной 0, и еще один конструктор, который создает объект типа Square с указанной стороной. 4. Напишите тестовую программу, которая создает массив из пяти объектов типа GeometricObjects. Для каждого объекта в массиве отобразите его площадь и вызовите метод howToColor(), если его можно раскрасить.

**Ход выполнения работы**

**Программный код**

Листинг 7.1 — Реализация класса Circle в Circle.java.

public class Circle extends GeometricObject implements Colorable{

    private double radius;

*/\*\* Создает по умолчанию заданный круг \*/*

    public Circle() {

    }

*/\*\* Создает круг с указанным радиусом \*/*

    public Circle(double *radius*) {

        this.radius = *radius*;

    }

*/\*\* Создает круг с указанным радиусом, цветом и заливкой \*/*

    public Circle(double *radius*, String *color*, boolean *filled*) {

        this.radius = *radius*;

        setColor(*color*);

        setFilled(*filled*);

    }

*/\*\* Возвращает радиус \*/*

    public double getRadius() {

        return radius;

    }

*/\*\* Присваивает новый радиус \*/*

    public void setRadius(double *radius*) {

        this.radius = *radius*;

    }

*/\*\* Возвращает площадь \*/*

    public double getArea() {

        return radius \* radius \* Math.PI;

    }

*/\*\* Возвращает диаметр \*/*

    public double getDiameter() {

        return 2 \* radius;

    }

*/\*\* Возвращает периметр \*/*

    public double getPerimeter() {

        return 2 \* radius \* Math.PI;

    }

*/\*\* Отображает информацию о круге \*/*

    public void printCircle() {

        System.out.println("Круг создан " + getDateCreated() +

                " и радиус равен " + radius);

    }

    @Override

    public void howToColor(){

        System.out.println("Раскрасьте круг");

    }

}

Листинг 7.2 — Реализация класса ComparableCircle в ComparableCircle.java.

public class ComparableCircle extends Circle implements Comparable<GeometricObject> {

    public ComparableCircle(double *radius*) {

        super(*radius*);

    }

    @Override

    public int compareTo(GeometricObject *o*) {

        return Double.compare(this.getArea(), *o*.getArea());

    }

}

Листинг 7.3 — Реализация класса GeometricObject в GeometricObject.java.

public abstract class GeometricObject implements Comparable<GeometricObject>{

    private String color = "белый";

    private boolean filled;

    private java.util.Date dateCreated;

*/\*\* Создает по умолчанию заданный геометрический объект \*/*

    public GeometricObject() {

        dateCreated = new java.util.Date();

    }

*/\*\* Создает геометрический объект с указанным цветом и заливкой \*/*

    public GeometricObject(String *color*, boolean *filled*) {

        dateCreated = new java.util.Date();

        this.color = *color*;

        this.filled = *filled*;

    }

*/\*\* Возвращает цвет \*/*

    public String getColor() {

        return color;

    }

*/\*\* Присваивает новый цвет \*/*

    public void setColor(String *color*) {

        this.color = *color*;

    }

*/\*\* Возвращает заливку. Поскольку filled типа boolean,*

*\*  getter-метод называется isFilled \*/*

    public boolean isFilled() {

        return filled;

    }

*/\*\* Присваивает новую заливку \*/*

    public void setFilled(boolean *filled*) {

        this.filled = *filled*;

    }

*/\*\* Получает dateCreated \*/*

    public java.util.Date getDateCreated() {

        return dateCreated;

    }

    public abstract double getArea();

    @Override

    public int compareTo(GeometricObject *o*) {

        return Double.compare(this.getArea(), *o*.getArea());

    }

    public static GeometricObject max(GeometricObject *o1*, GeometricObject *o2*) {

        return *o1*.compareTo(*o2*) > 0 ? *o1* : *o2*;

    }

*/\*\* Возвращает строковое представление этого объекта \*/*

    public String toString() {

        return "создан " + dateCreated + ",\nцвет: " + color +

                ", заливка: " + filled;

    }

}

Листинг 7.4 — Реализация класса IllegalTriangleException в IllegalTriangleException.java.

public class IllegalTriangleException extends Exception {

    public IllegalTriangleException(String *message*) {

        super(*message*);

    }

}

Листинг 7.5 — Реализация класса Rectangle в Rectangle.java.

public class Rectangle extends GeometricObject {

    private double width;

    private double height;

*/\*\* Создает по умолчанию заданный прямоугольник \*/*

    public Rectangle() {

    }

*/\*\* Создает прямоугольник с указанной шириной и высотой \*/*

    public Rectangle(double *width*, double *height*) {

        this.width = *width*;

        this.height = *height*;

    }

*/\*\* Создает прямоугольник с указанной шириной, высотой, цветом и заливкой \*/*

    public Rectangle(double *width*, double *height*, String *color*, boolean *filled*) {

        this.width = *width*;

        this.height = *height*;

        setColor(*color*);

        setFilled(*filled*);

    }

*/\*\* Возвращает ширину \*/*

    public double getWidth() {

        return width;

    }

*/\*\* Присваивает новую ширину \*/*

    public void setWidth(double *width*) {

        this.width = *width*;

    }

*/\*\* Возвращает высоту \*/*

    public double getHeight() {

        return height;

    }

*/\*\* Присваивает новую высоту \*/*

    public void setHeight(double *height*) {

        this.height = *height*;

    }

*/\*\* Возвращает площадь \*/*

    public double getArea() {

        return width \* height;

    }

*/\*\* Возвращает периметр \*/*

    public double getPerimeter() {

        return 2 \* (width + height);

    }

}

Листинг 7.6 — Реализация класса Square в Square.java.

public class Square extends GeometricObject implements Colorable {

    private double side;

    public Square() {

        this.side = 0;

    }

    public Square(double *side*) {

        this.side = *side*;

    }

    public double getSide() {

        return side;

    }

    public void setSide(double *side*) {

        this.side = *side*;

    }

    @Override

    public double getArea() {

        return side \* side;

    }

    public double getPerimeter() {

        return 4 \* side;

    }

    @Override

    public void howToColor() {

        System.out.println("Раскрасьте все четыре стороны.");

    }

}

Листинг 7.6 — Реализация класса Triangle в Triangle.java.

import java.awt.\*;

public class Triangle extends GeometricObject implements Colorable {

    private double side1 = 1.0;

    private double side2 = 1.0;

    private double side3 = 1.0;

    public Triangle() {

    }

    public Triangle(double *side1*, double *side2*, double *side3*) throws IllegalTriangleException {

        this.side1 = *side1*;

        this.side2 = *side2*;

        this.side3 = *side3*;

        if (*side1* + *side2* <= *side3* || *side1* + *side3* <= *side2* || *side2* + *side3* <= *side1*) {

            throw new IllegalTriangleException("Стороны " + *side1* + ", " + *side2* + ", и " + *side3* +" не образуют треугольник.");

        }

    }

    public double getSide1() {

        return side1;

    }

    public double getSide2() {

        return side2;

    }

    public double getSide3() {

        return side3;

    }

    @Override

    public double getArea() {

        double s = getPerimeter() / 2;

        return Math.sqrt(s \* (s - side1) \* (s - side2) \* (s - side3));

    }

    public double getPerimeter() {

        return side1 + side2 + side3;

    }

    @Override

    public String toString() {

        return "Треугольник: сторона1 = " + side1 + ", сторона2 = " + side2 + ", сторона3 = " + side3;

    }

    @Override

    public void howToColor(){

        System.out.println("Раскрасьте 3 стороны");

    }

}

Листинг 7.7 — Реализация класса TestCircleRectangle в TestCircleRectangle.java.

import java.util.Scanner;

public class TestCircleRectangle {

    public static void main(String[] *args*) {

        Scanner input = new Scanner(System.in);

        Circle circle = new Circle(1);

        System.out.println("Круг " + circle.toString());

        System.out.println("Радиус равен " + circle.getRadius());

        System.out.println("Площадь равна " + circle.getArea());

        System.out.println("Диаметр равен " + circle.getDiameter());

        Rectangle rectangle = new Rectangle(2, 4);

        System.out.println("\nПрямоугольник " + rectangle.toString());

        System.out.println("Площадь равна " + rectangle.getArea());

        System.out.println("Периметр равен " +

                rectangle.getPerimeter());

    try{

        System.out.print("Введите первую сторону треугольника: ");

        double side1 = input.nextDouble();

        System.out.print("Введите вторую сторону треугольника: ");

        double side2 = input.nextDouble();

        System.out.print("Введите третью сторону треугольника: ");

        double side3 = input.nextDouble();

        System.out.print("Введите цвет треугольника: ");

        String color = input.next();

        System.out.print("Заполнен ли треугольник? (true / false): ");

        boolean filled = input.nextBoolean();

        Triangle triangle = new Triangle(side1, side2, side3);

        triangle.setColor(color);

        triangle.setFilled(filled);

        System.out.println("\n" + triangle.toString());

        System.out.println("Площадь равна " + triangle.getArea());

        System.out.println("Периметр равен " + triangle.getPerimeter());

        System.out.println("Цвет: " + triangle.getColor());

        System.out.println("Заполнен: " + triangle.isFilled());

    }

    catch(IllegalTriangleException *e*){

        System.out.println(e.getMessage());

    }

    }

}

Листинг 7.8 — Реализация класса TestCircleRectangle1 в TestCircleRectangle1.java.

import java.util.Scanner;

public class TestCircleRectangle1 {

public static void main(String[] args) {

Scanner input = new Scanner(System.in);

try {

System.out.print("Введите первую сторону треугольника: ");

double side1 = input.nextDouble();

System.out.print("Введите вторую сторону треугольника: ");

double side2 = input.nextDouble();

System.out.print("Введите третью сторону треугольника: ");

double side3 = input.nextDouble();

System.out.print("Введите цвет треугольника: ");

String color = input.next();

System.out.print("Заполнен ли треугольник? (true/false): ");

boolean filled = input.nextBoolean();

Triangle triangle = new Triangle(side1, side2, side3);

triangle.setColor(color);

triangle.setFilled(filled);

System.out.println("\n" + triangle.toString());

System.out.println("Площадь: " + triangle.getArea());

System.out.println("Периметр: " + triangle.getPerimeter());

System.out.println("Цвет: " + triangle.getColor());

System.out.println("Заполнен: " + triangle.isFilled());

Circle circle1 = new Circle(3);

circle1.setColor("red");

Circle circle2 = new Circle(4);

circle2.setColor("blue");

System.out.println("\nБольший из двух кругов: " + GeometricObject.max(circle1, circle2).toString());

Rectangle rectangle1 = new Rectangle(5, 14);

rectangle1.setColor("red");

Rectangle rectangle2 = new Rectangle(4, 15);

rectangle2.setColor("blue");

System.out.println("Больший из двух прямоугольников: " + GeometricObject.max(rectangle1, rectangle2).toString());

ComparableCircle compCircle1 = new ComparableCircle(6);

ComparableCircle compCircle2 = new ComparableCircle(7);

System.out.println("Сравнение двух кругов:");

if (circle1.compareTo(compCircle1) > 0) {

System.out.println("circle1 больше circle2");

} else if (circle1.compareTo(compCircle2) < 0) {

System.out.println("circle2 больше circle1");

} else {

System.out.println("Оба круга равны по площади");

}

// Сравниваем круг и прямоугольник, используя метод max для GeometricObject

System.out.println("\nСравнение круга и прямоугольника:");

if (circle1.compareTo(rectangle1) > 0) {

System.out.println("Круг больше прямоугольника");

} else {

System.out.println("Прямоугольник больше круга");

}

} catch (IllegalTriangleException e) {

System.out.println("Ошибка: " + e.getMessage());

}

}

}

Листинг 7.9 — Реализация класса TestCircleRectangle2 в TestCircleRectangle2.java.

import java.util.Scanner;

public class TestCircleRectangle2 {

    public static void main(String[] *args*) {

        Scanner input = new Scanner(System.in);

        GeometricObject[] objects = new GeometricObject[5];

        objects[0] = new Square(4);

        objects[1] = new Circle(3);

        objects[2] = new Rectangle(2, 5);

        objects[3] = new Square(7);

        objects[4] = new Circle(9);

        int i = 1;

        for (GeometricObject obj : objects) {

            System.out.println("Объект номер: " + i);

            System.out.println("Площадь объекта: " + obj.getArea());

            if (obj instanceof Colorable) {

                ((Colorable) obj).howToColor();

            }

            System.out.println();

            i++;

        }

    }

}

Листинг 7.10 — Реализация интерфейса Colorable в Colorable.java.

public interface Colorable {

void howToColor();

}

**Результат работы программы**
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Рисунок 7.1 Результат работы №1.
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Рисунок 7.2 Результат работы №2.
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Рисунок 7.3 Результат работы №3.

**Вывод**

Был реализован треугольник, прямоугольник, круг. Также была реализована проверка на то, закрашена ли фигура и метод сравнения разных фигур по одному признаку.
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**Теоретическое введение**

В Java API существует множество предопределенных ĸлассов исĸлючений. Исĸлючения – это объеĸты, а объеĸты определяются с помощью ĸлассов. Корневым ĸлассом для исĸлючений является java.lang.Throwable . Классы исĸлючений можно разделить на три основных типа: системные ошибĸи, исĸлючения и ошибĸи во время выполнения. В Java можно определить пользовательсĸий ĸласс исĸлючений, породив его от ĸласса java.lang.Exception

Системные ошибĸи представлены в ĸлассе Error, их выбрасывает JVM. Класс Error описывает внутренние ошибĸи системы, хотя таĸие ошибĸи и происходят очень редĸо. Если все-таĸи они происходят, то мало что можно сделать, ĸроме уведомления пользователя и попытĸи завершить программу.

Исĸлючения представлены в ĸлассе Exception, ĸоторый описывает ошибĸи, вызванные самой программой и внешними обстоятельствами. Эти ошибĸи можно обнаружить и обработать с помощью программы.

Ошибĸи во время выполнения представлены в ĸлассе RuntimeException, ĸоторый описывает ошибĸи программирования, таĸие ĸаĸ неправильное приведение типов, доступ ĸ массиву вне его границ и числовые ошибĸи.

RuntimeException , Error и их подĸлассы называются непроверяемыми (unchecked) исĸлючениями. Все остальные исĸлючения называются проверяемыми (checked) исĸлючениями, то есть ĸомпилятор заставляет программиста проверять и обрабатывать их в блоĸе try-catch или объявлять в заголовĸе метода.

**Постановка задачи**

Задача 1: С помощью двух массивов напишите программу, ĸоторая предложит пользователю ввести целое число от 1 до 12, а затем отобразит месяц и ĸоличество дней, соответствующие этому целому числу. Если пользователь вводит недопустимое число, то программа должна отображать Недопустимое число с помощью перехвата ArrayIndexOutOfBoundsException . Программа должна быть реализована таĸим образом, чтобы предотвратить ввод пользователем любого числа, ĸроме целого.

Задача 2: Измените в программе TestLoanClass ĸласс Loan таĸим образом, чтобы выбросить IllegalArgumentException , если годовая процентная ставĸа, сроĸ или сумма ĸредита меньше или равны нулю.

Задача 3: Дополните ĸод 1 задания данной праĸтичесĸой работы таĸим образом, чтобы при выборе февраля была возможность записать год. Добавьте в программу метод для расчета является ли год висоĸосным и измените вывод для ĸоличества дней в феврале.

**Ход выполнения работы**

Реализуем программу-календарь, а также изменим программу так, чтобы при вводе неправильных значений нам выдавалась ошибка.

**Программный код**

Листинг 8.1 — Реализация программа-календаря в классе Main1 в Main1.java.

import java.util.InputMismatchException;

import java.util.Scanner;

public class Main1 {

    public static void main(String[] *args*) {

        String[] months = {"январь", "февраль", "март", "апрель", "май", "июнь", "июль", "август", "сентябрь", "октябрь", "ноябрь", "декабрь"};

        int[] dom = {31, 28, 31, 30, 31, 30, 31, 31, 30, 31, 30, 31};

        Scanner scanner = new Scanner(System.in);

        try {

            System.out.print("Введите целое число от 1 до 12: ");

            int month = scanner.nextInt();

            System.out.println("Месяц: " + months[month - 1]);

            System.out.println("Количество дней: " + dom[month - 1]);

        } catch (ArrayIndexOutOfBoundsException *e*) {

            System.out.println("Недопустимое число. Введите число от 1 до 12.");

        } catch (InputMismatchException *e*) {

            System.out.println("Ошибка ввода. Введите целое число.");

        } finally {

            scanner.close();

        }

    }

}

Листинг 8.2 —Изменения в классе Loan в Loan.java.

public class Loan {

    private double annualInterestRate;

    private int numberOfYears;

    private double loanAmount;

    private java.util.Date loanDate;

    public Loan() {

        this(2.5, 1, 1000);

    }

*/\*\* Создает кредит с указанными: годовой процентной ставкой,*

*\* количеством лет и суммой кредита*

*\*/*

    public Loan(double *annualInterestRate*, int *numberOfYears*, double *loanAmount*) {

        if (*annualInterestRate* <= 0) {

            throw new IllegalArgumentException("Процентная ставка должна быть больше 0");

        }

        if (*numberOfYears* <= 0) {

            throw new IllegalArgumentException("Количество лет должно быть больше 0");

        }

        if (*loanAmount* <= 0) {

            throw new IllegalArgumentException("Сумма кредита должна быть больше 0");

        }

        this.annualInterestRate = *annualInterestRate*;

        this.numberOfYears = *numberOfYears*;

        this.loanAmount = *loanAmount*;

        loanDate = new java.util.Date();

    }

*/\*\* Возвращает годовую процентую ставку \*/*

    public double getAnnualInterestRate() {

        return annualInterestRate;

    }

*/\*\* Присваивает новую годовую процентую ставку \*/*

    public void setAnnualInterestRate(double *annualInterestRate*) {

        this.annualInterestRate = *annualInterestRate*;

    }

*/\*\* Возвращает количество лет \*/*

    public int getNumberOfYears() {

        return numberOfYears;

    }

*/\*\* Присваивает новое количество лет \*/*

    public void setNumberOfYears(int *numberOfYears*) {

        this.numberOfYears = *numberOfYears*;

    }

*/\*\* Возвращает сумму кредита \*/*

    public double getLoanAmount() {

        return loanAmount;

    }

*/\*\* Присваивает новую сумму кредита \*/*

    public void setLoanAmount(double *loanAmount*) {

        this.loanAmount = *loanAmount*;

    }

*/\*\* Вычисляет и возвращает ежемесячный платеж по кредиту \*/*

    public double getMonthlyPayment() {

        double monthlyInterestRate = annualInterestRate / 1200;

        double monthlyPayment = loanAmount \* monthlyInterestRate /

                (1 - (1 / Math.pow(1 + monthlyInterestRate, numberOfYears \* 12)));

        return monthlyPayment;

    }

*/\*\* Вычисляет и возвращает общую стоимость кредита \*/*

    public double getTotalPayment() {

        double totalPayment = getMonthlyPayment() \* numberOfYears \* 12;

        return totalPayment;

    }

*/\*\* Возвращает дату взятия кредита \*/*

    public java.util.Date getLoanDate() {

        return loanDate;

    }

}

Листинг 8.3 —Изменение программы-календаря в Main в Main.java.

import java.util.InputMismatchException;

import java.util.Scanner;

public class Main {

    static boolean isLeapYear(int *year*) {

        return (*year* % 4 == 0 && *year* % 100 != 0) || (*year* % 400 == 0);

    }

    public static void main(String[] *args*) {

        String[] months = {"январь", "февраль", "март", "апрель", "май", "июнь", "июль", "август", "сентябрь", "октябрь", "ноябрь", "декабрь"};

        int[] dom = {31, 28, 31, 30, 31, 30, 31, 31, 30, 31, 30, 31};

        Scanner scanner = new Scanner(System.in);

        try {

            System.out.print("Введите целое число от 1 до 12: ");

            int month = scanner.nextInt();

            if (month == 2) {

                System.out.print("Введите год: ");

                int year = scanner.nextInt();

                if (isLeapYear(year)) {

                    dom[1] = 29;

                }

            }

            System.out.println("Месяц: " + months[month - 1]);

            System.out.println("Количество дней: " + dom[month - 1]);

        } catch (ArrayIndexOutOfBoundsException *e*) {

            System.out.println("Недопустимое число. Введите число от 1 до 12.");

        } catch (InputMismatchException *e*) {

            System.out.println("Ошибка ввода. Введите целое число.");

        } finally {

            scanner.close();

        }

    }

}

**Результат работы программы**
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Рисунок 8.1 Результат работы №1.
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Рисунок 8.2 Результат работы №2.
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Рисунок 8.3 Результат работы №3.

**Вывод**

Был реализован календарь, определяющий, високосный ли год сейчас, и выводящий колличество дней в заданном месяце. Также был изменён класс Loan, для того чтобы он реализовывал проверку входных данных.

# ПРАКТИЧЕСКАЯ РАБОТА 9

**Теоретическое введение**

Дженериĸи (generics – в пер. с англ. «обобщения») позволяют обнаруживать ошибĸи уже во время ĸомпиляции программы, а не во время ее выполнения. Дженериĸи позволяют параметризовать типы, т.е. сделать типы зависимыми от параметров. С помощью этой возможности можно определить ĸласс или метод с обобщенными типами, ĸоторые ĸомпилятор может заменить на ĸонĸретные. Например, Java определяет обобщенный ĸласс ArrayList для хранения элементов обобщенного типа. Из этого обобщенного ĸласса можно создать объеĸт типа ArrayList для хранения строĸ и объеĸт типа ArrayList для хранения чисел. Здесь строĸи и числа являются ĸонĸретными типами, на ĸоторые заменяется обобщенный. Java позволяет определять обобщенные ĸлассы, интерфейсы и методы, начиная с JDK 1.5. Несĸольĸо интерфейсов и ĸлассов в Java API были изменены с помощью дженериĸов. Например, до JDK 1.5 интерфейс java.lang.Comparable был определен, ĸаĸ поĸазано слева, а начиная с JDK 1.5 он был изменен, ĸаĸ поĸазано справа..

**Постановка задачи**

Задача 1: Напишите метод, ĸоторому передается ĸоллеĸция объеĸтов типа ArrayList, а возвращается ĸоллеĸция ArrayList, но уже без дублиĸатов. Необходимо использовать метод contains() интерфейса List. 2. Реализуйте алгоритм линейного поисĸа элемента в массиве. При нахождении элемента необходимо вернуть его позицию в массиве. Если элемент не найден, то вернуть -1. 3. Реализуйте поисĸ наибольшего элемента в массиве с помощью метода compareTo() интерфейса Comparable. Определите ĸласс Circle с полем radius и найдите наибольший элемент в массиве эĸземпляров этого ĸласса. 4. Реализуйте поисĸ наибольшего элемента в двумерном массиве с помощью метода compareTo() интерфейса Comparable.

Задача 2: Измените ĸласс GenericStack таĸим образом, чтобы реализовать его с помощью массива, а не ArrayList. Перед добавлением нового элемента в стеĸ необходимо проверить размер массива. Если массив заполнен, создайте новый массив, ĸоторый удвоит теĸущий размер массива и сĸопирует элементы из теĸущего массива в новый. 2. Класс GenericStack из предыдущего описания реализован с помощью отношения ĸомпозиции. Определите новый ĸласс стеĸа, ĸоторый наследуется от ArrayList. Нарисуйте UML-диаграмму этих ĸлассов, а затем реализуйте новый ĸласс GenericStack. Напишите тестовую программу, ĸоторая запросит у пользователя пять строĸ, а отобразит их в обратном порядĸе.

**Ход выполнения работы**

Реализуем сначала Стек с помощью ArrayList, а далее с помощью массива.

**Программный код**

Листинг 9.1 — Реализация класса GenericStack в GenericStack.java.

public class GenericStack<E> {

    private E[] elements;

    private int size = 0;

    private static final int DEFAULT\_CAPACITY = 10;

    @SuppressWarnings("unchecked")

    public GenericStack() {

        elements = (E[]) new Object[DEFAULT\_CAPACITY];

    }

    public void push(E *value*) {

        if (size == elements.length) {

            expandCapacity();

        }

        elements[size++] = *value*;

    }

    public E pop() {

        if (isEmpty()) {

            throw new IndexOutOfBoundsException("Stack is empty");

        }

        E element = elements[--size];

        elements[size] = null;

        return element;

    }

    public E peek() {

        if (isEmpty()) {

            throw new IndexOutOfBoundsException("Stack is empty");

        }

        return elements[size - 1];

    }

    public boolean isEmpty() {

        return size == 0;

    }

    @SuppressWarnings("unchecked")

    private void expandCapacity() {

        E[] newElements = (E[]) new Object[elements.length \* 2];

        System.arraycopy(elements, 0, newElements, 0, elements.length);

        elements = newElements;

    }

    @Override

    public String toString() {

        StringBuilder sb = new StringBuilder("Stack: ");

        for (int i = 0; i < size; i++) {

            sb.append(elements[i]).append(" ");

        }

        return sb.toString();

    }

}

Листинг 9.2 — Реализация класса GenericStack1 в GenericStack1.java.

import java.util.ArrayList;

public class GenericStack1<E> extends ArrayList<E> {

    public GenericStack1() {

        super();

    }

    public void push(E *value*) {

        add(*value*);

    }

    public E pop() {

        if (isEmpty()) {

            throw new IndexOutOfBoundsException("Stack is empty");

        }

        return remove(size() - 1);

    }

    public E peek() {

        if (isEmpty()) {

            throw new IndexOutOfBoundsException("Stack is empty");

        }

        return get(size() - 1);

    }

}

Листинг 9.3 — Реализация класса StackTest в StackTest.java.

import com.sun.source.tree.CompilationUnitTree;

import java.sql.SQLOutput;

import java.util.Scanner;

public class StackTest {

    public static void main(String[] *args*) {

        Scanner scanner = new Scanner(System.in);

        GenericStack<String> stackWithArray = new GenericStack<>();

        System.out.println("Введите пять строк для стека на основе массива:");

        for (int i = 0; i < 5; i++) {

            System.out.print("Введите строку " + (i + 1) + ": ");

            String input = scanner.nextLine();

            stackWithArray.push(input);

        }

        System.out.println("Содержимое стека на основе массива в обратном порядке:");

        while (!stackWithArray.isEmpty()) {

            System.out.println(stackWithArray.pop());

        }

        GenericStack1<String> stackWithArrayList = new GenericStack1<>();

        System.out.println("\nВведите пять строк для стека на основе ArrayList:");

        for (int i = 0; i < 5; i++) {

            System.out.print("Введите строку " + (i + 1) + ": ");

            String input = scanner.nextLine();

            stackWithArrayList.push(input);

        }

        System.out.println("Содержимое стека на основе ArrayList в обратном порядке:");

        while (!stackWithArrayList.isEmpty()) {

            System.out.println(stackWithArrayList.pop());

        }

        scanner.close();

    }

}

Листинг 9.4 — Реализация класса Task1 в Task1.java.

import java.util.ArrayList;

public class Task1 {

*// 1*

    public static <T> ArrayList<T> removeDuplicates(ArrayList<T> *list*) {

        ArrayList<T> resultList = new ArrayList<>();

        for (T element : *list*) {

            if (!resultList.contains(element)) {

                resultList.add(element);

            }

        }

        return resultList;

    }

*// 2*

    public static <T> int linearSearch(T[] *array*, T *target*) {

        for (int i = 0; i < *array*.length; i++) {

            if (*array*[i].equals(*target*)) {

                return i+1;

            }

        }

        return -1;

    }

*// 3*

    static class Circle implements Comparable<Circle> {

        private double radius;

        public Circle(double *radius*) {

**this**.radius = *radius*;

        }

        public double getRadius() {

            return radius;

        }

        @Override

        public int compareTo(Circle *other*) {

            return Double.compare(**this**.radius, *other*.radius);

        }

        @Override

        public String toString() {

            return "Circle(radius=" + radius + ")";

        }

    }

    public static <T extends Comparable<T>> T findMax(T[] *array*) {

        T max = *array*[0];

        for (T element : *array*) {

            if (element.compareTo(max) > 0) {

                max = element;

            }

        }

        return max;

    }

*// 4*

    public static <T extends Comparable<T>> T findMaxIn2DArray(T[][] *array*) {

        T max = *array*[0][0];

        for (T[] row : *array*) {

            for (T element : row) {

                if (element.compareTo(max) > 0) {

                    max = element;

                }

            }

        }

        return max;

    }

    public static void main(String[] *args*) {

*// 1*

        ArrayList<Integer> numbers = new ArrayList<>();

        numbers.add(1);

        numbers.add(2);

        numbers.add(2);

        numbers.add(3);

        numbers.add(3);

        System.out.println("ArrayList с дубликатами: " + numbers);

        ArrayList<Integer> uniqueNumbers = removeDuplicates(numbers);

        System.out.println("ArrayList без дубликатов: " + uniqueNumbers);

*// 2*

        Integer[] numArray = {1, 2, 3, 4, 5};

        int position = linearSearch(numArray, 3);

        System.out.println("Позиция элемента в массиве: " + position);

*// 3*

        Circle[] circles = {new Circle(1.5), new Circle(2.3), new Circle(2.9)};

        Circle largestCircle = findMax(circles);

        System.out.println("Наибольший круг: " + largestCircle);

*// 4*

        Circle[][] circleMatrix = {

                {new Circle(1.1), new Circle(2.2), new Circle(3.3)},

                {new Circle(0.9), new Circle(4.4), new Circle(2.5)}

        };

        Circle largestCircleInMatrix = findMaxIn2DArray(circleMatrix);

        System.out.println("Наибольший круг в двумерном массиве: " + largestCircleInMatrix);

    }

}

**Результат работы программы**
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Рисунок 9.1 Результат работы №1.

**![](data:image/png;base64,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)**

Рисунок 9.2 Результат работы №2.

**Вывод**

Был реализован стек при помощи двух контейнеров: ArrayList и массив.
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**Теоретическое введение**

Напомним, что стеĸ — это струĸтура данных, ĸоторая содержит данные по принципу «последним пришел — первым обслужен». У стеĸа есть множество применений. Например, ĸомпилятор использует стеĸ для обработĸи вызовов методов. При вызове метода его параметры и лоĸальные переменные помещаются в стеĸ (операция «push»). Когда этот метод вызывает другой метод, параметры и лоĸальные переменные уже нового метода таĸже помещаются в стеĸ. Когда новый метод завершает свою работу и возвращается ĸ вызвавшей его стороне, связанное с ним пространство освобождается из стеĸа (операция «pop»). Для моделирования стеĸов можно определить ĸласс. Предположим, что стеĸ в ĸачестве данных содержит объеĸты. Для реализации стеĸа объеĸтов можно использовать ĸласс ArrayList.

Чтобы определить пользовательсĸий ĸласс, ĸоторый реализует интерфейс Cloneable, этот ĸласс должен переопределить метод clone() в ĸлассе Object. В следующем ĸоде определяется ĸласс House, ĸоторый реализует интерфейсы Cloneable и Comparable.

Ключевое слово native уĸазывает, что этот метод написан не на языĸе Java, а реализован в JVM для собственной платформы. Ключевое слово protected ограничивает доступ ĸ методу в том же паĸете или подĸлассе. По этой причине ĸласс House должен переопределить этот метод и изменить модифиĸатор доступа на public, чтобы этот метод можно было использовать в любом паĸете. Посĸольĸу метод clone(), реализованный для собственной платформы в ĸлассе Object, выполняет задачу ĸлонирования объеĸтов, метод clone() в ĸлассе House просто вызывает super.clone(). Метод clone(), определенный в ĸлассе Object, выбрасывает исĸлючение CloneNotSupportedException, если объеĸт не типа Cloneable. Посĸольĸу мы перехватываем это исĸлючение внутри метода, нет необходимости объявлять его в заголовĸе метода clone().

Java предоставляет собственный метод, ĸоторый делает поверхностную ĸопию для ĸлонирования объеĸта. Посĸольĸу метод в интерфейсе является абстраĸтным, этот собственный метод не может быть реализован в интерфейсе. Поэтому для языĸа Java было решено определить и реализовать собственный метод clone() в ĸлассе Object.

**Постановка задачи**

Задача 1: Определить ĸласс MyStack. Убедитесь что ĸласс MyStack реализован с помощью ĸомпозиции. Определите новый ĸласс MyStack, ĸоторый наследуется от ĸласса ArrayList. Нарисуйте UML-диаграмму этих двух ĸлассов, а затем реализуйте ĸласс MyStack. Напишите ĸлиент ĸласса MyStack — программу, ĸоторая запрашивает у пользователя пять строĸ и отображает их в обратном порядĸе. 3. Перепишите ĸласс MyStack для выполнения глубоĸой ĸопии поля списĸа.

**Ход выполнения работы**

Реализуем сначала Стек и его глубокое копирование.

**Программный код**

Листинг 10.1 — Реализация класса MyStack в MyStack.java.

import java.util.ArrayList;

public class MyStack {

    private ArrayList<Object> list = new ArrayList<>();

    public boolean isEmpty() {

        return list.isEmpty();

    }

    public int getSize() {

        return list.size();

    }

    public Object peek() {

        if (isEmpty()) {

            throw new IllegalStateException("Stack is empty");

        }

        return list.get(list.size() - 1);

    }

    public Object pop() {

        if (isEmpty()) {

            throw new IllegalStateException("Stack is empty");

        }

        return list.remove(list.size() - 1);

    }

    public void push(Object *o*) {

        list.add(*o*);

    }

    @Override

    public String toString() {

        return "Stack: " + list.toString();

    }

}

Листинг 10.2 — Реализация класса MyStack1 в MyStack1.java.

import java.util.ArrayList;

public class MyStack1 extends ArrayList<Object>{

    public boolean isEmpty() {

        return super.isEmpty();

    }

    public int getSize() {

        return super.size();

    }

    public Object peek() {

        if (isEmpty()) {

            throw new IllegalStateException("Stack is empty");

        }

        return super.get(super.size() - 1);

    }

    public Object pop() {

        if (isEmpty()) {

            throw new IllegalStateException("Stack is empty");

        }

        return super.remove(super.size() - 1);

    }

    public void push(Object *o*) {

        super.add(*o*);

    }

    @Override

    public String toString() {

        return "Stack: " + super.toString();

    }

}

Листинг 10.3 — Реализация класса MyStackCopy в MyStackCopy.java.

import java.util.ArrayList;

public class MyStackCopy {

    private ArrayList<Object> list = new ArrayList<>();

*// Проверка, пуст ли стек*

    public boolean isEmpty() {

        return list.isEmpty();

    }

*// Получение размера стека*

    public int getSize() {

        return list.size();

    }

*// Получение верхнего элемента без удаления*

    public Object peek() {

        if (isEmpty()) {

            throw new IllegalStateException("Stack is empty");

        }

        return list.get(list.size() - 1);

    }

*// Удаление и возвращение верхнего элемента*

    public Object pop() {

        if (isEmpty()) {

            throw new IllegalStateException("Stack is empty");

        }

        return list.remove(list.size() - 1);

    }

*// Добавление элемента в стек*

    public void push(Object *o*) {

        list.add(*o*);

    }

    @Override

    public String toString() {

        return "Stack: " + list.toString();

    }

*// Глубокая копия стека*

    @Override

    public MyStack clone() {

        MyStack clonedStack = new MyStack();

        for (Object item : **this**.list) {

            clonedStack.push(item);

        }

        return clonedStack;

    }

}

Листинг 10.4 — Реализация класса MyStackTest в MyStackTest.java.

import java.util.Scanner;

public class MyStackTest {

    public static void main(String[] *args*) {

        Scanner scanner = new Scanner(System.in);

        MyStack1 stack = new MyStack1();

        System.out.println("Введите пять строк для добавления в стек:");

        for (int i = 0; i < 5; i++) {

            System.out.print("Строка " + (i + 1) + ": ");

            String input = scanner.nextLine();

            stack.push(input);

        }

        System.out.println("\nВывод строк в обратном порядке:");

        while (!stack.isEmpty()) {

            System.out.println(stack.pop());

        }

        scanner.close();

    }

}

**Результат работы программы**
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Рисунок 10.1 Результат работы.

**Вывод**

Был реализован стек и его копирование.

# ПРАКТИЧЕСКАЯ РАБОТА 11

**Теоретическое введение**

Очереди обычно, но не обязательно, упорядочивают элементы по принципу FIFO (первым пришёл — первым ушёл). Исключением являются очереди с приоритетом, которые упорядочивают элементы в соответствии с заданным компаратором или естественным порядком элементов. Независимо от используемого порядка, первым элементом очереди является тот элемент, который будет удалён вызовом remove() или poll(). В очереди FIFO («первый пришел – первый ушел») все новые элементы добавляются в конец очереди. В других типах очередей могут использоваться другие правила размещения.

**Постановка задачи**

Задача 1: Реализуйте стек (LIFO — «последний пришел – первый ушел»), используя не более двух очередей (FIFO — «первый пришел – первый ушел») и только стандартные методы очереди add/offer, peek, poll, size, isEmpty. Для проектирования используйте отношение композиция. В реализованном стеке должны поддерживаться методы push, top, pop, empty и метод, возвращающий строковое представление всех элементов стека. Методы класса StackOnQueue: • void push(int x) Помещает элемент x на вершину стека. • int pop() Удаляет элемент на вершине стека и возвращает его. • int top() Возвращает элемент на вершине стека. • boolean empty() Возвращает true, если стек пуст, в ином случае false.

Задача 2: Создайте новый тестовый класс. Для проверки работы созданного стека создайте в тестовом классе новый экземпляр класса StackOnQueue, добавьте в этот стек два значения, выведите объект, находящийся на вершине стека (без удаления), выведите объект, находящийся на вершине стека и удалите его, проверьте стек на пустоту и выведите информацию о всех элементах стека.

**Ход выполнения работы**

Реализуем стек на двух очередях и напишем тестовый класс для проверки стека.

**Программный код**

Листинг 11.1 — Реализация класса Stack в Stack.java.

import java.util.LinkedList;

import java.util.Queue;

public class Stack {

private Queue<Integer> queue1;

private Queue<Integer> queue2;

public Stack() {

queue1 = new LinkedList<>();

queue2 = new LinkedList<>();

}

public void push(int x) {

queue2.add(x);

while (!queue1.isEmpty()) {

queue2.add(queue1.poll());

}

Queue<Integer> temp = new LinkedList<>();

queue1 = queue2;

queue2 = temp;

}

public int pop() {

if (queue1.isEmpty()) {

throw new IllegalStateException("Stack is empty");

}

return queue1.poll();

}

public int top() {

if (queue1.isEmpty()) {

throw new IllegalStateException("Stack is empty");

}

return queue1.peek();

}

public boolean empty() {

return queue1.isEmpty();

}

@Override

public String toString() {

return queue1.toString();

}

}

Листинг 11.2 — Реализация класса Test в Test.java.

public class Test {

    public static void main(String[] *args*) {

        Stack stack = new Stack();

        stack.push(10);

        stack.push(20);

        System.out.println("Элемент на верхушке: " + stack.top());

        stack.pop();

        System.out.println("Пустой? " + stack.empty());

        System.out.println("Элементы: " + stack.toString());

    }

}

**Результат работы программы**
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Рисунок 11.1 Результат работы.

**Вывод**

Был реализован стек, используя только 2.

# ПРАКТИЧЕСКАЯ РАБОТА 12

**Теоретическое введение**

Паттерны проектирования — это повторяющиеся решения типичных задач проектирования программного обеспечения. Они помогают сделать код более гибким, поддерживаемым и повторно используемым. Порождающие паттерны проектирования играют важную роль в управлении процессом создания объектов, предоставляя гибкие способы инкапсуляции создания объектов и обеспечения их корректного использования. Порождающие паттерны (Creational Patterns) — это группа паттернов проектирования, которые фокусируются на процессе создания объектов. Они помогают абстрагировать или скрыть сложность создания объектов, обеспечивая гибкость и независимость системы от конкретных классов объектов.

Основные задачи порождающих паттернов: 1. Инкапсуляция создания объектов: отделение логики создания объекта от его использования. 2. Управление сложностью: упрощение создания сложных объектов. 3. Поддержка гибкости: предоставление возможности изменения способа создания объектов без модификации кода, использующего эти объекты.

Основные порождающие паттерны

Singleton (Одиночка)

Factory Method (Фабричный метод)

Abstract Factory (Абстрактная фабрика)

Builder (Строитель)

Prototype (Прототип)

**Постановка задачи**

В данной практической работе представлено 5 вариантов заданий. Выбор варианта осуществляется в соответствии с порядковым номером студента в списке. Если порядковый номер студента равен 1, выполняется задание варианта №1; если порядковый номер равен 5 — выполняется вариант №5. В случае, если порядковый номер превышает количество вариантов (например, 6 или более), задание выбирается циклически, начиная с варианта №1..

Вариант задания 2: Разработать систему доставки еды. Необходимо реализовать абстрактный класс DeliveryService с методом createOrder(). Каждый подкласс будет представлять конкретный способ доставки (например, PizzaDelivery, GroceryDelivery). Реализовать абстрактный метод createOrder(). Создать два подкласса для разных типов доставки. Продемонстрировать работу фабрики, создавая заказы через соответствующие сервисы. Пример функционала: Класс DeliveryService с методом createOrder(). Классы PizzaDelivery и GroceryDelivery, которые создают заказы соответствующих типов. Метод deliver() для вывода информации о доставке.

**Ход выполнения работы**

Реализуем Factory Method.

**Программный код**

Листинг 12.1 — Реализация класса DeliveryService в DeliveryService.java.

abstract class DeliveryService {

    public abstract Order createOrder();

    public void deliver() {

        Order order = createOrder();

        System.out.println("Delivering: " + order.getDescription());

    }

}

Листинг 12.2 — Реализация класса GroceryDelivery в GroceryDelivery.java.

public class GroceryDelivery extends DeliveryService{

    @Override

    public Order createOrder() {

        return new GroceryOrder();

    }

}

Листинг 12.3 — Реализация класса GroceryOrder в GroceryOrder.java.

public class GroceryOrder extends Order{

    @Override

    public String getDescription() {

        return "Grocery order. Time:" + java.time.LocalDateTime.now();

    }

}

Листинг 12.4 — Реализация класса Order в Order.java.

abstract class Order {

    public abstract String getDescription();

}

Листинг 12.5 — Реализация класса PizzaDelivery в PizzaDelivery.java.

public class PizzaDelivery extends DeliveryService{

    @Override

    public Order createOrder() {

        return new PizzaOrder();

    }

}

Листинг 12.6 — Реализация класса PizzaOrder в PizzaOrder.java.

public class PizzaOrder extends Order{

    @Override

    public String getDescription() {

        return "Pizza order. Time: " + java.time.LocalDateTime.now();

    }

}

Листинг 12.7 — Реализация класса Test в Test.java.

public class Test {

    public static void main(String[] *args*) {

        DeliveryService pizzaService = new PizzaDelivery();

        DeliveryService groceryService = new GroceryDelivery();

        pizzaService.deliver();

        groceryService.deliver();

    }

}

**Результат работы программы**
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Рисунок 12.1 Результат работы.

**Вывод**

Был реализован Factory Method.
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**Теоретическое введение**

Паттерны проектирования — это повторяющиеся решения типичных задач проектирования программного обеспечения. Они помогают сделать код более гибким, поддерживаемым и повторно используемым. Порождающие паттерны проектирования играют важную роль в управлении процессом создания объектов, предоставляя гибкие способы инкапсуляции создания объектов и обеспечения их корректного использования. Структурные паттерны (Structural Patterns) — это группа паттернов проектирования, которые фокусируются на способах организации классов и объектов в более крупные структуры. Они обеспечивают гибкость и удобство взаимодействия между компонентами системы, способствуя уменьшению связности и упрощению поддержки кода. Эти паттерны позволяют строить сложные структуры, сохраняя при этом простоту и читаемость кода.

Основные задачи структурных паттернов: 1. Упрощение архитектуры: Структурные паттерны позволяют объединять объекты и классы так, чтобы они работали как единое целое, сохраняя при этом чёткое разделение обязанностей. 2. Повышение гибкости системы: благодаря абстрагированию взаимодействия между компонентами системы можно изменять её структуру без затрагивания остального кода. 3. Улучшение повторного использования: Компоненты можно комбинировать и использовать повторно в различных частях приложения.

Основные структурные паттерны

Adapter (Адаптер)

Composite (Компоновщик)

Decorator (Декоратор)

Facade (Фасад)

Flyweight (Приспособленец)

Proxy (Заместитель)

**Постановка задачи**

В данной практической работе представлено 7 вариантов заданий. Выбор варианта осуществляется в соответствии с порядковым номером студента в списке. Если порядковый номер студента равен 1, выполняется задание варианта №1; если порядковый номер равен 7 — выполняется вариант №7. В случае, если порядковый номер превышает количество вариантов (например, 8 или более), задание выбирается циклически, начиная с варианта №1.

Вариант задания 6: Разработать приложение для создания множества объектов круга разного цвета. Оптимизируйте память, используя паттерн Flyweight для повторного использования объектов с одинаковым цветом. Требования: Создать класс Circle, который будет содержать общий (цвет) и уникальный (координаты) состояния. Реализовать фабрику для управления объектами и переиспользования кругов одного цвета. Проверить эффективность создания объектов с помощью вывода сообщений о создании.

**Ход выполнения работы**

Реализуем Flyweight.

**Программный код**

Листинг 13.1 — Реализация класса Circle в Circle.java.

public class Circle {

    private final String color;

    private int x;

    private int y;

    private int radius;

    public Circle(String *color*) {

        this.color = *color*;

    }

    public void setProperties(int *x*, int *y*, int *radius*) {

        this.x = *x*;

        this.y = *y*;

        this.radius = *radius*;

    }

    public void draw() {

        System.out.println("Circle: [Color: " + color + ", x: " + x + ", y: " + y + ", radius: " + radius + "]");

    }

}

Листинг 13.2 — Реализация класса CircleFactory в CircleFactory.java.

import java.util.HashMap;

public class CircleFactory {

    private final HashMap<String, Circle> circleMap = new HashMap<>();

    public Circle getCircle(String *color*) {

        Circle circle = circleMap.get(*color*);

        if (circle == null) {

            circle = new Circle(*color*);

            circleMap.put(*color*, circle);

            System.out.println("Creating with color: " + *color*);

        }

        return circle;

    }

}

Листинг 13.3 — Реализация класса FlyweightPatternExample в FlyweightPatternExample.java.

public class FlyweightPatternExample {

    public static void main(String[] *args*) {

        CircleFactory factory = new CircleFactory();

        Circle redCircle1 = factory.getCircle("Red");

        redCircle1.setProperties(10, 20, 5);

        redCircle1.draw();

        Circle redCircle2 = factory.getCircle("Red");

        redCircle2.setProperties(15, 25, 10);

        redCircle2.draw();

        Circle blueCircle = factory.getCircle("Blue");

        blueCircle.setProperties(30, 40, 15);

        blueCircle.draw();

    }

}

**Результат работы программы**
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Рисунок 13.1 Результат работы.

**Вывод**

Был реализован Flyweight.

# ПРАКТИЧЕСКАЯ РАБОТА 14

**Теоретическое введение**

Паттерны проектирования — это повторяющиеся решения типичных задач проектирования программного обеспечения. Они помогают сделать код более гибким, поддерживаемым и повторно используемым. Порождающие паттерны проектирования играют важную роль в управлении процессом создания объектов, предоставляя гибкие способы инкапсуляции создания объектов и обеспечения их корректного использования. Поведенческие паттерны (Creational Patterns) — Поведенческие паттерны проектирования описывают способы взаимодействия объектов и классов друг с другом, фокусируясь на алгоритмах и распределении обязанностей. Эти паттерны помогают обеспечить эффективное и гибкое взаимодействие между компонентами системы, упрощая коммуникацию и управление поведением объектов.

Основные задачи поведенческих паттернов: 1. Управление взаимодействием объектов: Обеспечение гибкости и надёжности при взаимодействии между объектами. Поведенческие паттерны определяют, как объекты сотрудничают и передают данные друг другу. 2. Инкапсуляция алгоритмов: позволяют отделить алгоритмы от классов, использующих их, что упрощает их замену или изменение без влияния на остальную систему. 3. Разделение обязанностей: чётко определяют роли объектов и классов в процессе выполнения операции, улучшая читаемость и поддержку кода.

Основные поведенческие паттерны

Chain of Responsibility (Цепочка обязанностей)

Iterator (Итератор)

Mediator (Посредник)

Memento (Снимок)

Observer (Наблюдатель)

State (Состояние)

Strategy (Стратегия)

Template Method (Шаблонный метод)

Visitor (Посетитель)

**Постановка задачи**

В данной практической работе представлено 10 вариантов заданий. Выбор варианта осуществляется в соответствии с порядковым номером студента в списке. Если порядковый номер студента равен 1, выполняется задание варианта №1; если порядковый номер равен 10 — выполняется вариант №10. В случае, если порядковый номер превышает количество вариантов (например, 11 или более), задание выбирается циклически, начиная с варианта №1.

Вариант задания 7: Создать систему управления состоянием заказа в интернет-магазине (например, New, Processing, Shipped). Требования: Реализовать интерфейс State с методом handle(). Создать классы для каждого состояния заказа. Продемонстрировать переходы между состояниями.

**Ход выполнения работы**

Реализуем State.

**Программный код**

Листинг 14.1 — Реализация класса NewState в NewState.java.

public class NewState implements State {

    @Override

    public void handle() {

        System.out.println("New order created");

    }

}

Листинг 14.2 — Реализация класса Order в Order.java.

public class Order {

    private State state;

    public Order() {

        this.state = new NewState();

    }

    public void setState(State *state*) {

        this.state = *state*;

    }

    public void processOrder() {

        state.handle();

    }

}

Листинг 14.3 — Реализация класса ProcessingState в ProcessingState.java.

public class ProcessingState implements State {

@Override

public void handle() {

System.out.println("Order in processing. Just wait.");

}

}

Листинг 14.4 — Реализация класса ShippedState в ShippedState.java.

public class ShippedState implements State {

    @Override

    public void handle() {

        System.out.println("The order has already been shipped. If you don't have it, it's not our problem.");

    }

}

Листинг 14.5 — Реализация интерфейса State в State.java.

public interface State {

    void handle();

}

Листинг 14.6 — Реализация класса Test в Test.java.

public class Test {

    public static void main(String[] *args*) {

        Order order = new Order();

        System.out.println("Текущее состояние: Create");

        order.processOrder();

        System.out.println("\nПереход к следующему состоянию: Processing");

        order.setState(new ProcessingState());

        order.processOrder();

        System.out.println("\nПереход к следующему состоянию: Shipped");

        order.setState(new ShippedState());

        order.processOrder();

    }

}

**Результат работы программы**
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Рисунок 14.1 Результат работы.

**Вывод**

Был реализован State.

# ПРАКТИЧЕСКАЯ РАБОТА 15

**Теоретическое введение**

HTTP (протокол передачи гипертекста) — это основной протокол взаимодействия в сети интернет, позволяющий клиентам (например, браузерам) общаться с серверами. HTTP использует модель запрос-ответ: клиент отправляет запрос, а сервер отвечает. Рассмотрим основные компоненты HTTP-сервера. ¾ TCP-сокеты: HTTP протокол функционирует на основе TCPсоединений. Для работы с сокетами в Java используется класс ServerSocket. ¾ HTTP-запросы: HTTP-запрос состоит из метода (например, GET, POST), пути (урл) и HTTP-заголовков. ¾ HTTP-ответы: Сервер должен отправить клиенту ответ, который включает код статуса (200, 404 и т.д.), HTTP-заголовки и тело ответа (например, HTML). Java предоставляет широкие возможности для реализации HTTP-серверов. Ниже будет приведен листинг HTTP-сервера на Java. HTTP-сервер будет реализовывать функционал заметок. На сервере будет реализованы функции добавления заметок, удаления последней заметки, а также производится проверка на удаление несуществующей заметки.

Для запуска сервера нужно скомпилировать код в IDE.

**Постановка задачи**

В данной практической работе представлено 3 варианта заданий. Выбор варианта осуществляется в соответствии с порядковым номером студента в списке. Если порядковый номер студента равен 1, выполняется задание варианта №1; если порядковый номер равен 3 — выполняется вариант №3. В случае, если порядковый номер превышает количество вариантов (например, 4 или более), задание выбирается циклически, начиная с варианта №1. Также, при реализации практической работы порт, на котором будет находится сервер должен быть двойным порядковым номером по списку. Например, если порядковый номер студента по списку 1, то порт должен быть 11, если порядковый номер 10, то порт 1010 и так далее. Также на сервере должно быть прописано ФИО студента и его шифр.

Вариант задания 3: создать HTTP-сервер, который генерирует случайные числа в указанном диапазоне. Функционал: ¾ Получать от клиента параметры диапазона (min и max). ¾ Генерировать случайное число в указанном диапазоне. ¾ Возвращать сгенерированное число клиенту. ¾ В случае ошибок (например, min > max) возвращать HTTP 400. Пример вызова: URL: http://localhost:порт/random?min=10&max=100 Ответ: 42

**Ход выполнения работы**

Реализуем HTTP-сервер с возвращением рандомного значения в указанном диапозоне.

**Программный код**

Листинг 15.1 — Реализация класса RandomNumberHttpServer в RandomNumberHttpServer.java.

import java.io.**\***;

import java.net.**\***;

import java.util.Random;

public class RandomNumberHttpServer {

    private static final int PORT = 2727;

    private static final String STUDENT\_INFO = "ФИО: Максим Шестаков Игоревич, Шифр: 23И1702";

    public static void main(String[] *args*) {

        try (ServerSocket serverSocket = new ServerSocket(PORT)) {

            System.out.println("HTTP Server запущен на порту " + PORT);

            while (true) {

                try (Socket clientSocket = serverSocket.accept()) {

                    handleClient(clientSocket);

                }

            }

        } catch (IOException *e*) {

            System.err.println("Ошибка запуска сервера: " + e.getMessage());

        }

    }

    private static void handleClient(Socket *clientSocket*) throws IOException {

        BufferedReader in = new BufferedReader(new InputStreamReader(clientSocket.getInputStream()));

        BufferedWriter out = new BufferedWriter(new OutputStreamWriter(clientSocket.getOutputStream(), "UTF-8"));

        String line = in.readLine();

        if (line == null) return;

        String[] requestParts = line.split(" ");

        String method = requestParts[0];

        String path = requestParts[1];

        if (method.equals("GET") && path.startsWith("/random")) {

            handleRandomNumberRequest(path, out);

        } else {

            handleNotFound(out);

        }

        out.flush();

    }

    private static void handleRandomNumberRequest(String *path*, BufferedWriter *out*) throws IOException {

        try {

            String query = path.split("\\?")[1];

            String[] params = query.split("&");

            int min = 0, max = 0;

            for (String param : params) {

                String[] keyValue = param.split("=");

                if (keyValue[0].equals("min")) {

                    min = Integer.parseInt(keyValue[1]);

                } else if (keyValue[0].equals("max")) {

                    max = Integer.parseInt(keyValue[1]);

                }

            }

            if (min > max) {

                sendHttpResponse(out, 400, "<html><body><h1>Error 400: Invalid range (min > max)</h1></body></html>");

                return;

            }

            Random random = new Random();

            int randomNumber = random.nextInt(max - min + 1) + min;

            sendHttpResponse(out, 200, "<html><body><h1>Random Number: " + randomNumber + "</h1><p>" + STUDENT\_INFO + "</p></body></html>");

        } catch (Exception *e*) {

            sendHttpResponse(out, 400, "<html><body><h1>Error 400: Invalid request</h1></body></html>");

        }

    }

    private static void handleNotFound(BufferedWriter *out*) throws IOException {

        sendHttpResponse(out, 404, "<html><body><h1>404 Not Found</h1></body></html>");

    }

    private static void sendHttpResponse(BufferedWriter *out*, int *statusCode*, String *body*) throws IOException {

        out.write("HTTP/1.1 " + statusCode + " OK\r\n");

        out.write("Content-Type: text/html; charset=UTF-8\r\n");

        out.write("Content-Length: " + body.getBytes("UTF-8").length + "\r\n");

        out.write("\r\n");

        out.write(body);

    }

}

**Результат работы программы**
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Рисунок 15.1 Результат на http://localhost:2727/random?min=10&max=100.

**Вывод**

Был реализован простой HTTP-сервер с выводом рандомного значения.
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**Теоретическое введение**

Spring Framework — это один из самых популярных фреймворков для разработки корпоративных приложений на языке Java. Он предоставляет мощные инструменты для упрощения разработки, управления зависимостями, обработки данных и интеграции с различными технологиями. Spring активно используется для создания веб-приложений, микросервисов и других типов программного обеспечения.

Основные принципы Spring

Инверсия управления (IoC) - Spring использует контейнер Inversion of Control для управления зависимостями между компонентами приложения. Вместо того чтобы создавать объекты и управлять их зависимостями вручную, Spring автоматически настраивает и связывает компоненты.

Внедрение зависимостей - (Dependency Injection, DI) DI позволяет передавать зависимости через конструкторы, сеттеры или поля, снижая связность компонентов и упрощая их тестирование.

Модульность и расширяемость - Spring — это набор модулей (Core, Data Access, Web, Security и др.), что позволяет использовать только те компоненты, которые нужны для проекта.

Легковесность - Несмотря на широкий функционал, Spring остается относительно легковесным, с минимальными затратами на инициализацию и управление ресурсами. Ключевые модули Spring Framework

Spring Core Основной модуль, включающий ядро фреймворка, контейнер IoC и DI. Он обеспечивает управление жизненным циклом объектов и их зависимостей.

Spring AOP (Aspect-Oriented Programming) - Модуль, позволяющий реализовывать аспекты, такие как логирование, транзакции и безопасность, не влияя на основной код

Spring Data - Модуль для упрощения работы с базами данных, включая ORM (например, Hibernate) и интеграцию с NoSQL-хранилищами.

Spring Web - Компоненты для создания веб-приложений и RESTful API. Включает поддержку MVC (Model-View-Controller).

Spring Security - Фреймворк для управления безопасностью приложения, включая аутентификацию, авторизацию и защиту от атак (CSRF, SQL-инъекции).

Spring Boot - Дополнение к Spring Framework, которое позволяет быстро создавать приложения с минимальной настройкой. Spring Boot предоставляет встроенный сервер (Tomcat/Jetty), автоконфигурацию и удобный способ управления зависимостями.

**Постановка задачи**

В данной практической работе вам необходимо разработать Spring – приложение с регистрацией и аутентификацией пользователя. Успешно вошедший в систему пользователь должен попасть на домашнюю страницу, на которой будет располагаться реализация задания по вариантам.

Вариант задания 2: Реализовать обработчик для формы поиска по ключевому слову.

**Ход выполнения работы**

Реализуем обработчик для формы поиска по ключевому слову или части слова, используя уже предоставленный код в методичке.

**Программный код**

Листинг 16.1 — Реализация класса AuthController в AuthController.java.

package com.example.demo.controller;  
import java.util.ArrayList;  
import java.util.List;  
  
import org.springframework.stereotype.Controller;  
import org.springframework.ui.Model;  
import org.springframework.web.bind.annotation.GetMapping;  
import org.springframework.web.bind.annotation.PostMapping;  
import org.springframework.web.bind.annotation.RequestParam;  
  
import com.example.demo.model.User;  
  
@Controller  
public class AuthController {  
 private User registeredUser;  
 private boolean isAuthenticated = false;  
  
 @GetMapping("/")  
 public String showRegisterPage() {  
 return "register";  
 }  
  
 @PostMapping("/register")  
 public String register(@RequestParam String username,  
 @RequestParam String password, Model model) {  
 if (username.isEmpty() || password.isEmpty()) {  
 model.addAttribute("error", "Имя пользователя и пароль не должны быть пустыми!");  
 return "register";  
 }  
 registeredUser = new User(username, password);  
 return "redirect:/login";  
 }  
  
 @GetMapping("/login")  
 public String showLoginPage() {  
 return "login";  
 }  
  
 @PostMapping("/login")  
 public String login(@RequestParam String username,  
 @RequestParam String password, Model model) {  
 if (registeredUser == null ||  
 !registeredUser.getUsername().equals(username) ||  
 !registeredUser.getPassword().equals(password)) {  
 model.addAttribute("error", "Неверное имя пользователя или пароль!");  
 return "login";  
 }  
 isAuthenticated = true;  
 return "redirect:/home";  
 }  
  
 @GetMapping("/home")  
 public String showHomePage(Model model) {  
 if (!isAuthenticated) {  
 return "redirect:/login";  
 }  
 model.addAttribute("username", registeredUser.getUsername());  
 return "home";  
 }  
  
 @PostMapping("/home")  
 public String search(@RequestParam String formType,  
 @RequestParam String query, Model model) {  
 if ("search".equals(formType)) {  
 List<String> results = performSearch(query);  
 model.addAttribute("query", query);  
 model.addAttribute("results", results);  
 }  
 model.addAttribute("username", registeredUser.getUsername());  
 return "home";  
 }  
  
 private List<String> performSearch(String query) {  
 List<String> allData = List.*of*("Лучший язык программирование", "А это есть на Javarush?", "Стоит ли учить Java?");  
 List<String> results = new ArrayList<>();  
 String lowerCaseQuery = query.toLowerCase();  
 for (String data : allData) {  
 if (data.toLowerCase().contains(lowerCaseQuery)) {  
 results.add(data);  
 }  
 }  
 return results;  
 }  
}

Листинг 16.2 — Реализация класса User в User.java.

package com.example.demo.model;  
public class User {  
 private String username;  
 private String password;  
  
 public User() {}  
 public User(String username, String password) {  
 this.username = username;  
 this.password = password;  
 }  
  
 public String getUsername() {  
 return username;  
 }  
 public void setUsername(String username) {  
 this.username = username;  
 }  
 public String getPassword() {  
 return password;  
 }  
 public void setPassword(String password) {  
 this.password = password;  
 }  
}

Листинг 16.3 — Изменения в home.html.

<!DOCTYPE html>  
<html xmlns:th="http://www.thymeleaf.org">  
<head>  
 <title>Home</title>  
</head>  
<body>  
<h1>Добро пожаловать, <span th:text="${username}">Пользователь</span></h1>  
  
<h2>Поиск</h2>  
<form th:action="@{/home}" method="post">  
 <input type="hidden" name="formType" value="search" />  
 <label>Ключевое слово:</label>  
 <input type="text" name="query" required />  
 <button type="submit">Поиск</button>  
</form>  
  
<h3 th:if="${query}">Результаты поиска для: <span th:text="${query}"></span></h3>  
<ul th:if="${results != null}" th:each="result : ${results}">  
 <li th:text="${result}"></li>  
</ul>  
</body>  
</html>

**Результат работы программы**
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Рисунок 16.1 Результат на <http://localhost:8080/>.
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Рисунок 16.2 Результат на <http://localhost:8080/>.
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Рисунок 16.3 Результат на http://localhost:8080/home.

**Вывод**

Был реализован сервер с регистрацией, входом, а также поискам по ключевому слову или части слова.
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