**Complete Java Masterclass**By Tim Buchalka

**UI / Shortcuts**

* Type *sout* and press enter to get *System.out.println()*.
* Type *psvm* and press enter to get ***p****ublic* ***s****tatic* ***v****oid* ***m****ain(String[] args) {}*.
* Type an ANSI colour code when outputting to console to give it colour, e.g *System.out.println (“\u001B[31m” + “Hello World.”)* to output in red.
* Use Code > Reformat Code to fix code formatting automatically.
* Double LMB the tab to make it full screen.
* Highlight code then press Ctrl+/ to comment it out/in.
* Use Code > Generate (alt + insert) to quickly generate boilerplate code for your classes, e.g. getters, setters, constructors, overridden methods, etc.
* Use View > Tool Windows > TODO (alt+6) to see any ‘// … TODO …’ comments in the code.
* Ctrl+LMB a class/method/etc declaration to see it’s definition, or do it on a definition to see uses of it.
* Code completion is when the IDE suggests entities depending on the context. The **v** refers to a variable, the **p** refers to a parameter, the **f** refers to a field, the **m** refers to a method, the **c** refers to a class, the **I** refers to an interface. The **lock** icon refers to a private variable, the **unlocked lock** icon refers to a public variable, the electric symbol refers to a throwable class or subclass.

**General Language Features**

**Section 4: Variables, Datatypes and Operators**

To output something to the console: System.out.println(). You can type sout and press enter to generate that quickly.

A **literal** is a fixed value assigned to a datatype within Java, e.g. *5 (int), 10.0 (double), 244L (long), ‘a’ (char), true/false (boolean), “hello” (String), etc*. An **expression** contains literals, variables, operators or method calls. You ignore the datatype, *e.g. int num = 5; 5* is the literal, and *num = 5* is the expression. Expressions have been highlighted, and literals have been bolded:

int score = **100**;  
if (score > **99**) {

System.out.println(**“You got the high score!”**);

score = **0**;

}

**Integers** (*int*) take 4 bytes (32 bits) and can therefore store 232 possible values. Half of these are in the positive range, and half in the negative. 0 is counted as a positive value, hence the positive range is -1 of the negative range. So *int max = 2147483647*, and *int min = -2147483648*.

Literals can contain **underscores** to make them easier to read, e.g. *int max = 2\_147\_483\_647*. The underscores can be played anywhere in the sequence if it’s not in the beginning or end, e.g. *int max = 2\_\_1\_47\_483\_647*.

**Byte** (*byte*) is just 1 byte (8 bits) in size. It can only store values from -128 to 127. There isn’t anything smaller than a byte since a byte is the smallest data that can be fit into memory.

**Short** (*short*) is 2 bytes (16 bits) in size. It can store values from -32768 to 32767.

If the literal value exceeds these limits, then the compiler will give an error. You can cast the value to ‘wrap around’, e.g. *byte num = (byte) 128* (num will be -128), *byte num = (byte) 129* (num will be -127), etc.

**Width** is the size of a datatype in bits, e.g. width of short is 16.

**Long** (long) is 8 bytes (64 bits) in size. To create a long literal you must append L, e.g. *long num = 100L*. You can use lowercase L, but uppercase is easier to read.

In width order: byte < short < int < long. To convert a larger width datatype to a smaller width datatype you will have to cast. So all other types must be manually casted to byte, whereas none of them need to be casted to long as the compiler will automatically do it. Examples: *int num1 = 5*; byte *num2 = (byte) num1*; *long num3 = num1*.

**Float** (float) is 4 bytes in size. To create a float literal, you must append f or F. A float has 7 digits of precision. You can use underscores with floating point values. If you attempt to do calculations with the previous types that include decimals, the decimal/remainder will be disregarded, e.g. *int num = 5/2* will return 2 since .5 is ignored. Float and double keep the remainder.

**Double** (double) is 8 bytes in size. To create a double literal, you must append d or D, or type a decimal value, e.g. *double num = 5d*, *double num = 5.25d*, or *double num = 5.25*. A double has 16 digits of precision. Double calculations tend to be faster than float calculations on modern computers, even though it takes more space. Float is single precision, and double is double precision.

In width order: float < double. As previously stated, larger types must be manually casted to small types. Smaller types automatically cast to larger types.

**Char** (char) takes 2 bytes. It’s used to store a single character such as a letter, number, Unicode character, or escape sequence. Example: *char val = ‘A’*, or *char val = ‘\u00A9’* (Unicode for copyright symbol). The apostrophes define a character literal. Unicode character tables may be useful: <https://unicode-table.com/en/>.

**Boolean** (boolean) takes 1 byte. It stores the state of something, e.g. is it true or false, or *boolean isMale = true*. ‘true’ and ‘false’ are Boolean literals.

All the datatypes covered up to now are primitive types defined within Java. These basic datatypes can be used to create more sophisticated datatypes, such as string. All other datatypes are referred to as a class.

**Strings** (String) takes a variable number of bytes. It is a sequence of characters, so it will take some bytes for each character you type (including spaces), plus more bytes since strings are automatically null terminated. Speech marks are used to define a string literal. Example: *String str = “Hello World”*. Strings support direct concatenation, e.g. *String str = “Hello” + “ world!”*. It can also do this with all primitive types, e.g. *int num = 50; String str = “Hello ” + num*, output: “Hello 50”. When adding objects together in a string, *toString()* is automatically called for that object.

**Operators** can work on 1 (unary), 2 (binary) or 3 (ternary) operands. Unary ops: (post-fix, pre-fix). Binary ops: arithmetic (multiplicative, additive), assignment (=, +=, -=, \*=, /=, %=, &=, ^=, |=, <<=, >>=, >>>=), bitwise (<<, >>, >>>, &, ^, |), logical (&&, ||), relational (comparison, equality). Ternary operator: conditional operator.

When assigning values, you can chain them, e.g. *int a, b, c; a = b = c = 5;*. This is read from right to left and sets all to 5. First c is set to 5, then b is set to c, then a is set to b.

**Relational (comparison, equality) and logical operators** check to see if the two operands match a condition, in which case the output is true, otherwise false. All of them are binary operators except for the not operator, which is unary.

The **conditional operator** checks to see if the condition is true, and returns the first statement, otherwise it returns the other statement, e.g. *(5>4) ? “Yes” : “No”;* returns “Yes”. In general the syntax is *condition ? if\_true : if\_false;*. You can return literals, expressions, statements, etc.

For an if statement to be valid, the expression must evaluate to a boolean. This is why *boolean bool = false; if (bool = true);* compiles, but *int num = 5; if (num = 5);* doesn’t.

**Section 5: Expressions, Statements, Code Blocks, Methods, etc.**

* There are 53 reserved keywords in Java. Keywords are reserved names defined within Java that carry out specific functionality.
* **Scope** refers to the **block** {} in which a variable is defined. Variables are automatically deleted once they fall out of scope - at the end of the block they were defined in. Variables cannot be accessed outside of their scope.
* **Methods** allow you to type code once and reuse it as needed, thus preventing code duplication. This is ideal because code duplication can lead to an increase in errors since the programmer may forget to make identical changes in the duplicated code.
* **Parameters** are datatypes + variable names expected by a method. **Arguments** are the actual values/objects being supplied to a method call.
* **Procedures** don’t return anything. **Functions** return something. **Methods** are procedures or functions defined within a class.
* **Method overloading** is when a new method is created that has the same name as another method, but has different parameters. The compiler decides which method to call based on the arguments provided.

**Section 6: Control Flow Statements**

* These change the flow of the code depending on various conditions, e.g. **if statement, switch statement, for loop, while loop, do while loop.**
* If statements are like switch statements. Switch statements can only test one variable, can only test for equality (can be OR’ed), and can only equate constant values. Switch statements should only be used for simple test cases. Examples:

|  |  |
| --- | --- |
| int num = 3; if (num == 1)  System.out.println(“1”);  else if (num == 2 || num == 3)  System.out.println(“2 or 3”);  else  System.out.println(“<1 or >3”); | int num = 3;  switch (num) {  case 1:  System.out.println(“1”);  break;  case 2: case 3:  System.out.println(“2 or 3”);  break;  default:  System.out.println(“<1 or >3”);  break;  } |

* An if statement’s ‘else if’ is equivalent to a switch statement’s ‘case’. An if statement’s ‘else’ is equivalent to a switch statement’s ‘default’.
* You must type break after every case or execution will fall through to the next case, this is how you OR different cases together.
* Switch statements can only switch on byte, short, int, char, their wrapper classes, enum, and String.
* Syntax for an indexed for loop is: *for (init; condition; action) {}*.

|  |  |
| --- | --- |
| for (int i = 0; i < 5; i++) {  System.out.println(i);  } | for (int i = 0, j = 5; i < 5; i++, j--) {  System.out.println(i + " " + j);  } |

* By convention, simple variables are used to track the index, e.g. *int i, int j, int k, …*
* *String.format("First: %d Second: %.2f Third: %c", 5, 10.0, 'c')*, will output “First: 5 Second: 10.00 Third: c”. The % notation refers to the corresponding argument, e.g. the first % refers to the first argument etc.
* Nested if statements are more efficient than sequential if statements, if the sequential if statement depends on code executed in the former if statement. Example:

|  |  |
| --- | --- |
| int primes = 0;  for (int i = 1; i < 20; i++) {  if (isPrime(i)) {  System.out.println(i);  primes++;  }    if (primes >= 3)  break;  }  } | int primes = 0;  for (int i = 1; i < 20; i++) {  if (isPrime(i)) {  System.out.println(i);  primes++;  if (primes >= 3)  break;  }  } |

The code on the left checks two conditions every time, while the code on the right checks two conditions sometimes.

* For loops are ideal for looping a certain number of times. While loops are ideal for looping until a certain condition is met. Do while loops are the same as while loops, but run at least once since the condition is checked after the loop.
* You can use the **break** keyword to exit a loop if a condition is met, or you can use the **continue** keyword to start the next iteration of the loop.

**Section 7: OOP Part 1: Classes, Constructors, and Inheritance**

* It’s a naming convention to start classes with a capital letter (upper CamelCase), and to make it a noun. Methods use lower camelCase and are verbs. Classes should be created in their own files with the same name as the class.
* Each section in the package name refers to another subfolder. If the package name is “com.cjm.ms” and the new class is created in a file called car, then it will be stored as “ProjectPath/com/cjm/ms/car.java”.
* **Public** is an **access modifier**, as is **private**, **default** and **protected**. Public gives unrestricted access to the class. Private means the class can only be accessed from within. Default means the class can only be accessed by classes within the same package. Protected means the class is accessible within the package, or from another package through inheritance. Most of the time you will use public. You can remove the access modifier, but this is equivalent to default.

Top level access modifiers:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Can be accessed from: | Inside the class only. | Current package only. | Any package w/ inheritance. | Anywhere. |
| public | x | x | x | x |
| protected | x | x | x |  |
| default/none | x | x |  |  |
| private | x |  |  |  |

* A class is a blueprint for an object you will create. They are used to model real world problems.
* Variables defined at class scope are referred to as member variables or fields. They also require an access modifier. Unlike with class access specifier you will tend to mark these private for encapsulation. The idea is to prevent accidental misuse of what your class was designed for by hiding data from external access. In other words it can only be access from within the class.
* The fields within a class represent the **state** of the class at runtime since they are the only entities which can be changed. The methods represent the **behaviour** of the class.
* Typing “*Car car;*” will create a reference variable. Typing “*new Car();*” will create a Car object in memory. To point the reference to the object, type “*Car car = new Car();*”. To have a reference point to nothing use **null**, e.g. “*Car car = null;*”.
* Variables with primitive datatypes and reference variables exists in **stack memory**, while objects exist in **heap memory**. The stack is cleared when execution reaches the end of a code block. If no references point to an object then the **garbage collector** will delete the object at an undetermined time.
* **Setter methods**, or setters, are used to set fields from outside of the class.
* When referring to a field with a method that has the same name as a local variable, use the **this** keyword to specify the field. Otherwise the compiler will assume you want the local variable.
* **Getter methods**, or getters, are used to retrieve a field from outside of the class.
* You use setters and getters to put logic in between the user of your class and them setting/getting fields. Even if you do not need to put any logic in between you should still follow this practice as in the future you may need to add logic. The benefit of this is that if you decide to add something in the future, users of your class will not need to change all of their code to accommodate your new setters/getters.
* An example of adding logic is input validation. You may want to check what input the user is sending before assigning it to the field. There is also verification, exception handling, logging, etc.
* You can either initialise an object using setters or, more preferably, a constructor. Java creates a default constructor automatically if no custom constructor is defined. A default constructor does not take any arguments because it has no parameters, e.g. “*Car car = new Car();*” will use a default constructor. If none are defined implicitly or explicitly, this will result in a compilation error. A constructor is syntactically similar to a method, except that it has no return type and runs automatically when a class is instantiated.
* Constructors can call one another, or other methods, which may be ideal for code reuse. There is debate, but using other methods/setters is not recommended in the constructor. Other methods cannot call a constructor since they are special methods that only run when the class is instantiated.
* Classes should carry out specific functionality rather than trying to do everything. You can **extends** the functionality of a class by using **inheritance**. The simpler class is called the **superclass** while the more complex class using inheritance is called the **subclass**. Inheritance represents an **is-a** relationship.
* The superclass should only contain functionality that will be common to all subclasses. Example: you can have a superclass called Animal, that may be subclassed by Dog, Cat, etc. Animal should contain state/behaviour that is applicable to all shapes, while Dog and Cat will contain state/behaviour specific to them.
* ‘this.’ is used to access fields and methods within the current class. ‘super.’ is used to access fields and methods within superclasses. These cannot used by static blocks/methods. ‘this()’ is used to call constructors within the current class. ‘super()’ is used to call constructors within the superclass. The constructor calls can only be made from other constructors and must be the first statement.
* Member level access modifier result:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Can be accessed from: | Inside the class only. | Current package only. | Any package via subclassing. | Anywhere. |
| public | x | x | x | x |
| protected | x | x | x |  |
| default/none | x | x |  |  |
| private | x |  |  |  |

* The subclass can **override** methods from the superclass. Thus the subclass’ version of the method is called instead of the superclass’ version. You can do this to run specific functionality in the subclass, or to extend functionality from the superclass’ version you can use *super.methodname(…)*. Example: Animal may contain the eat method since it applies to all animals, but a dog might eat differently to a cat and so they can both override Animal.eat(…) to provide their own definition/functionality. If they have some common aspects in the way they eat then that common functionality can be defined in Animal.eat(…) and the dog or cat can use super.eat(…) to run that functionality before running their own.
* When overriding a method you must use the same method name, parameter types, and return type.
* You can call superclass versions of methods without using the super keyword as long as there is nothing else with that name in scope. This is recommended because if you later override a method in your subclass, it will automatically use that version of the method instead.
* All classes subclass the **Object** class. When you create a new class without using the extends keyword, it implicitly extends from Object. You can also type *extends Object* to make it explicit, but it is not required.
* A **class** is a blueprint that defines state and behaviour for a datatype. An **instance** of a class is created using the new keyword, or you can say that using the new keyword instantiates a class. Instances of a class exist in heap memory as **objects**. **Reference** variables point to an object.

**Section 8: OOP Part 2: Composition, Encapsulation, and Polymorphism**

* While inheritance represents is-a relationships, **composition** represents **has-a** relationships. Example: A dog is an animal, a square is a shape, a car is a vehicle, etc. Example: A dog has a heart, a square has an edge, a car has an engine, etc. To use composition make one class a field in another class.
* Java can only use single inheritance to prevent over-complicating code. Thus composition is another way to extend classes.
* You can instantiate a class directly in a method call if it won’t be used anywhere else.
* **Encapsulation** is used for data hiding and to protect the inner workings of a class. This ensures that a class follows it’s defined behaviour and protects your design. It also allows you to rename fields without affecting dependant classes. It also allows you to introduce logic before returning the field the user of the class sets/gets. Encapsulation is achieved through access modifiers, and getters and setters.
* You can create multiple classes within one file, but it is usually not recommended since it can make your code confusing and unorganised. It is usually only done if the class will not be reused anywhere else in the code. A public class must exist within its own file.
* Use *Math.random()* to return a double literal from 0 <= x < 1.
* **Polymorphism** (many forms) allows entities with the same name to act like something else. There is **static polymorphism** which refers to method overloading, and **dynamic polymorphism** which refers to method overriding. The former is called static because the appropriate method to call is decided at compile time. The latter is called dynamic because it is decided at runtime.
* Dynamic polymorphism allows references of one class to point to an instance of a derived class at runtime. Example: *Animal animal1 = new Animal()*, and *Animal animal2 = new Dog()* are both valid assuming Dog is a subclass of Animal. If you call a method within animal1, e.g. *animal1.eat()* it will call *Animal.eat()*. If you call *animal2.eat()* it will still call *Animal.eat()*. If you first override *Animl.eat()* within Dog, then calling *animal2.eat()* will call *Dog.eat().* This allows you to feed all your different types of animals in one loop rather than having to treat each animal differently.
* The fact to note is that a reference for one datatype can point to an instantiation of any of its subclasses. You will only be able to use methods defined in that type, or methods that have been overridden from that type. For example, an Object reference can point to any object in memory since they all inherit from this class. However, you will only be able to call methods declared in Object.
* Call *getClass().getSimpleName()* to get the name of the class without having to type it. This method is defined within the Object class. It doesn’t display the name of the static class, but rather the dynamic class.

**Section 9: Arrays, Java inbuilt lists, autoboxing and unboxing**

* Regular variables store a single value. **Arrays** can hold multiple values of the same type. You can make an array of any type. Example: *int var = 5* stores a single value, and *int[] values = {5, 7, 9}* stores multiple. Arrays use a zero-based index, e.g. first element (5) is 0, second element (7) is 1, third element (9) is 2, etc. Trying to access the fourth element in this case will throw an ArrayIndexOutOfBoundsException.
* There are a few ways to initialise an array: *int[] arr1 = {5, 5, 9}*; *int[] arr2 = new int[]{5, 5, 9}*; *int[] arr3 = new int[3]; arr3[0] = arr3[1] = 5; arr3[2] = 9;*.
* The length of the array during initialisation can be a literal or an expression.
* You can use a for loop to go through an array, or use a for each loop if you don’t care about the index. Use arr.length to determine how many iterations to run the indexed loop for as opposed to hardcoding it.
* To get **input** from the user, use the Scanner class: *Scanner sc = new Scanner(System.in)*. Then call one of it’s many methods to store a value: *int val = sc.nextInt()*.
* Since arrays have a fixed length it isn’t simple to add another value. You must create a new array that’s larger than the old array, then copy the original array to the new array, and then add the values that you originally intended to add. This is because arrays occupy contiguous memory. So each of the elements appear next to each other in memory as they do in the array. This allows for fast random access but makes it slow at resizing.
* Alternatively, a **list** has a dynamic size and makes it easy to add another value. This is because the list contains nodes that point to the next node in memory. So the data is stored randomly in memory. This means that to get the 5th value you must go through the first four nodes. This makes it slow for random access, but fast for resizing. A **doubly linked list** has a previous node and a next node.
* To create an ArrayList you can either use *ArrayList<String> list = new ArrayList<String>()*, or *List<String> list = new ArrayList<String>()*. The latter is recommended since you’re coding to the interface which makes use of polymorphic concepts. You can remove the second <String> from either since the compiler can use the first one to determine that it must be the same.
* Arrays and lists are examples of **collections**. Collections in general store multiple values, but with different rules. Arrays and lists are **ordered collections**, meaning that the order of insertion is kept. List is an interface that’s implemented by many different types of list subclasses. The most common of which is ArrayList.
* An ArrayList works like a resizable array, while a LinkedList works like list.
* You cannot access collections elements directly and must use getters/setters and other methods for manipulation. Example: *ArrayList.get(), ArrayList.set(), ArrayList.remove(), ArrayList.contains(),* etc.
* When using methods such as *remove()* or *contains()*, you must make sure that the argument you pass is a reference to the same object in memory, or that the class being compared overrides the *equals()* method. Otherwise the operation will fail as the *List* implementation has no way of knowing if the elements match. If you don’t override *equals()*, then *List* will use the default implementation provided by *Object.equals()* which compares memory addresses and returns true if they match.
* To create a copy of an array use *Arrays.copyOf()*. To create a copy of an ArrayList use *ArrayList.addAll()* or just pass an existing ArrayList into the constructor of the new ArrayList. An ArrayList can be converted to a built-in array using *ArrayList.toArray()*.
* Although you can do ‘ArrayList<String>...’ you can’t do it with primitive types ‘ArrayList<int>…’. You must use wrapper classes for the primitive types. For int this is Integer. **Autoboxing** is when you convert a primitive type to its **wrapper class**. **Unboxing** is the opposite.
* **Value type** and **reference type** refers to two types of variables in Java. A value type is a variable with a primitive datatype. A reference type is a variable with a non-primitive datatype.
* Both value types and reference types exist in stack memory and are deleted when execution reaches the end of their code block.
* Reference types point to objects created in heap memory. Objects are created in heap memory every time the new keyword is used. When the number of references pointing to an object in heap memory is 0, the garbage collector will delete that object. This is done non-deterministically.
* When assigning one variable to another or when passing variables as arguments, a copy of the variable is created, so changing the new variable doesn’t affect the old variable. Variables are passed by value in Java. When assigning one reference type to another, they both point to the same location in heap memory, so changing the object through one reference is the same thing is changing it through the other.
* **Iterator** can be used to transverse collections. Methods: hasNext(), next(), remove(). **ListIterator** can do much more. Methods: add(), hasNext(), hasPrevious(), next(), nextIndex(), previous(), previousIndex(), remove(), set(). A for each loop is syntactic sugar for iterators when traversing a collection, but if you’re going to add/remove elements while traversing the list you need iterators.
* An Iterator works like a list, while a ListIterator works like a doubly linked list.
* When you call ListIterator.next() and then switch to ListIterator.previous(), it will actually return the same element because of the way the cursor/position works. You must call it twice to actually return the previous element. This happens anytime you change direction, so calling ListIterator.previous() then ListIterator.next() will have the same result. This is because a ListIterator doesn’t have an index, but just has references to the next and previous nodes. This is why it’s said to sit in between two nodes.
* A **side effect** is when calling a method changes the object in such a way that calling the method again returns a different result, e.g. iter.next(). Side effects should generally be avoided.
* If you try to use a ListIterator after changing add/removing elements from the original list, you will get a ConcurrentModificationException. So either only use ListIterator to set/remove elements to the original list, or create a new ListIterator after making changes to the original list.

**Section 10: Inner classes, abstract classes, and interfaces**

* An **interface** ensures common behaviour between different classes. The classes must implement the interface and provide definitions for declared methods.
* It is convention to start interfaces with an ‘I’, e.g. IAnimal, IVehicle, etc.
* Classes are defined using the class keyword. Interfaces are defined using the interface keyword.
* They can only contain public fields, public method signatures, or private defined methods.
* Interface methods are public by default.
* Use the **implements** keyword after a class declaration to implement an interface. All public methods must be given a definition, or if the class is abstract then it is optional. You can use code generation to speed this up. A class can only ‘extends’ one class, but implement many interfaces.
* Interfaces can’t be instantiated, but a reference variable for an interface can make use of polymorphism to instantiate classes that implement the interface, e.g. *ITelephone timsPhone = new DeskPhone()*.
* This is why you should always code to the interface as the resulting code isn’t specific to a single class, e.g. use *List<String> str = new ArrayList<>()* instead of *ArrayList<String> str = new ArrayList<>()*. This way you could change *str* to other lists and reuse code, e.g. *str = new LinkedList<>()*.
* **Inner class** refers to a class defined within a class. It can also be called a nested class. There are four types. **Outer class** refers to the class that contains the inner class. You can also create an inner interface.
* Inner classes make sense to use when the inner class won’t be used anywhere else in the program, e.g. a Gear class will only need to be used to by a GearBox class so it can be an inner class.
* **Non-static inner class** (or just inner class) are defined within classes, but outside of methods. They can access all fields and methods defined in the outer class including private entities. To access a field defined within the outer class that’s also defined within the inner class use *Gearbox.this.gearNumber*. The inner class field is **shadowing** the declaration of the outer class field. Avoid shadowing declarations as it reduces code quality. To access a public inner class from outside the outer class use dot notation, e.g. *Gearbox mcLaren = new Gearbox(6); Gearbox.Gear first = mcLaren.new Gear(1, 12.3);*.
* **Static inner class** is the same as a non-static inner class except that it uses the static keyword in the declaration. This means that the inner class belongs to the outer class, rather than an instance of the outer class. To access a public static inner class from outside the outer class use dot notation, e.g. *Gearbox.Gear first = new Gearbox.Gear(1, 12.3)*.
* **Local class** is a class that is defined within a method.
* **Anonymous class** is a class with no name, e.g. *IOnClickListener action = new IOnClickListener() { @Override public void onClick(String title) { System.out.println(title + “was clicked.”); } }*. The class returned in this example is a subclass of the interface IOnClickListener, but since the subclass doesn’t have a name that can be used to instantiate another instance of the class, it’s an anonymous class.
* **Abstract class** is a class that can’t be instantiated without being inherited from. That’s because it defines ‘abstract’ methods which work exactly like interface methods, i.e. they are declared without a definition and the definition is provided by the subclass.
* It’s best to use an abstract class when a class contains common functionality, but has no useful meaning on its own. An example of this is that an Animal class could contain state and behaviour that’s used by every animal, but Animal on its own doesn’t describe any specific animal and as such is meaningless to use directly. You can mark Animal as abstract and then inherit it by a Dog or Cat class and give it meaning, e.g. *public class abstract Animal { … }*.
* Abstract methods, e.g. *public abstract void eat()*, must be implemented in immediate subclasses unless the immediate subclass is also abstract.
* Abstract methods can only go in an abstract class, but an abstract class doesn’t require abstract methods.
* Abstract class vs. interface: Interfaces can only have ‘public static final’ fields, they don’t have constructors, can’t have public implemented methods, many interfaces can be implemented by one class, neither can be instantiated, etc.

**Section 11: Generics**

* Methods can take arguments as parameters. Similarly classes, interfaces, and methods can take **type parameter** arguments, e.g. *List<String> list = new List<>()*. This is referred to as **generics** as code can work with different data types. Type parameter arguments are provided in angled brackets <…>.
* Generics reduces code duplication and increases code reuse.
* To specify one type parameter: *class Test<T> {…}*, to specify two type parameters: *class Test<T, U> {…}*, etc.
* If you omit the type parameter, then Java assumes that the type parameter is Object, e.g. *List items = new ArrayList()* is equivalent to *List<Object> items = new ArrayList<Object>()*. This allows items to accept any non-primitive datatype since they are upcasted to Object. This isn’t recommended because it can break type checking.
* **Bounded type parameters** limit the datatypes that will be accepted by a class. Unbounded example: *class Team<T>*. Bounded example: *class Team<T extends Player>*. Another benefit is that the compiler will know what methods to expect since T subclasses Player. With unbounded type parameters you will need to use casts which can be hard to read.
* To specify multiple upper bounds use the following syntax: *class Team<T extends Player & Coach & Manager>*. Similar to inheritance, you must have one class followed by interfaces.

**Section 12: Naming conventions and packages / static and final keywords**

* **Naming conventions** refer to a set of rules enforced by the programmer to write consistent code so that when other programmers look at the code they can quickly understand it.
* The following entities can be named: packages, classes, interfaces, methods, constants, variables, and type parameters.
* Package names are always lower case, unique, and use the reverse of your Internet domain name as a prefix (e.g. com). Replace invalid characters with an underscore. Examples: ‘java.lang’, ‘java.io’, ‘org.xml.sax.helpers’, ‘com.timbuchalka.autoboxing’.
* Class names use upper CamelCase, are nouns, start with a capital letter, and each word in the name starts with a capital. Examples: ArrayList, LinkedList, String, TopSong, GearBox, Main.
* Interface names use the same rules as class names. Examples: List, Comparable, Serializable.
* Method names use mixedCase (lower camelCase), are verbs, and reflect function performed or result returned. Examples: size(), getName(), addPlayer().
* Constant names are all upper case, separate words with an underscore, declared using the final keyword. Example: static final int MAX\_INT, static final short SEVERITY\_ERROR.
* Variable names are mixedCase, meaningful/indicative, start with lower case letter, and do not use underscores. Examples: I, league, sydneySwans, boxLength.
* Type parameter names use a single capital letter. Example: T, U, K, E.
* Due to number of programmers and common naming conventions, naming conflicts are probably. **Packages** help solve the problem by providing a way to couple code with the developer/library. They allow using classes with the same name within the same project, or even within the same class. They also make it clear which classes are related as classes pertaining to a specific problem could all be contained within one package. Classes within a package can have unrestricted access to each other while restricted access to classes outside package (default access).
* If a class will be used in many points within a file its best to use an **import** statement, e.g. ‘*import java.util.List*’. If a class will only be used in one place you can directly specify it, e.g. ‘*java.util.List<String> list = new java.util.ArrayList<>()*’.
* You can import static methods directly, e.g. *‘import static org.junit.Assert.assertEquals;’*.
* The asterisk imports all classes, interfaces, and static objects from a package – e.g. *‘java.util.\*’*. It won’t automatically import packages within packages though, e.g. *‘java.awt’* is different to *‘java.awt.event’*. Use \* sparingly since it automatically imports all names which could lead to namespace pollution if many common names are being used.
* If two or more imports have the same class defined, then only one import must remain. The other class declarations must use a fully qualified name.
* ‘java.lang’ is implicitly imported and contains fundamental Java classes, e.g. wrapper classes, String, Math, Object, etc.
* The package name must match the directory that the file is contained within since each section of the package name refers to another sub-folder.
* Java files have a **package** statement at the top of the file which indicate which package the file belongs to, e.g. com\cjm\ms\Main.java will have ‘*package com.cjm.ms;*’ as the first line.
* To turn a project into a **library** in IntelliJ IDEA, go to Project Structure > Artifacts > + > JAR > From modules with dependencies. Select a ‘Main class’ to create an executable, otherwise leave it, and press OK. Press Build > Build Artifacts to output the JAR file.
* To use the library in another project File > Project Structure > Libraries > + > Java > Select JAR file > OK. When you import the library, it exist in its original location and isn’t copied over. This allows IntelliJ IDEA to automatically load it when changes are made.
* **Scope** refers the visibility of a class, member, or variable.
* When an entity is used the compiler checks the local code block first, followed by enclosing code blocks to find the name before giving an error.
* Similarly, when a method is called the compiler checks the current class, then the super class, then its super class, etc.
* Local variables take precedence over fields with the same name.
* A method within an outer class can access private fields from within an inner class, or an inner class of an inner class, etc.
* Only classes, interfaces, and enums can exist at the top level. All other entities must be included within one of these.
* A **static field**, also known as a **class variable**, is associated with a class rather than an instance of the class. So there’s only one copy of it in memory regardless of how many class instances you create. You can access the field anywhere by typing *ClassName.staticField* (if it’s public).
* A **static method**, also known as a **class method**, is similar to a static field in the sense that you don’t need to create an instance of a class to access it. You can use the class directly, e.g. *ClassName.staticMethod()* (if it’s public).
* If a method only deals with static fields/class variables, and/or if it uses local variable only, then you should mark it as a static method. If a method deals with instance variables it can’t be marked static.
* The main() method is marked static because the JVM needs an entry point into the program, but until main() is called no class instances are created, hence it must be marked static. It doesn’t matter what main()’s containing class is called, but the convention is to call it Main.
* **Static initialisation blocks** are like constructors, but for static final fields. They are run once when the class is initially loaded. Static final fields must be assigned to during declaration OR in the SIB. You can have many SIBs as required, they will run in the order declared before any other constructor/method.
* The **final** keywords marks entities as constants.
* A final field can be assigned a value either during declaration, or in the constructor, but never again. It’s best to set a field as final if you know its value should never be altered more than once.
* Declare fields as static final if they will be constant for the class rather than each instance.
* Marking a class as final stops it from being subclassed.
* Marking a method as final stops it from being overridden. This is recommended for when a method is crucial to the workings of your class and you don’t want it to be replaced.

**Section 13: Collections**

* The **collections** interface is a superinterface for set, list, queue, and deque. Map is a separate interface so it isn’t a collection.
* *List<String> list = new ArrayList<>(otherList)* just creates a **shallow copy** of the otherList. Shallow copy means that all of the references are copied, so if you use the second list to change an element, it will be reflected in the other list since it’s only the references that were copied. **Deep copy** is when the objects themselves are copied over such that the original objects aren’t affected.
* Methods such as Collections.sort() and Collections.reverse() require classes to override the compareTo() method from the Comparable interface. This is so that the algorithm can compare different objects to see which is greater than the other.
* **Comparator** does the same thing except a class isn’t required to override this interface. You can define an anonymous inner class for *Comparator<T>* and override the *compare()* method. You can then provide it as an argument to *Collections.sort()*. This is ideal when you’re working with a class that you can’t change. You can define as many comparators as you want and they can sort in different ways.
* Comparators can cause problems with sorted sets and maps since they might not be consistent with *equals()*.
* Maps require two type parameters, for the key type and for the value type. The key is a unique index, which is associated with a value. Use *put()* to insert a key-value pair in a map, use *get()* to retrieve a value associated with the given key.
* If you *put()* using a pre-existing key, its value will be overwritten. *put()* returns the previous value associated with the given key. Initially it will return null.
* You can use *contains()* to check if a key exists to prevent accidental overwrites.
* To loop through all key-value pairs, use a for each loop on *keySet()* as it will return a *Set* object that contains all the unique keys within the map. Then in the body of the loop use *get()* with the current key to retrieve its value. Keys aren’t stored in a predictable order so don’t rely on that.
* *remove()* will remove a key-value pair given a key. It can also be provided with a key and value in which case it will only remove the pair if both match. The method returns true is the key-value pair is removed.
* *replace()* will replace a value for a given key.
* To make a class immutable, remove any way of setting fields after they have been initialised in the constructor. Mark fields as private and final. Do not use setters. Mark class as final. Do not allow setting a field directly through the constructor, e.g. instead of *this.myMap = myMap*, write *this.myMap = new HashMap<>(myMap)*. This prevents the calling class from modifying your local copy of the map.
* ***Set*** data structure doesn’t have any defined ordering, and doesn’t contain duplicate data (contains keys).
* There’s no method to get a key at a specific index. You can use a for each loop to iterate through each key. You can use the *contains()* method to see if a key exists within the set. Sets can create unions by using the *addAll()* method, duplicates are ignored. These are called bulk operations, others include *containsAll()* - returns true is the set is a subset of another set*, retainAll()* – performs an intersection and contains common elements from both sets*, and removeAll() –* keeps the asymmetric difference/unique elements. To find symmetric difference, find the union then remove the intersection.
* If a class is used as a key in a *Map* or *Set* it should override the *equals()* and *hashCode()* methods. Otherwise the default implementation defined in *Object* will be used.
* By default *Object.equals()* will just check to see if the objects being compared have the same address in memory. When overriding *equals()* ensure that *subclass.equals(superclass)* is equal to *superclass.equals(subclass)*. This could be a problem is the subclass checks to see if the object argument is an instanceof itself.
* If two objects are equal then they must generate the same hash code otherwise the objects will end up in different ‘buckets’ which will cause problems when trying to find/remove those elements. You can just *return 0* in the overridden hash code method since it satisfies that constraint, but this misses the point of the using hash tables and lowers performance to that of a linked list since the algorithms must go through each element.
* The override annotation isn’t required, but the compiler ensures that you override a method rather than accidentally overloading it, e.g. you might accidentally write *public boolean equals(ClassName o)* rather than *public boolean equal(Object o)*.
* **Enumerators**, or enum, are useful when creating a list of possibilities. A method can accept an integer that uniquely represents many cases, but if the possibilities are limited and have names an enum can be more useful. Example: *public enum HumanLifecycle {FETUS, BABY, TEENAGER ADULT, SENIOR}.* This prevents invalid values from being passed and makes code easier to read.
* While *HashSet* and *HashMap* don’t have any particular order, their linked variants maintain insertion order – *LinkedHashSet* and *LinkedHashMap*, and their tree variants maintain *ClassName.compareTo()* order – *TreeSet* and *TreeMap*. Naturally the additional sorting means that these collections will be slower than the unsorted implementations.
* *Collections* contains static methods that return unmodifiable variants of lists, sets, and maps. This only makes the collection unmodifiable, the underlying data can still be retrieved and altered.
* *Objects.hashCode()* can be used to generate a hash code for a single object. *Objects.hash()* can be used to generate a hash code for an array of objects. When generating a hash code you should use the same variables you use in the *equals()* method to determine which objects are equal. In other words use the variables that together uniquely identify an object. For a bank account this could just be a unique customer ID. For a person it might be their name, birthday, and ethnicity that uniquely identify them since many people can share the same names and birthdays.

**Section 14 – JavaFX**
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**Section 16 – Concurrency**

* A **process/application** is a unit of execution that has its own memory space, e.g. when you run a console/JavaFX application. They can’t access another process’ memory.
* A **thread** is a unit of execution within a process. Each process has at least one thread – the main thread, but can create as many as it needs. Some threads are automatically created for memory management and I/O. Developers don’t touch these threads. Our code runs on the main thread or sub-threads we create.
* Threads require less resources than processes since all threads share the same memory space as the process they’re created in. This can cause problems.
* Threads can access their thread stack which is an area of memory only they have access to.
* There are two main reasons for creating threads: 1) To perform a task that will take a long time. Otherwise your main thread will suspend until it’s complete. To a user this looks as if the application is stuck. Example: querying database, parsing large files, downloading files from the Internet, etc. 2) An API might require the developer to provide one.
* **Concurrency** refers to an application working on more than one task at a time. In other words the application doesn’t have to wait for one task to end before starting the next one.
* The output of multithreaded applications varies as there’s no guarantee to when exactly threads will run since it depends on the JVM and operating system. You can give threads priority in relation to other threads, but there’s still no guarantee.
* To create a thread: 1) subclass *Thread* and override ***run()***. Then create an instance of the subclass and call ***start()****.* The thread will automatically be created and call the *run()* method. If the code only needs to be used in one place then you can always create an anonymous class instead.
* 2) You can implement ***Runnable*** and override *run()*. Then pass the runnable subclass as an argument to *new Thread()*. Or again, you can create an anonymous *Runnable* subclass. Most developers work with *Runnable* since it’s more flexible – convenient due to lambda expressions and it can be provided as an argument to more of the API.
* A thread can only be started once otherwise it will throw an **IllegalThreadStateException**. To do it multiple times create another instance of the subclass.
* A thread terminates when it returns from *run()*. If you call *run()* instead of *start()*, the *run()* method will run on the original thread instead of a new thread since it’s just a regular method call.
* Call myThread.*setName()* to set a name for the thread, and myThread.*getName()* to retrieve it. You can get a reference to the current thread by calling *Thread.currentThread()*.
* Call *Thread.sleep()* to put the thread to sleep for some milliseconds/nanoseconds. It must be used in a try/catch block since it can throw an **InterruptedException** if another thread wakes it up prematurely. The timing is also operating system / JVM dependant so don’t depend on it being exact.
* You might want to interrupt another thread if you know it’s no longer required, e.g. a thread that monitors the state of something. Call *myThread.interrupt()* to do so.
* Use *myThead.join()* to make the current thread sleep until *myThread* returns from *run()*. The current thread might be interrupted so *join()* should be called within a try/catch block. To prevent the current thread from waiting forever and becoming stuck you can provide a timeout argument.
* Each thread has its own thread stack so variables created locally are unique to each thread. Threads share instance variables however, so this may provide unpredictable results if each thread reads and writes to them. This is because instance variables exist in the heap which all threads share. This is known as a **race condition**. It would be fine if the threads only read the data, or if each thread has access to a unique class instance. This isn’t always possible in the real world.
* **Synchronization** allows limiting access to resources so that only one thread can execute code at a time, e.g. if a method is synchronized only one thread can access it, the rest will wait until that thread returns.
* To synchronize a method, use the *synchronized* keyword in its signature. If a class has three synchronized methods, only one will run at a time for one thread. Synchronization prevents race conditions. Constructors can’t be synchronized since only one thread can access it anyway.
* Instead of synchronizing a method it’s more efficient to synchronise the portion of the code that actually has the race condition. You can do this using a synchronization block. It requires a variable to be passed in that all threads have access to so that it can lock it when one thread accesses it, and unlock when the thread exits. Use an instance or class variable for this since all threads will share it. You can also use the *this* reference and use the instance of the class as a lock object.
* Synchronized methods also lock on *this* – instance lock. Static method locks are different to regular method locks. So even if a regular method’s lock is obtained, a static method’s lock is still available, and vice versa.
* **Thread safe** refers to code that won’t result in race conditions.
* **Deadlock** refers to two or more threads that become blocked because of each other and can’t progress. This can occur with synchronized methods, since only one thread can obtain the lock at once. That first thread may wait in the method for the second thread to complete its task, but the second thread cannot do so since its can’t obtain a lock since it was obtained by the first thread.
* To solve this problem, synchronized methods/blocks can make use of *wait()* and *notifyAll()* methods. The calling thread gives up its lock when *wait()* is called and sleeps until the lock is reacquired and then continues from where it called *wait()*. Calling the *notifyAll()* method makes the calling thread give up its lock at the end of the synchronized method/block which wakes up a random thread that was sleeping due to *wait()*.
* This pattern is commonly used with the producer-consumer architecture in which some threads produce a resource and some threads consume the resource. All threads share a common object to which they write/read, or produce/consume.
* More tips to prevent deadlocks include: use the minimum required locks, use them in order, e.g. lock 1, then lock 2, etc. You can also use *ReentrantLock*.
* Some collections are not thread safe, e.g. ArrayList. You can still use them, but you will have to make sure to synchronize access.
* Synchronized methods/blocks have many disadvantages. A thread waiting to obtain a lock can’t do anything else until it gets it. It can’t even be interrupted. When the lock is available a thread is chosen at random, it’s not first come first serve. This can be mitigated by giving the thread a higher priority. A thread might be waiting for a while before it gets a lock which is bad for load balancing. You also can’t specify a timeout for how long a thread should wait.
* **Reentrant locks** allow a thread to obtain a lock it already has and continue execution rather than waiting for the lock to become free.
* The disadvantages of synchronized code can be avoided using a *ReentrantLock* object to monitor threads. Call *lock()* first to obtain a lock, and *unlock()* to release the lock.
* A thread must call *unlock()* as many times as *lock()* is called to release the lock. It’s good practice to place the call to *unlock()* within a finally block to ensure that it always runs.
* To prevent blocking a thread call *tryLock()* to see if the lock is obtainable. If it is, the method will return true and the calling thread will obtain the lock. Otherwise you can run different code until it’s available.
* You can use *ReentrantLock* to check how many threads are waiting for the lock, and to provide locks on a first come first serve basis by setting the fair parameter to true in its constructor.
* The **executive service** manages threads for the developer while allowing them to focus on the code that the threads will run. It does this by creating **thread pools**. To create it use a factory method: *ExecutorService srv = Executors.newFixedThreadPool(3)*. To initiate it, call *execute()* and provide a runnable object.
* It can limit the number of threads running at any given time, e.g. three in the above example.
* You must call *shutdown()* when you’re done with the service otherwise the program will keep running. It will wait for all threads to complete before exiting.
* ***Callable*** is like *Runnable*, except it returns an object. Call *submit()* and provide a *Callable* object and store the result in a ***Future***. You can then call *future.get()* to retrieve the value at some point in the future. The calling thread will block until the result is returned.
* **ArrayBlockingQueue** is a queue based on a fixed length array. It’s FIFO just like a regular queue. It’s thread safe and only allows one thread to make changes at a time. This means that you won’t need to keep synchronizing code when working with it.
* If your code depends on the state of the queue, e.g. *isEmpty()*, then you may still need to use synchronization blocks to group method calls together. Otherwise this could result in a slipped condition.
* **Slipped conditions** arise when thread 1 checks the status of a buffer, and reads data if the status is okay. In between that time however thread 2 might change the status of the buffer, making the data not safe for thread 1 to read thereby resulting in an exception or unexpected output. The issue is that thread 1 acted on obsolete information.
* Marking a *ReentrantLock* as a fair lock will make it provide locks on a first come first serve basis.
* A fair lock has a larger performance penalty than a regular lock so use with caution. The more threads the higher the loss in performance.
* *tryLock()* ignores fair lock flag.
* **Livelock** is similar to deadlock, but instead of threads being blocked waiting for locks, they’re waiting for other threads to finish their task. When using locks that block threads indefinitely, you may run into a deadlock. When using locks that block threads with a timeout, you may run into a livelock.
* **Atomic** operations are those that don’t suspend the thread in the middle of execution. Examples: 1) Reading/writing reference variables, e.g. myO*bj2 = myObj1*. 2) Reading/writing primitive variables except long and double, e.g. *myInt = 10*. 3) Reading/writing all variables declared **volatile**.
* Just because a primitive is marked volatile, doesn’t make it thread safe. Incrementing or decrementing it for example, can still lead to memory consistency errors. To prevent this use *AtomicInteger*. It supports atomic operations for increment, decrement, etc. There are atomic versions of many primitive types.
* When multiple threads read/write to one variable we can get **memory consistency** errors. Some variables are saved to the cache on the processor to speed up calculations. Volatile forces the variables to update in the main memory rather than the cache. This means that threads won’t deal with obsolete data.
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