Project 4

# Introduction

This is Project 4 for STAT 557 2018 Spring by Meridith Bartley and Fei Jiang. The aim of this project is to practice EM algorithm, mixture discriminant analysis (MDA) algrithm and compare MDA with QDA.

# Description of Data used for EM Algorithm

This dataset contains Wisconsin breast cancer data over the US downloaded from UCI Machine Learning Data Repository. With no missing data there are around 570 records, each of which includes ten real-valued features are computed for each cell nucleus (thickness,size.unif, shape.unif, adhesion, size.cell, nuclei, chromatin, nucleoli, mitoses) and the corresponding diagnosis (malignant or benign)

# Description of Data used for MDA and QDA

This dataset contains soil sample data over the US downloaded from Natural Resources Conservation Service (NRCS). After removing the incomplete data records and excluding the data records with impossible values, there are around 14,000 records left, each of which includes physical and chemical properties of soil samples (sand, silt, clay, organic carbon, bulk density, CEC soil, CEC clay, base saturation, and pH) and the corresponding soil classification group (soil order).

Boxplots for each physical and chemical property used as explanitory variables in the subsequent classification models are included below. This EDA allows for early indication of which variables may possibly be ommitted during dimention reduction. That is, what properties do not differ significantly between soil Orders.
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# Analysis

# EM Algorithm for Mixture of Gaussians in the breast cancer dataset

In this application of an EM algorithm for a mixutre of Gaussians we randomly divided our dataset to training data (70%) and test data (30%). We applied the EM algorithm to training data to get the model and then evaluated its accuracy in test data. Resulting plots and precition confusion table are included below.
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|  |  |  |
| --- | --- | --- |
|  | benign | malignant |
| benign | 312 | 5 |
| malignant | 11 | 151 |

## MDA and the effects of different numbers of components in the soil database

In this part of the analysis, we randomly divided our dataset to traning data (80%) and test data (20%). We applied MDA in training data to get the model and then evaluated its accuracy in test data. In order to test the effects of the number of components in model performance and elaborate the dilemma between model complexity and prediction accuracy, we conducted MDA with the number of components included ranging from 2 to 8. The plot below shows the increasing prediction accuracy with the increasing number of components included. Along with the number of components increasing from 2 to 8, the predicting accuracy increased from 51% to 61%. From a perspective of balancing model complexity and prediction accuracy, we chose our final MDA model with four components included and used that model to conduct following comparison with QDA model. ![](data:image/png;base64,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)

## Comaprison between MDA and QDA for the soil database

In this analysis, we conducted MDA and QDA analysis based on the same training and test dataset and the same first four components. The prediction accuracy for each soil types and overall accuracy of these two methods are shown in the table below. For the table we can see that the overall accuracy of MDA and QDA are very similar (57% for MDA and 56% for QDA). However, their ability in correctly predicting individual soil groups differed. For instance, MDA is better at Inceptisols and Mollisols while QDA is better at Aridisols and Vertisols.

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | Alfisols | Andisols | Aridisols | Inceptisols | Mollisols | Oxisols | Spodosols | Ultisols | Vertisols | Overall |
| MDA | 0.57 | 0.35 | 0.43 | 0.28 | 0.71 | 0.35 | 0.41 | 0.74 | 0.56 | 0.57 |
| QDA | 0.54 | 0.26 | 0.69 | 0.04 | 0.58 | 0.35 | 0.58 | 0.81 | 0.74 | 0.56 |

# Conclusion

In this project, we finished up two part.

In the first part, we coded a EM algorithm for mixed Gaussians and applied it to a breast cancer dataset. Code for the EM functions are included in the Appendix below.

In the second part, we conducted MDA on our dataset and explored the increasing prediction accuracy with the increasing model complexity. Through comparison with QDA on the same dataset using same predictors, we found out the comparably acceptable performance of these two methods.

# Contributions

The different tasks required to complete this project were equally divided between Meridith and Fei. Both members of this group contributed to the presentation slides and this report.

## Appendix

library(ggplot2)  
library(DAAG)  
library(dplyr)  
library(magrittr)  
library(MASS)  
library(caret)  
library(nnet)   
library(scales)  
library(klaR)  
library(stats)  
library(grid)  
library(gridExtra)  
library(mclust)  
library(mvtnorm)  
library(mda)  
  
  
### split data into test and training sets  
# df: data set  
# train\_amt: proportion of data to use for training  
# resp\_idx: which column the class variable is (for breast cancer data this is 10)  
split\_data <- function(df, train\_amt, resp\_idx) {  
 N <- floor(nrow(df) \* train\_amt)  
 ind <- sample.int(nrow(df), size = N)  
 x\_train <- as.matrix(df[ind,-resp\_idx])  
 x\_test <- as.matrix(df[-ind,-resp\_idx])  
 class\_train <- df[ind,resp\_idx]  
 class\_test <- df[-ind,resp\_idx]  
 return(list(x\_train = x\_train,  
 x\_test = x\_test,  
 class\_train = class\_train,  
 class\_test = class\_test))  
}  
  
### EM algorithm  
# x: covariates (as a matrix, one row = one observation)  
# y: response (as a factor)  
# R: number of subclasses for each class  
# tol: condition for convergence  
# maxit: maximum number of iterations for EM to run  
EM <- function(x, y, R, tol = 1e-6, maxit = 10) {  
 labs <- levels(y)  
 K <- length(labs)  
 M <- ncol(x)  
 N <- nrow(x)  
 pi <- array(0, dim = c(K, R))  
 mu <- array(0, dim = c(K, M, R))  
 sigma <- diag(M)  
 y <- as.numeric(y)  
 ### come up with starting points using kmeans  
 for(k in 1:K) {  
 ind <- which(y == k)  
 mu[k, , ] <- t(kmeans(x[ind, ], R)$centers)  
 pi[k, ] <- rep(1/R, length = R)  
 }  
 converged <- F  
 ### main EM loop  
 # while(!converged) {  
 for(it in 1:maxit) {  
 # E step  
 p <- array(0, dim = c(N, R))  
 for(i in 1:N) {  
 k <- y[i]  
 for(r in 1:R) {  
 p[i,r] <- pi[k,r] \* dmvnorm(x[i, ], mu[k, ,r], sigma)  
 }  
 p[i, ] <- p[i, ]/sum(p[i, ])  
 }  
 # M step  
 for(k in 1:K) {  
 ind <- which(y == k)  
 for(r in 1:R) {  
 pi[k,r] <- sum(p[ind,r])/length(ind)  
 mu[k, ,r] <- colSums(x[ind, ]\*p[ind,r])/sum(p[ind,r])  
 }  
 }  
 tally <- 0  
 for(i in 1:N) {  
 z <- y[i]  
 for(r in 1:R) {  
 tmp <- x[i, ] - mu[z, ,r]  
 tally <- tally + p[i,r] \* (tmp %o% tmp)  
 }  
 }  
 sigma <- tally/N  
 # check convergence  
  
 }  
 return(list(pi = pi,  
 mu = mu,  
 sigma = sigma,  
 class\_labels = labs))  
}  
  
### predict classes  
# em: object from the result of EM function above  
# x: new data (as a matrix, one row = one observation)  
em\_predict <- function(em, x) {  
 pi <- em$pi  
 mu <- em$mu  
 sigma <- em$sigma  
 labs <- em$class\_labels  
 K <- dim(mu)[1]  
 R <- dim(mu)[3]  
 classes <- rep(NA, nrow(x))  
  
 for(i in 1:nrow(x)) {  
 probs <- rep(0, K)  
 for(k in 1:K) {  
 for(r in 1:R) {  
 probs[k] <- probs[k] + pi[k,r] \* dmvnorm(x[i, ], mean = mu[k, ,r], sigma = sigma)  
 }  
 }  
 classes[i] <- which.max(probs)  
 }  
 return(factor(classes, labels = labs))  
}  
#EM data  
# read data in and format it  
data <- read.csv('http://archive.ics.uci.edu/ml/machine-learning-databases/breast-cancer-wisconsin/breast-cancer-wisconsin.data', header = F, na.strings = '?')  
names(data) <- c('id','thickness','size.unif','shape.unif','adhesion','size.cell','nuclei','chromatin','nucleoli','mitoses','class')  
data$class <- as.factor(data$class)  
levels(data$class) <- c('benign','malignant')  
data <- data[-which(is.na(data$nuclei)),-1] # leave ID column out and remove NAs  
  
  
# Basic clearning of our dataset   
project1data <- read.csv(file = "project1data.csv")  
project1data <- project1data[,-c(1,2,4)] #remove the ID and Horizon columns which are useless,Silt is redundant information since it could be calculated from Sand and Clay.   
project1data <- project1data[sample(nrow(project1data),nrow(project1data)),] ###shuffle rows  
  
  
  
varlist <- names(project1data)[-9]  
  
customPlot <- function(varName) {  
  
project1data %>%   
group\_by\_("Order") %>%   
select\_("Order",varName) %>%   
ggplot(aes\_string("Order",varName)) + geom\_boxplot() +   
 theme(axis.text.x = element\_text(angle = 45, hjust = 1))  
  
}  
  
grid.arrange(grobs = lapply(varlist[1:4],customPlot))  
grid.arrange(grobs = lapply(varlist[5:8],customPlot))  
  
  
# pairs(project1data)  
# cor(project1data[, -9])  
  
  
  
# Create new dataset with PCA   
pca = prcomp(project1data[,-9])  
# print(pca$rotation)  
summary.pca = summary(pca)  
# print(summary.pca)  
project1data.new = data.frame(pca=pca$x[,1:8],Order=project1data$Order)   
  
#table of the variance and coefficients  
#knitr::kable(summary.pca$importance)  
#knitr::kable(pca$rotation[, 1:4])  
  
  
#data partition  
train\_id <- caret::createDataPartition(y=project1data.new$Order, p=0.8,list = FALSE)  
train <- project1data.new[train\_id,]  
test <- project1data.new[-train\_id,]  
# Mixture Discriminant Analysis (MDA)  
  
  
  
  
  
  
R <- 3 # number of subclasses  
training\_amount <- 0.3  
  
X <- split\_data(data, training\_amount, 10)  
x\_train <- X$x\_train  
x\_test <- X$x\_test  
class\_train <- X$class\_train  
class\_test <- X$class\_test  
  
# run MDA  
fit <- EM(x\_train, class\_train, R)  
# classify test data  
fit\_pred <- em\_predict(fit, x\_test)  
# resulting confusion matrix and error rate  
# confusion(fit\_pred, class\_test)  
  
# try PCA  
x <- rbind(x\_train, x\_test)  
x\_scaled <- apply(x, 2, function(x) (x - mean(x))/sd(x))  
eig <- eigen(cov(x\_scaled))  
# eig$values/sum(eig$values)  
V <- eig$vectors[ ,1:2]  
x\_new <- as.matrix(x\_scaled %\*% V)  
x\_train\_new <- x\_new[1:nrow(x\_train), ]  
x\_test\_new <- x\_new[-(1:nrow(x\_train)), ]  
  
fit2 <- EM(x\_train\_new, class\_train, R)  
fit\_pred2 <- em\_predict(fit2, x\_test\_new)  
# confusion(fit\_pred2, class\_test)  
  
#training plot  
plot(x\_train\_new, pch = 10, alpha = 0.5, col = as.numeric(class\_train)+2,   
 main = "Training Data")  
points(t(fit2$mu[1, , ]), pch = 8, cex = 3, lwd = 3, col = 3)  
points(t(fit2$mu[2, , ]), pch = 8, cex = 3, lwd = 3, col = 4)  
#testing plot  
plot(x\_test\_new, pch = 10, col = as.numeric(class\_test)+2,  
 main = "Testing Data")  
points(t(fit2$mu[1, , ]), pch = 8, cex = 3, lwd = 3, col = 3)  
points(t(fit2$mu[2, , ]), pch = 8, cex = 3, lwd = 3, col = 4)  
  
  
  
knitr::kable(table(fit\_pred2, class\_test))  
  
  
#mda - 2 component   
mda.2 <- mda(Order ~ pca.PC1 + pca.PC2 , data = train)  
#predict test data  
mda2.predict = predict(mda.2, newdata=test)  
# Assess the total accuracy of test data  
ct2.mda <- table(test$Order, mda2.predict)  
totcorrect2.mda <- sum(diag(prop.table(ct2.mda)))  
# Assess the accuracy of the prediction for each soil class (Order) in test data  
#cc2.mda <- diag(prop.table(ct2.mda, 1))  
  
#mda - 3 component   
mda.3 <- mda(Order ~ pca.PC1 + pca.PC2+ pca.PC3 , data = train)  
#predict test data  
mda3.predict = predict(mda.3, newdata=test)  
# Assess the total accuracy of test data  
ct3.mda <- table(test$Order, mda3.predict)  
totcorrect3.mda <- sum(diag(prop.table(ct3.mda)))  
  
#mda - 4 component   
mda.4 <- mda(Order ~ pca.PC1 + pca.PC2+ pca.PC3+ pca.PC4 , data = train)  
#predict test data  
mda4.predict = predict(mda.4, newdata=test)  
# Assess the total accuracy of test data  
ct4.mda <- table(test$Order, mda4.predict)  
totcorrect4.mda <- sum(diag(prop.table(ct4.mda)))  
  
#mda - 5 component   
mda.5 <- mda(Order ~ pca.PC1 + pca.PC2+ pca.PC3+ pca.PC4 + pca.PC5, data = train)  
#predict test data  
mda5.predict = predict(mda.5, newdata=test)  
# Assess the total accuracy of test data  
ct5.mda <- table(test$Order, mda5.predict)  
totcorrect5.mda <- sum(diag(prop.table(ct5.mda)))  
  
#mda - 6 component   
mda.6 <- mda(Order ~ pca.PC1 + pca.PC2+ pca.PC3+ pca.PC4 + pca.PC5+ pca.PC6, data = train)  
#predict test data  
mda6.predict = predict(mda.6, newdata=test)  
# Assess the total accuracy of test data  
ct6.mda <- table(test$Order, mda6.predict)  
totcorrect6.mda <- sum(diag(prop.table(ct6.mda)))  
  
#mda - 7 component   
mda.7 <- mda(Order ~ pca.PC1 + pca.PC2+ pca.PC3+ pca.PC4 + pca.PC5+ pca.PC6+ pca.PC7, data = train)  
#predict test data  
mda7.predict = predict(mda.7, newdata=test)  
# Assess the total accuracy of test data  
ct7.mda <- table(test$Order, mda7.predict)  
totcorrect7.mda <- sum(diag(prop.table(ct7.mda)))  
  
#mda - 8 component   
mda.8 <- mda(Order ~ pca.PC1 + pca.PC2+ pca.PC3+ pca.PC4 + pca.PC5+ pca.PC6+ pca.PC7+ pca.PC8, data = train)  
#predict test data  
mda8.predict = predict(mda.8, newdata=test)  
# Assess the total accuracy of test data  
ct8.mda <- table(test$Order, mda8.predict)  
totcorrect8.mda <- sum(diag(prop.table(ct8.mda)))  
  
plot(x=c(2:8),y=c(totcorrect2.mda,totcorrect3.mda,totcorrect4.mda,totcorrect5.mda,totcorrect6.mda,totcorrect7.mda,totcorrect8.mda),xlab = "Number of Components", ylab = "Prediction Accuracy")  
  
#mda - 4 component   
mda <- mda(Order ~ pca.PC1 + pca.PC2+ pca.PC3+ pca.PC4 , data = train)  
#predict test data  
mda.predict = predict(mda, newdata=test)  
# Assess the accuracy of the prediction for each soil class (Order) in test data  
ct.mda <- table(test$Order, mda.predict)  
cc.mda <- diag(prop.table(ct.mda, 1))  
# Assess the total accuracy of test data  
totcorrect.mda <- sum(diag(prop.table(ct4.mda)))  
  
  
#qda  
qda.fei <- MASS::qda(Order ~pca.PC1 + pca.PC2+ pca.PC3+ pca.PC4, data = train)  
  
#predict test data  
qda.predict = predict(qda.fei, newdata=test)  
  
# Assess the accuracy of the prediction for each soil class (Order) in test data  
ct.qda <- table(test$Order, qda.predict$class)  
cc.qda <- diag(prop.table(ct.qda, 1))  
  
  
### comparison   
#mda  
correct.mda <- diag(prop.table(ct.mda, 1))  
# total percent correct  
totcorrect.mda <- sum(diag(prop.table(ct.mda)))  
  
#qda  
correct.qda <- diag(prop.table(ct.qda, 1))  
# total percent correct  
totcorrect.qda <- sum(diag(prop.table(ct.qda)))  
  
  
##table   
  
model\_comparison <- data.frame(rbind(correct.mda, correct.qda))  
model\_comparison$Overall=c(totcorrect.mda,totcorrect.qda)  
  
model\_comparison <-model\_comparison %>%set\_rownames(c("MDA", "QDA"))  
knitr::kable(round(model\_comparison, digits = 2))  
  
#p <- ggplot(test, aes(x = Sand, y = Clay, color = mda.predict)) + geom\_point() + stat\_contour(aes(x = Sand, y = Clay, z = mda.predict), data = test) + labs(title="MDA Decision Boundaries")  
#p