QUESTION NO.1:

SOURCE CODE:

#include <iostream>

using namespace std;

class Learner;

class Skill {

public:

    int skillID;

    string skillName;

    string description;

    void showSkillDetails() const {

        cout << "SKILL ID: " << skillID << endl;

        cout << "SKILL NAME: " << skillName << endl;

        cout << "SKILL DESCRIPTION: " << description << endl;

    }

    void updateSkillDescription(string newDescription) {

        description = newDescription;

    }

};

class Sports {

private:

    int sportID;

    Skill requiredSkill[20];

    int skillCount;

public:

    string name;

    string description;

    Sports() : skillCount(0) {}

    void display() const {

        cout << "SPORT ID: " << sportID << endl;

        cout << "NAME: " << name << endl;

        cout << "DESCRIPTION: " << description << endl;

        cout << "REQUIRED SKILLS: ";

        for (int i = 0; i < skillCount; i++) {

            requiredSkill[i].showSkillDetails();

        }

        cout << endl;

    }

};

class Mentor {

private:

    int mentorID;

    int maxLearners;

    int assignedLearnersCount;

    Learner\* assignedLearners[100];

    int countExpertise;

public:

    string name;

    Sports sportExpertise[20];

    Mentor() : mentorID(0), maxLearners(0), assignedLearnersCount(0), countExpertise(0) {}

    Mentor(int ID, int maxlearners, string name) : mentorID(ID), maxLearners(maxlearners), name(name), assignedLearnersCount(0), countExpertise(0) {}

    int getStudentsAssigned() const {

        return assignedLearnersCount;

    }

    int getMaxLearners() const {

        return maxLearners;

    }

    void assignLearner(Learner\* s) {

        if (assignedLearnersCount < maxLearners) {

            assignedLearners[assignedLearnersCount++] = s;

        } else {

            cout << "MENTOR " << name << " HAS REACHED THE MAX CAPACITY." << endl;

        }

    }

    int getCountExpertise() const {

        return countExpertise;

    }

    void removeLearner(Learner\* s);

    void viewLearners();

    void provideGuidance();

};

class Learner {

private:

    int id;

    Sports sportOfInterest[20];

    int age;

    int sportOfInterestCount;

public:

    int getID() const {

        return id;

    }

    void display() const {

        cout << "ID: " << id << endl;

        cout << "NAME: " << name << endl;

        cout << "AGE: " << age << endl;

        for (int i = 0; i < sportOfInterestCount; i++) {

            sportOfInterest[i].display();

        }

    }

    Mentor\* mentorAssigned;

    string name;

    Learner() : id(0), age(0), sportOfInterestCount(0), mentorAssigned(nullptr) {}

    Learner(int id, int age, string name) : id(id), age(age), name(name), sportOfInterestCount(0), mentorAssigned(nullptr) {}

    void registerForMentor(Mentor& m) {

        if (m.getStudentsAssigned() < m.getMaxLearners()) {

            mentorAssigned = &m;

            m.assignLearner(this);

        } else {

            cout << "MENTOR " << m.name << " HAS NO AVAILABLE SLOTS." << endl;

        }

    }

    void viewMentorDetails() const {

        if (mentorAssigned) {

            cout << "MENTOR NAME: " << mentorAssigned->name << endl;

            for (int i = 0; i < mentorAssigned->getCountExpertise(); i++) {

                mentorAssigned->sportExpertise[i].display();

            }

        } else {

            cout << "NO MENTOR IS ASSIGNED." << endl;

        }

    }

    void updateSportsInterest(Sports s) {

        if (sportOfInterestCount < 20) {

            sportOfInterest[sportOfInterestCount++] = s;

        } else {

            cout << "CAN'T ADD MORE SPORT INTEREST" << endl;

        }

    }

};

void Mentor::removeLearner(Learner\* s) {

    for (int i = 0; i < assignedLearnersCount; i++) {

        if (assignedLearners[i] == s) {

            for (int j = i; j < assignedLearnersCount - 1; j++) {

                assignedLearners[j] = assignedLearners[j + 1];

            }

            assignedLearnersCount--;

            cout << "LEARNER REMOVED FROM THE MENTORSHIP." << endl;

            return;

        }

    }

    cout << "LEARNER IS NOT FOUND UNDER THIS MENTOR." << endl;

}

void Mentor::viewLearners() {

    if (assignedLearnersCount == 0) {

        cout << "NO LEARNERS ARE ASSIGNED." << endl;

        return;

    }

    cout << "MENTOR " << name << " HAS THE FOLLOWING LEARNERS:" << endl;

    for (int i = 0; i < assignedLearnersCount; i++) {

        assignedLearners[i]->display();

    }

}

void Mentor::provideGuidance() {

        cout << "MENTOR " << name << " IS PROVIDING GUIDANCE TO ASSIGNED LEARNERS." << endl;

        for (int i = 0; i < assignedLearnersCount; i++) {

            cout << "GUIDING LEARNER: " << assignedLearners[i]->name << endl;

        }

    }

int main() {

    Mentor mentor(1, 2, "ALI");

    Learner l1(12, 18, "MUZAMIL");

    Learner l2(13, 18, "MUZZY");

    Learner l3(14, 19, "AHMED");

    l1.registerForMentor(mentor);

    l2.registerForMentor(mentor);

    l3.registerForMentor(mentor);

    mentor.viewLearners();

    mentor.removeLearner(&l1);

    mentor.viewLearners();

    return 0;

}
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![](data:image/png;base64,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)

QUESTION 02:

SOURCE CODE:

#include <iostream>

using namespace std;

#include <string>

#include <tuple>

string lowercase(string k)

{

    string Lowercase = "";

    int l = k.length();

    for (int i = 0; i < l; i++)

    {

        Lowercase += tolower(k[i]);

    }

    return Lowercase;

}

class Robot

{

    string name;

    int hits;

public:

    Robot(string name) : name(name) { hits = 0; }

    Robot() : name("") { hits = 0; }

    int getHits()

    {

        return hits;

    }

    string getName()

    {

        return name;

    }

    void setName(string NAME)

    {

        name = NAME;

    }

    void hitBall(int &BallX, int &BallY, string &Direction)

    {

        string d = lowercase(Direction);

        if (d == "up")

        {

            BallY++;

            hits++;

        }

        else if (d == "down")

        {

            BallY--;

            hits++;

        }

        else if (d == "right")

        {

            BallX++;

            hits++;

        }

        else if (d == "left")

        {

            BallX--;

            hits++;

        }

        else

        {

            cout << "INVALID DIRECTION";

        }

        return;

    }

};

class Ball

{

    int y;

    int x;

public:

    Ball() : x(0), y(0) {}

    int &refgetX()

    {

        return x;

    }

    int &refgetY()

    {

        return y;

    }

    int getX()

    {

        return x;

    }

    int getY()

    {

        return y;

    }

    void move(int dx, int dy)

    {

        x = dx;

        y = dy;

    }

    tuple<int, int> getPosition()

    {

        return make\_tuple(x, y);

    }

    void setBallX(int X)

    {

        x = X;

    }

    void setBallY(int Y)

    {

        y = Y;

    }

};

class Goal

{

    public:

    int x, y;

    Goal() : x(3), y(3) {}

    bool isGoalReached(int BallX, int BallY)

    {

        if (x == BallX && y == BallY)

        {

            return true;

        }

        return false;

    }

};

class Team

{

public:

    string teamName;

    Robot \*getPlayer()

    {

        return player;

    }

    void setPlayer(Robot \*p)

    {

        player = p;

    }

private:

    Robot \*player;

};

class Game

{

    Team \*teamOne;

    Team \*teamTwo;

    Goal goal;

    Ball ball;

public:

    void setTeam(Team \*t,int teamNO){

        if(teamNO == 1){

            teamOne = t;

        }else if(teamNO == 2){

            teamTwo = t;

        }

    }

    void play(Team \*team)

    {

        ball.setBallX(0);

        ball.setBallY(0);

        do

        {

            cout << "ENTER THE DIRECTION: ";

            string direction;

            cin >> direction;

            team->getPlayer()->hitBall(ball.refgetX(), ball.refgetY(), direction);

        } while (!goal.isGoalReached(ball.getX(), ball.getY()));

    }

    void declareWinner()

    {

        if (teamOne->getPlayer()->getHits() < teamTwo->getPlayer()->getHits())

        {

            cout << teamOne->teamName << "IS THE WINNER";

        }

        else if (teamOne->getPlayer()->getHits() > teamTwo->getPlayer()->getHits())

        {

            cout << teamTwo->teamName << "IS THE WINNER";

        }

        else

        {

            cout << " IT IS THE TIE";

        }

    }

    void StartGame()

    {

        cout << "TEAM ONE NAME: ";

        cin >> teamOne->teamName;

        cout << "TEAM TWO NAME: ";

        cin >> teamTwo->teamName;

        cout << "GAME STARTED"<<endl;

        cout << "TEAM "<< teamOne->teamName + " TURN: " << endl;

        play(teamOne);

        cout << "TEAM "<< teamTwo->teamName + " TURN: " << endl;

        play(teamTwo);

        declareWinner();

    }

};

int main()

{

    Team teamOne;

    Team teamTwo;

    Robot robotOne("Player1");

    Robot robotTwo("Player2");

    teamOne.setPlayer(&robotOne);

    teamOne.setPlayer(&robotTwo);

    Game game;

    game.setTeam(&teamOne,1);

    game.setTeam(&teamTwo,2);

    game.StartGame();

    return 0;

}

OUTPUT:
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QUESTION 03:

SOURCE CODE:

#include <iostream>

using namespace std;

class Vehicle {

private:

    string model;

    double rent;

    string licenseTypeRequired;

public:

    bool isAvailable;

    Vehicle() : isAvailable(true) {}

    Vehicle(string model, double rent, string licenseTypeRequired)

        : model(model), rent(rent), licenseTypeRequired(licenseTypeRequired), isAvailable(true) {}

    double getRent() { return rent; }

    string getModel() { return model; }

    string getLicenseTypeRequired() { return licenseTypeRequired; }

    void displayVehicle() {

        cout << "VEHICLE MODEL: " << model << endl;

        cout << "VEHICLE RENT PER DAY: " << rent << endl;

    }

};

class User {

private:

    int age;

    string licenseType;

    string contact;

    int userID;

public:

    User() {}

    User(int age, int userID, string contact, string licenseType)

        : age(age), userID(userID), contact(contact), licenseType(licenseType) {}

    bool rentVehicle(Vehicle \*V) {

        return licenseType == V->getLicenseTypeRequired();

    }

    void setAge(int newAge) { age = newAge; }

    void setUserID(int newUserID) { userID = newUserID; }

    void setContact(string newContact) { contact = newContact; }

    void setLicenseType(string newLicenseType) { licenseType = newLicenseType; }

    int getID() { return userID; }

};

class RentalSystem {

private:

    User users[100];

    Vehicle \*\*vehicleAvailable;

    int totalVehicle;

    int userCount;

public:

    RentalSystem() : totalVehicle(0), vehicleAvailable(nullptr), userCount(0) {}

    void ALLOCATE\_VEHICLE(string model, double rent, string licenseTypeRequired) {

        Vehicle \*\*newArray = new Vehicle \*[totalVehicle + 1];

        for (int i = 0; i < totalVehicle; i++) {

            newArray[i] = vehicleAvailable[i];

        }

        newArray[totalVehicle] = new Vehicle(model, rent, licenseTypeRequired);

        if (vehicleAvailable) {

            delete[] vehicleAvailable;

        }

        vehicleAvailable = newArray;

        totalVehicle++;

    }

    void DEALLOCATE\_ARRAY() {

        if (vehicleAvailable) {

            for (int i = 0; i < totalVehicle; i++) {

                delete vehicleAvailable[i];

            }

            delete[] vehicleAvailable;

            vehicleAvailable = nullptr;

        }

    }

    void rentVehicle(int userID, string vehicleModel, int Days) {

        for (int i = 0; i < totalVehicle; i++) {

            if (vehicleAvailable[i]->getModel() == vehicleModel && vehicleAvailable[i]->isAvailable) {

                for (int j = 0; j < userCount; j++) {

                    if (users[j].getID() == userID) {

                        if (users[j].rentVehicle(vehicleAvailable[i])) {

                            cout << "YOU HAVE SUCCESSFULLY RENTED THE " << vehicleModel << endl;

                            cout << "RENTED FOR DAYS: " << Days << endl;

                            cout << "TOTAL RENT: " << vehicleAvailable[i]->getRent() \* Days << endl;

                            vehicleAvailable[i]->isAvailable = false;

                        } else {

                            cout << "SORRY, LICENSE TYPE FOR " << vehicleModel << " DOES NOT MATCH." << endl;

                        }

                        return;

                    }

                }

                cout << "SORRY, USER NOT FOUND." << endl;

                return;

            }

        }

        cout << "SORRY, VEHICLE NOT AVAILABLE." << endl;

    }

    void displayAvailableVehicles() {

        int k = 1;

        for (int i = 0; i < totalVehicle; i++) {

            if (vehicleAvailable[i]->isAvailable) {

                cout << k++ << ". ";

                vehicleAvailable[i]->displayVehicle();

            }

        }

    }

    void registerUser(int age, int userID, string contact, string licenseType) {

        users[userCount++] = User(age, userID, contact, licenseType);

    }

    void setAge(int userID, int newAge) {

        for (int i = 0; i < userCount; i++) {

            if (users[i].getID() == userID) {

                users[i].setAge(newAge);

                return;

            }

        }

        cout << "USER NOT FOUND." << endl;

    }

    void setContact(int userID, string newContact) {

        for (int i = 0; i < userCount; i++) {

            if (users[i].getID() == userID) {

                users[i].setContact(newContact);

                return;

            }

        }

        cout << "USER NOT FOUND." << endl;

    }

    void setLicenseType(int userID, string newLicenseType) {

        for (int i = 0; i < userCount; i++) {

            if (users[i].getID() == userID) {

                users[i].setLicenseType(newLicenseType);

                return;

            }

        }

        cout << "USER NOT FOUND." << endl;

    }

    ~RentalSystem() {

        DEALLOCATE\_ARRAY();

    }

};

int main() {

    RentalSystem GARAGESLOT;

    GARAGESLOT.registerUser(25, 0, "123-456-7890", "INTERMEDIATE");

    GARAGESLOT.registerUser(30, 1, "987-654-3210", "FULL");

    GARAGESLOT.ALLOCATE\_VEHICLE("COROLLA", 1500, "LEARNER");

    GARAGESLOT.ALLOCATE\_VEHICLE("CIVIC", 1800, "FULL");

    GARAGESLOT.ALLOCATE\_VEHICLE("BUGGATI CHIRON", 2500, "INTERMEDIATE");

    GARAGESLOT.rentVehicle(1,"CIVIC",5);

    cout << "AVAILABLE VEHICLES:" << endl;

    GARAGESLOT.displayAvailableVehicles();

    // modifying the vehicle

    GARAGESLOT.setAge(0, 26);

    GARAGESLOT.setContact(0, "321-654-0987");

    GARAGESLOT.setLicenseType(0, "FULL");

    return 0;

}

OUTPUT:

![](data:image/png;base64,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)

QUESTION 04:

SOURCE CODE:

#include <iostream>

using namespace std;

class Student {

private:

    const int studentID;

    string name;

    bool isActive;

    double balance;

    string stop;

public:

    static int totalStudents;

    Student(int id, string n, string s) : studentID(id), name(n), stop(s), isActive(false), balance(0.0) {

        totalStudents++;

    }

    Student() : studentID(-1) ,balance(0.0),isActive(false){}

    void payFee(double amount) {

        balance += amount;

        isActive = true;

        cout << "PAYMENT SUCCESSFUL=> CARD ACTIVATED." << endl;

    }

    void tapCard() const {

        cout << (isActive ? "ATTENDANCE RECORDED FOR " + name : "CARD INACTIVE. PLEASE PAY THE SEMESTER FEE.") << endl;

    }

    int getID() const {

        return studentID;

    }

    string getName() const {

        return name;

    }

    bool getIsActive() const {

        return isActive;

    }

    double getBalance() const {

        return balance;

    }

    string getStop() const {

        return stop;

    }

    void setName(string n) {

        name = n;

    }

    void setStop(string s) {

        stop = s;

     }

};

int Student::totalStudents = 0;

class BusRoute {

private:

    string stops[10];

    int totalStops;

public:

    string routeName;

    BusRoute() : totalStops(0) {}

    void addRoute(string name) {

        routeName = name;

        totalStops = 0;

        cout << "ROUTE ADDED SUCCESSFULLY." << endl;

    }

    void addStop(string stop) {

        if (totalStops < 10) {

            stops[totalStops++] = stop;

            cout << "STOP " << stop << " ADDED TO ROUTE." << endl;

        } else {

            cout << "MAXIMUM NUMBER OF STOPS REACHED." << endl;

        }

    }

    bool isValidStop(string stop) const {

        for (int i = 0; i < totalStops; i++) {

            if (stops[i] == stop) return true;

        }

        return false;

    }

};

class TransportSystem {

private:

    Student students[100];

    BusRoute routes[10];

    int studentCount;

    int routeCount;

public:

    TransportSystem() : studentCount(0), routeCount(0) {}

    void registerStudent(int id, string name, string stop) {

        if (studentCount < 100) {

            new (&students[studentCount]) Student(id, name, stop);

            studentCount++;

            cout << "STUDENT REGISTERED SUCCESSFULLY." << endl;

        } else {

            cout << "STUDENT REGISTRATION LIMIT REACHED." << endl;

        }

    }

    void addRoute(string name) {

        if (routeCount < 10) {

            routes[routeCount].addRoute(name);

            routeCount++;

        } else {

            cout << "MAXIMUM NUMBER OF ROUTES REACHED." << endl;

        }

    }

    void addStopToRoute(string routeName, string stop) {

        for (int i = 0; i < routeCount; i++) {

            if (routes[i].routeName == routeName) {

                routes[i].addStop(stop);

                return;

            }

        }

        cout << "ROUTE NOT FOUND." << endl;

    }

    void processPayment(int id, double amount) {

        for (int i = 0; i < studentCount; i++) {

            if (students[i].getID() == id) {

                students[i].payFee(amount);

                return;

            }

        }

        cout << "STUDENT NOT FOUND." << endl;

    }

    void tapCard(int id) const {

        for (int i = 0; i < studentCount; i++) {

            if (students[i].getID() == id) {

                students[i].tapCard();

                return;

            }

        }

        cout << "STUDENT NOT FOUND." << endl;

    }

    static int getTotalStudents(){

        return Student::totalStudents;

    }

    ~TransportSystem(){

        cout<<"SYSTEM IS TERMINATED";

    }

};

int main() {

    TransportSystem system;

    system.registerStudent(1, "MUSTUFA", "QUIDABAD");

    system.registerStudent(2, "MUZAMIL", "GULSHAN-E-HADEED");

    system.addRoute("ROUTE 1");

    system.addStopToRoute("ROUTE 1", "QUIDABAD");

    system.addRoute("ROUTE 2");

    system.addStopToRoute("ROUTE 2", "GULSHAN-E-HADEED");

    system.addStopToRoute("ROUTE 2", "GULSHAN-E-JOHAR");

    system.processPayment(1, 5000);

    system.tapCard(1);

    system.tapCard(2);

    cout << "TOTAL STUDENTS REGISTERED: " << TransportSystem::getTotalStudents() << endl;

    return 0;

}

OUTPUT:
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