**Testing and Debugging Techniques**

Testing and debugging skills are integral skills that a software developer refines throughout their career.  Testing ensures that a program executes successfully for a well-defined range of values.  Such a program might still crash for values outside this range.  Each program needs to be throughly tested before release to a user community and with each patch to that release.  Compilers identify syntactic errors with respect to the rules of the programming language, but cannot readily identify semantic errors; that is, errors in the meaning or intent of the code.  Walkthroughs and code analysis help identify these errors.

Much of the time and effort involved in ensuring that a program executes correctly for all practical cases is spent on testing and debugging.  Testing ensures that all of the paths through the program envisaged by the designer produce correct results.  Debugging locates those 'bugs' that produce incorrect results.  Over the years, computer scientists have developed sophisticated tools for testing and debugging.  These tools are available in various development environments.  The traditional walkthrough technique simulates instruction-by-instruction stepping of the CPU and its updating of program data in primary memory.

This chapter describes the kinds of errors that are common in source code, introduces testing and debugging techniques and shows how to layout program variables in tabular form to facilitate comprehensive walks through the source code.

Errors

Programming errors are classified into either of two kinds:

* syntactic errors
* semantic errors

Syntactic Errors

Syntactic errors are errors that break the rules of the programming language.  The most common syntactic errors in the C language are:

* missing semi-colon
* unnecessary semi-colon terminator in a #define directive
* undeclared variable name
* mismatched parentheses
* left-side of an assignment expression is not a defined memory location
* return statement is missing

Techniques for identifying syntactic errors include

* reading code statements (walkthroughs)
* compiler error messages (compiler output)
* comparing error messages from different compilers - some are more cryptic than others

Semantic Errors

Semantic errors are errors that fail to implement the intent and meaning of the program designer.  The more common semantic errors are:

* = instead of ==
* iteration without a body (for/while followed by a semi-colon)
* uninitialized variable
* infinite iteration
* incorrect operator order in a compound expression
* dangling else
* off-by-one iteration
* integer division and truncation
* mismatched data types
* & instead of &&

Techniques for identifying semantic errors include:

* vocalization - use your sense of hearing to identify the error (compound conditions)
* intermediate output - printf() statements at critical stages
* walkthrough table
* interactive debugging using
  + Visual Studio IDE - integrated debugger for Windows OSs
  + Eclipse IDE - integrated debugger for Linux OSs
  + gdb - GNU debugger for gcc

Testing Techniques

The two categories of software testing techniques are:

* black box
* white box

Black Box Tests

The simplest type of test is a black box test.  Black box tests are data driven.  We run the executable and treat it as a black box where all internal logic has been hidden from view.  External factors alone determine the success or failure of our tests.  We test against the specifications.  Our tests are input-output driven.

Equivalence Classes

The number of possibilities to be tested in a comprehensive black box test regime is typically too large.  To reduce this number to a manageable set, we introduce equivalence classes.

We create equivalence classes using boundary values.  An equivalence class is a set where testwise any member is as good as any other (for example, i <1, =1...25, >25).

Experts suggest that semantic errors frequently exist at and on boundaries.  We test either side of the boundaries of the equivalence class as well as the boundary itself (for example, i = 0, 1, 2, 17, 24, 25, 26).

We use equivalence classes for both input and output.

White Box Testing

The complementary test to black box tests is a white box test.  White box testing is logic driven.  We treat the program as a glass box with all internal logic visible.  Each white box test is path-oriented.

In white box testing, we execute each possible path through the code at least once.  The number of paths may be too large to test.  To reduce this number and still cover all paths through the code at least once, we prepare flow graphs.

Flow Graphs

A flow graph models the sequences, selections and iterations in the source code.  A flow graph consists of nodes and edges.  Each node represents one or more sequence statements.  Each edge represent the flow of control between two nodes.

Consider the following code.  The flow graph is shown on the right:

|  |  |  |  |
| --- | --- | --- | --- |
| |  |  | | --- | --- | | // Testing - Flow Graph  // flowGraph.c  #include<stdio.h>  int main(void)  {  int total, value, count;  // Start Node 1 ---  total = 0;  count = 0;  // End Node 1 ---  do {  // Start Node 2 ---  scanf("%d", &value);  // End Node 2 ---  if (value < 0) {  // Start Node 3 ---  total -= value;  count++;  // End Node 3 ---  } else if (value > 0) {  // Start Node 4 ---  total += value;  count++;  // End Node 4 ---  }  // Start Node 5 ---  } while (value != 0);  // End Node 5 ---  if (count > 0)  // Start Node 6 ---  printf("The average value is %.2lf\n",  (double)total/count);  // End Node 6 ---  // Start Node 7 ---  return 0;  } |  | |  |

Test Criteria

To complete a white box test, we apply the following criteria:

* statement coverage - every elementary statement is executed at least once
* edge coverage - every edge is traversed at least once
* condition coverage - all possible values of the constituents of each compound condition are exercised at least once
* path coverage - all paths from initial node to final node are traversed at least once.
* iteration coverage
  + skip the iteration entirely
  + pass through the iteration once
  + pass through the iteration less than the specified number of times
  + pass through the iteration the specified number of times
  + pass through the iteration once more than the specified number of times
* compound condition coverage
  + break each compound condition into simple conditions

Debugging Techniques

The tools available for debugging in this course include:

* an integrated development environment (IDE)
* a command-line debugger

Use the source code listed below in the following examples:

|  |
| --- |
| // Debugging Example  // debug.c  #define \_CRT\_SECURE\_NO\_WARNINGS  #include<stdio.h>  int main(void)  {  int total, value, count;  total = 0;  count = 0;  do {  printf("Enter a value (0 to stop) ");  scanf("%d", &value);  if (value < 0) {  total -= value;  count++;  } else if (value > 0) {  total += value;  count++;  }  } while (value != 0);  if (count > 0)  printf("The average value is %.2lf\n",  (double)total/count);  return 0;  } |

IDE Debugging

Integrated Development Environments (IDEs) are elaborate programs that support text editing, coding, compiling, testing and debugging in a unified application.  The IDE used in this course is Microsoft's Visual Studio.

Build and Execute

To build and execute a C program in Visual Studio 2013 (or newer) we:

* Start Visual Studio
* Select New Project
* Select Visual C++ -> Win32 -> Console Application
* Enter Debugging Example as the Project Name | Select OK
* Press Next
* Check Empty Project | Press Finish
* Select Project -> Add New Item
* Select C++ File | Enter debug.c as File Name | Press Add
* Paste in a copy of debug.c (see above)
* Select Build | Build Solution
* Select Debug | Start without Debugging
* Enter 3 at the input prompt
* Enter 2 at the input prompt
* Enter 0 at the input prompt

The input prompts and results of execution appear in a Visual Studio command prompt window.

Tracing

To trace through execution of our program using the builtin debugger

* Move the cursor to the left-most column of the total = 0; statement and left-click | This places a red dot in that column, which identifies a breakpoint
* Move the cursor to the left-most column of the closing brace for the do while iteration and left-click | This places a red dot in the column, which identifies another breakpoint
* Move the cursor to the left-most column of the return statement and left-click | This places a red dot in the column, which identifies another breakpoint
* Select Debug -> Start Debugging | Execution should pause at the first breakpoint
* Observe the values under the Locals tab in the Window below the source code
* Press F10 until the input prompt appears and answer the prompt by entering 3
* Observe the values under the Locals tab in the window below the source code
* Press F5, note the position of the arrow identifying the next statement to be executed and observe the value of total
* Press F5 and answer the prompt by entering a value of 2
* Press F5, note the position of the arrow identifying the next statement to be executed and observe the value of total
* Press F5 and answer the prompt by entering a value of 0
* Press F5, note the position of the arrow identifying the next statement to be executed and observe the value of total
* Press F5 and
* Select the command prompt window and observe the program output
* Select the source code window
* Press F5 again to exit

The keystrokes for the various debugging options available in this IDE are listed next to the sub-menu items under the Debug menu.

* F5 continue executing until the next breakpoint
* F10 execute the next statement

Command-Line Debugging

The GNU debugger is a command-line debugging tool called gdb that ships with the gcc compiler for Linux platforms.

Compile and Run

To be able to use gdb, we compile our source code with the -g option

|  |
| --- |
| gcc -g *myProgram.c* |

To debug the executable (a.out), we enter

|  |
| --- |
| gdb a.out |

The gdb prompt will appear

|  |
| --- |
| (gdb) |

When we start gdb, our program pauses.  This is our first opportunity to set breakpoints.  We enter the **run** command only once you are ready to execute.

Debugging Commands

The gdb commands that we may enter at the prompt include:

* **list** - lists the 10 lines of source code in the vicinity of where execution has stopped.  Each call advances the current line by 10
* **list m, n** - where m and n are line numbers - lists lines m through n inclusive of the source code.  This call advances the current line to n+1
* **break n** - where n is a line number - sets a break point at line number n
* **clear n** - where n is a line number - clears any break point or trace at line number n
* **delete** - clears all breakpoints
* **run** - starts the execution of your program from line 1
* **print varname** - where varname is a variable name - displays the value of varname
* **cont** - continues execution until either your program ends or encounters a breakpoint
* **step** - executes one line of your program
* **help** - displays the full set of commands available
* **quit** - quits

gdb is *case sensitive*.

Crashes

If our program crashes and produces a core dump, gdb can help locate the crash point.  We enter

|  |
| --- |
| gdb a.out core |

and use the following commands

* **where** - displays the procedure and line number at the time of the crash
* **up** - moves up one procedure in the stack (towards main())
* **down** - moves down one procedure in the stack (away from main())

Help

For online help with a particular command while debugging, we enter

|  |
| --- |
| help *command* |

where *command* is the command in question.

For online help with the gdb command while not debugging, we enter

|  |
| --- |
| man gdb |

Walkthrough Table

Walkthroughs are an important technique for understanding the control flow and the memory changes of a source code snippet.  A walkthrough emulates the CPU stepping through the code.  A walkthrough solution consists of two parts:

* a record of every change in the value of every program variable
* a listing of the output, if any, produced by the program

The record of changes lists all changes that have occurred in RAM during the execution of the program.

When the operating system loads a program into RAM, the program instructions occupy one part of memory while the program variables occupy another part.  The operating system transfers control to the program's first instruction.  The program executes one instruction at a time until it returns control to the operating system.  Some instructions accept input from the user, some change the values stored in the program variables and others send output to the user.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAqwAAACDCAIAAAGwwu47AAAACXBIWXMAAA7EAAAOxQGMMD9aAAAoH0lEQVR42u2dD0wcR57vqyWQQLCWsPjzQPKdsCEKxKCg80lZkCfJoOd7kMVaZxSzspF8sVYzYY0DT1lsaeMsjeI9yeatFhZy7MxJ3kPClnA0l8gokLPEbII1POuENE9MDFbA9ma9y4Q/svWIEUigN6+qq7unu6fnD///zPejBPdUV1dXVXf9/nV1ddJvfnN1ZWWVJCrJyUlJtP0tLbkJ2wWtrYEkkvCwLggE+je93NzcGvr3/3xftz3NuNPX++vGDXQBR+w+QGbSRXHakEMU88IT14SXkApl+6qHXLGGdhl+GijLTfMFFg2JTwk5FOuMFYLDO3CcVNU5KhxO78eEZMfXBfULhCzQjsiZSZ9hLZ/m7df0RXZtSVKRjaV3DyfXW1bI/IH5zIVMkiqKGVKW5RzrDyw9cpNsN9Um3SXkhLpRlnuRkHFC7mvbTLfPuR6NtZTyRHo4T+SZfYGhSCc6PekUCh2kPHfS63QMEmdVfHeBSr3mmuuvf9JXflJkk/JYVqReoO2nLIniUrRrommSJpm1X7oFTki7Ok2P7bEfIfZFw+GRMqs0FpDGoJNvR2+/SRdI94I5huEQ5WqrjI7c2x5Z8OdH3xLy0vplARddW8HP3/5ue7rg52+/tO5joRRJUktLSyK3n7Y+ce6CQUKqHILgDAY7ppi8xEBIxC5gupHeAlxlQhyiC9AFxi4QRTHBjYJcDIEEbv/WhUnWHSlp/eAXLb/91zUd8up/693g9U8mZCWeAybceVlZq5mWWf5zuDvPUj+9zRetLLcyYoBgaogUVNJ/BcERlHxkQbgWDF6O0X5RzKLO7zwhmUpcpEGc7lICRKJ4UJKUrM08RkLmD5DMBZrTmsPy14rTRZGrey43rZCQK0qco5QQ7U/q9qtxpLLmu762E2FBpEdlNV+SlwtJb78hNGAaR9IiOL6J6/rzdmbqowCajWfG4zIX1AyWWJerRx/20e7iP0MRFE3jlfAJ5Yiv/wL7V9mrXnyTxksXn8IvftB5lND/dkr+rS86Mj87s9YDX317vfJv6+Ii6w6N/PztU4RsU0wl4fUfIfZEt3+oqihvb/YaXMQECJDI7bcPOF3VDtLoTNDr76wizmCiNb4K8g/tR/tZ/CPBQwCJDKaLAJIkCOxG2BN1Nciq93753XaeffjuwK273i09xUbm/Kz/DggGid0+ukfu1xr9HfDhdp57JvC3hLCDtJPD5gnhoUBRPFhCUmxsI1sUZ8XuA2L9gnuCvD6XnWmZFUPhQjmzNSfFUj+tpk+484hNDhTKeZSpaROEzEmRVNGd2pD1I7U0/nd4nlgy42oGHZuu3LSewOI59vczQk7cqkk707941UPcZ1msUEpfvJqbxuOPhr3qFDQeWCzLZcE0X2Ao2my2J5+Q/AtqgYQ8IuQID9CWNd8lvaekctL4dK8e+xFp0pedTwaT0kOVjNG2qSGh8La0dTwYrJPiuxcJYcG9KUIKpLlxI+RwlFjvWu+AOX6BdfMEc1ZnZ0L5G9hcqlRb0ZLYlyTq4qDLpmWO+4mNTTBLnWCTyqaVa5xOk/rcqXIPzyZnFq8ainownmyxrKypPYXszwk+r+4MYReYp/fcPE8Tm4/Jl9mw96QyD4+Q8zyllNyn2bqihJnzL/C7Si7w2HUWrj0Wikjys7Aq9ZeWtUiT/OhfqRqk7jNtJWPCo7r0SndU3FO3vdKGQ9oQhGub6AutiPUrJDRfUvorTaUkupD5kiEPUULm/JGBNt0mbywVadLlv7YluShlhp6ylxVVH/flr6D/SReDj0jNtELlElo71ecI4XsN0xCjzMTU0hN+uBSzZxH9ttCtc6V/8YqcbYhoZjpGf4oRQonuezXxGr5dQOQgzroFANnqiYJbyrqfAK6Pz26WE7K1Z3y1cQe6Ed4gvMG94w2CTYde/aRf/7oFHZHQMkDd4rOHBaEiGPSiX/Ysg4JQLdmGQYcguGRXIijQwU7Y809qOKoZjHfA7UKhSbMD7KXL7hCqnEHBMUgvsPYKqtvtk0Hlsf+g4RInaRwMXPu9Cr387Hrr35Jzai6oZtZHFXwBgDsAaO+ABH8/IsFpaWlJwvQQaAGAOwDgDgCJewfsoYcCWpNFEByOD361zRXY6llJn/+hVhS3+zlt0t6ZIkZ2dpbYH/7Xb6AFQALcAfIEve684vrp+KboxX7RWp5dGGF5OvcEsRVtqA3qbC0D0WfhxTVHLxYxX1jWZFDXkFsbgtAbDLLX7vkbbkLFUNArvxA+IMWBhYreoLdus+6AZPklaD7Ps3ZZHF+yzmZEmskp/Z2T75uGF93jS688yJKOPdhgTfo6a1a5tElEuxyb9LY50cxKdYt5oWmo0kTTuTem/X1rW9CQT8i89YS0lVfySZ6H+ZV+Qs7ky4sbSnvZJVH3ktDs0DTfyHWSf0GaAloYcxpnWe5FX6CzS5kOyv7ePE+snU9dlYfsfJIZmzuquds+0x9eGWMmaoh7gsDen5ZmCM7Sy68uBlAtbQS9JzZTBhiHrzSPb4KkEn9GFyG1yrxQdnNollzksGl9lufSbSS9Yz+hygDdTGJCUkRxQXu4n/6n/JSOTaUbxSVra4ndLnc3m60rzcZsln4ezzdkfI1Ib+Pf+p0upVT9JV1++m/baLRpnF11N4iHVFg7+d1gNvTH1J9nfn/dIAbUSl6xxrx+8hRhadx/pN0RHDg+1XGtoPHdTbwDVlQt0EAv28TB7uFkPqxJTrL4hmYZzr4ULgPMyqSFHBRr6cYzrWbh23R8Z7FVNpJp+ePd8uE50lqWEUpbj1JgV6jtBGlmguGqdGc0SInNI4t3WuVB//cvy2LDd7NYWfLzE+0ljH6WirZFSQzwXzdMhETNl3ziqFTUa77AZXV+MJ+9LlcyPuhYr+iYLW//2NvIFkp1DEqpVXWF1b3Bjc0uDLcDZC2gGdbqdGHtgDbMElbF9ZIyjkkxIeGHFL+yKpkXK5nKWZim0JfGC5EXKImDHs3iG1Tgn1EVc9uiyZqm9iGfXb6E8t7QNGJpdQ55odPYJoIysViXk6sAk8nK+p89gcW4r72s4/m156iveqt7t0YLFD3bSNGm5p265A6AN7hRtm3ZXk7gr3/Z5jNu0x2wR18WkIzhbX1z9OdvH9/yM75dAxkAcAcA3AFgW+8AvDCUyLCV9RP84wIAWgB3AGfQQaqcHRVCoxfvjexhtC/9qR8R4d8UCc+guwMc1S5n0NnoHUAn7nFG+CuCwWCwSXoNkNgH7OzCy4naDLo7oLhc+mfqW1JQhV7cy5SrQ1x9V9Dh0r5MWG4uA6jwV26NRvTinhL7Ans12DE4QKr524PrtwTx1vBehF81aa6QtKEZ3+rbok7d28Re+AIAdwDAHQBwBwDcAQB3ACD4wgQACUtra4AtIYKOAAB2IAAAIgAAABEAtpr79x8vL6/u4wb+13/9+fJl9z5oSHf32ffesySECAgE+jEyN5coL2L++MfXfIHFfdz2//1vv3B88KttXuJr07nT1/v99wkxLmAFAABHIBYT7rw+v7RV8lxaVGqzLS4xr16zzNQ6S5k/IHalS1vL8hpWcR/onlvY4FJ2G+dcbpo9EFrvJia3atIe/8/FONYgi3ZszGXwNhnPxbLfvczXVYq/FU9dlScnL/siLLZEm3AnsHhIl3a3LPdanN8L3QRC3wNWOa5d1kda/is8Rf6GLGeD3wzeQhFAB+crDdMW27RoU+XBQfaZYXGWbXy12vBKSpcnieS8UJeYGu7O88zoxqG8JGFfSkntNB1ptMwZOV0e9sbBTwfzp0Qumayqn6+VJVHJ81qSMV48rR20tMx32Cpkch3cYl5Ww3TxeHbXg2XN2lf8FMmimEV/Wmm7Msn8cLZ0lnQi1c288sr6ZqK0rhptyBaJQlUWFB4jbmWRXz5EaaK6KB37RLarso1mOJtGbi66z6aVEkL3dgUWXRo5cjU37fDI4pl8aQi13Dc9Vjc4z8orodluSmPyySdl7z8ko3JiaesY+262vhprbpu1s/l3aVc9F+Qx77nYRq77rMTbnNagfsaVf7nZc/HcIBnrpWc/f6dV3mOSTaKnJs3QXREbFdaTm3TRjCN8kNTxV64cgqN90knOOSo6TmjXAJucPC04vgk6pS+Hd1w7PfnxSOEfd6EVkDpDVusNa8oWPcsheRN8hbCZlMz6Wf7VcTpIGsS5LjGDjhOLZljyoyeKnqkfsamXh3qyMrrm6Jg0Kv9QyanatWi5JHKLGaEl6kJl0pwZ8m86RNkqdbMlnrzh+QU61OnYpmOej/9acVqVHpmWWeuDvLk36Pinu8wrPy9LK7UmTBh1D6/Wr/Fz6PHzpvKNajqM+VKohrv2kH2ouV/Wn26aTVGDLpPC7p5s0d3rhmNltXl2XM1DB4mXy5FR9UCqV+3EPrTxwXOmny27yr8LTscnL6eibdHXRv99VJZbSkYv8dX8xh6+zPdSmSWrSrNsRPNJbya22NqONUqjQss7UkH5ptSoLRj/RDv47QNOVb3Tse2yXwwWUOnlbKJyoVHzEbiCyvZvqKSgKbOFt48FG0nTrnQElnJIxvA8sWTqzGYqF5QhtBqlwHrNqM6S/002Ge3mRIuZZ+WQOV2CXKwoLoVMFTdbCFdapDjPUrvsyZaEAlvlVD67pP9X9S6DeeUz46vVFvLkE6oM5cUu6V1e/lD9cH043z0hFdLyuXR4S6vpUvv5VCyLmuV5SqUD2340pizKuZFqRMEX+IwO1FJy405IvvRLRR3xjVwvK78U4biI2dRFmW+9f4laK9I6zrxRRPURqNz5u81rQiTY4B/sFYR7bGNqqLDpcTB4VNn1sboMNKfR6xSEa+XkMV8nepfGAvhI0McCFlR7m+Ss8l051jl1vVjFliZmQ31FXYea751nA2zFmhM7CkD3hhyBbIMIkAZ2KBbAMotF6oHPJfX+TCsv5LZIIsNSTyuf52c/o1d+a+kxW2X2irx9wacu8ZQvb6uLnWu1mfbY8OVsqf73EfNjNYUckbfzNSclJ3wBvsKusRrrgpfWaShcKfYCdxl8VmKotkk2ffNpu87ITTCuB2zSqA01QUNBpe5N66o62Slg6ZWaHdnq+NdsXNbsvbwbRYBs+2tjAbF2WeqnLWGjV+tHqB6Bmq4eIqdkLmg+fbnEB6o6OIk/oy/nhUl9MjWyKXTqvLDxvBI2vFfCa2JW+SXVyqCt3unoIQDbKAIijP5n4jaOg/DBGQ/br8wB2HsiYI8uKL5HaWn5yed/qN3HDXwl//+9ePHXfdDGf/7nclgBYPPZ/s+IAgARAACACAAAQAQAAHQiAJ+UASAx4UMfVgAAcAT0VAjCiLKNL0wAsHMMCkK1PsUeDDodgmB4GWQgGPzcLLEqQgnRREBHhXB0IOjlbzNMdRhmNQMAtpfy8E8AEc0Hw1Q+N0uMUkJEETA+QooLlR8FLxFyGxcBgARyBJwDdqHQ0Shp/o6K6vL2SfQRAIkUC6gKfYaw0YvvjAKwg1Qxdz4Mp1mEzmketjMvIaoIAAAktBUAAIAIAABABAAAIAIAABABAACIAADAfhQBomalTgBA4sDfEk5qaclFXwAARwAAABEAAIAIAABABAAAIAIAABABAACIAAAARADYDL766tv93cA33/zt/mhIgqyamdTaGsCw3OQ+TSIffmg+4erf/33kk397/A8/Pr6/e8AXWNzrTSjLTUuU29VuH8Wg3VxcrmNR9tLx/94vP9zHzXf+9l9wD8ARAABABAAAIAIAAHteBIhinrIxvflVmD/gnluwFZH54eyuuR9E29L6iukW82akjVpxumiNB9ZvRbvWxJNPysof+gKdcR/wqCy3dL1RN/nYp67Kk5OXfW0ntq2VZblpdwKLh9bYCnpUxDyei2W/e9nXf0GbdjU37fDI4pn8bWpUheAY0acMBJ3qwt1THdcKmx5rU8hgr1B9zz7g1GQaEgpvt086zb4FtNMiYLg7zzNDGsTpTPYrmcmCnBdi/cIm1mD403TyBisw0zIrrrcQWjFrw3R9prydY52rt6zEd2jyTKKK/0P2Id/2nrGrjpxsvqsKHW9zaWnrWMyjdv/zBd0Ip+NZ6A0G6/gvNv7bD1c7vgk6j4YOKD/uqu51Knk6zt22l+9OK2D+gGdmVRRnld8r1AqgA2x4fsGSyUYaFQ1dkoGgyAguJrJ0qnjiYPfcDzOeLNmImD8gdqXTbT5KqeanIob05ZHa6dfnZCuAquV3lJLpwLZk6owRXgedPTJ/gAomTbbnophBqECRasiTVRODCzVC5Hbx2ioFGivPj6olGX1+UlI7TU0VtQ5baA68/5CM3uC/6AjpsR+RbIRL2hSqPGX1ePP8uUEy1kvzn/eNvKwxJe6W5V7zBYaI5vmW4dg7ra+pVoD2GRgfcudy0wqPEfeoJjGsGmtWmG1jhJ69TR7SDb3kTuCI4ezcTKAptJZUPHQFFhsUKyA8m8RDNd12c/GKVWc+GOXIhpsQm0ntU/ZvCDlc1fguET4iTu0sg9xy9qk+WQQ0jRxuL3+8G0UA1c/0vjfq29pl8dMDFskQ6AqNnDxp2KTSsceHB1fLfFjS8S8PxYmDYl+KmsGdNW2zzFof5M29wUbX/JxGXWhKzmIls8HJR6bqlYTIXCAzNH+SKD6Tfi+JIvMmakvIp8PJ3Bz41JPUIC5NuPM82c/F+iU6tkXxIM0vinO0ZOlc5pUn/gxChY6N1cQvDX7p2GyNZNxsRm9o7lc7sQ9dLb/ULFu2zHIm9kVfYEw2oT0Xx3rH1fzhhVFrn9R9Jo1z47Fsl6yN08ix69ycpttliqKerBnz9R/h4uDWE/I4rBprb9sROrC9VBZIQoqKrUPSGdXReKsm7YrrEd/+p5HFHo0xHylbqLtYrdKuKCaDpuFsmzfq6iY0wYRqwWEwCmT1XtFJDX66YSfEMUg0pgLpaT8sp0wNlbe/S25/tBtFwNwMycoKS81aJTPyUXScyNYBlQvdB6wkXUkhYsMLVVIQsixr6KJn6jJl1hzyYC6ZFJmb62rJJbQa84R8nUWthiKtkjc6AtNuJjV0MYsi2/M+yRyQrP1VWodxujmTSmxLzOmwGFyeDPPK57woUmqSJWWgxxJP3lZelPPyv/nyB16v3DxfVp7WJikuE6v42NtRyuppud88wg3vI5Es6j/1kuYR2Z2u+MV1Ut5PpJFjV5RkYTzViI8eWog0Gr3Np6jSlkyDRUkisIHdNkpKa+Scx/MNFoR5NjrODfJFbTghp8p61QJYozalCZEcAe72a+cUNo0Q/jkv58BxQWP5Uwoa33UJLIV6AT3eyi927vO90URAVg6Zo5o50yAYkkjOKt8sztTJBZrX35XnCWVdlv9V8hO9Ds95JfKp9SedmyWvvK4KC6rhM8IPsYnTNsX1UAz7pRySMUFT3EyC0H8t9dMPVEmhD2pQeWde+eyVSLXaPqydzLz3XCw7W1rWsnO+8aZUw9pJzqZRX4B6Ab42JaR3ljk+1OZvrkn7z0gHxplNQ3N4UHAre7Kg8fLAuEMQrgWDl3nYj/4RNAbCFKnTxPuyCblHBRgVEzv75c5oIsDyzguxK9umt3i7+1JUbRmSD5JcoBZDiWTSRwkuco+abz+Iu5ZZ2eSr8WSLHOFLDi/2wSua+F8RdQdkQfOOdbXLnUr8VPTIe9XgPxUEE2ShSCPvold+B6F2uD2wWCHdvnRbMaRNGVfM4Gt848060vCvd88oDr/pTc/yvP/JGckRuPX+JY1eXXc1okEltZf6LMeuywH8szfoqOZFuUYJqTE/KmK23lNKcOHRmFSlP4U1Sn1wsFlNiEQVdfhdDm7hV+jD/h0VjkJ9UHDATjoGh4j9Itm1IoD62NacdE1QTYqW5byoV5Rhn+qx96WwPPNE7Mp7XcpsGpZnmnY81Va0xKOAUawAA0W2uT4xa8LCYwFG58RS/9xD/fm55/yBopspeVmHZ1qeE5Z/OfSAg3Dlz+RIkVHeRav8DtIzcl0T2Tov3bVH1HBgKF8+vd0v8ZylrXQYX+P2M8lNk+1heWwfUcOBqo3N8uTKcTJf/4m4q7EertByyi91KcLoXOtrJ5Viu1pfa5h8xGtoFECRsh07r9aKqn2t46BrlHS6zWpCFIKTp4VChzP48QiVdBrnv7HndFNhpzYoWOW8WC10Duz0y0gxHgpSy9kSeV5AgxScD6VnLojiEk9Rtb3BVvdTqeHPoHvF2oPiV6nEsmKpn2ORtpLnDVlRKiI/jFCfCOj3svhft1QyP7UYOjXz4UntM7U5pJuKrXRNW1asOfITgeiV31ryL/gC+g3GCV/ghJJ4wXCEqs99VpNEhv2ESaLhWNMD+YDXpCgxNpNqrLexoXLYs0m7pm5h9eHbptmYYc+ar5tPoUYETUye/E1qggavYQwXVAaDLM4ajJBOquqU730fVfM0ep27VASYjvyou1aMKUXPNANSm19NVw9ZEvW2OpcaRH2kx9PnD4QcdQ2RpvewMH6RUaiFiznTymunKtg0u8Qdn0oEwHaKgB2H2/NcyXPrI56jJtx5fX7CA4EAgE0WAdurCVfWcboi27RowyUGYO9bAQAAiIB9QuCvfxkdube/27jvG7ivREBubg16YXORPtZozs9+9o9//vOXfx3r2sfNf/31l/ZBA1tafgIrAGw+KSnJogiZCyACAAAQAQAAiAAAAEQAAAAiAAAAEQAAgAgAAGybCMA3BQFITPgctqSWKHPZAABwBAAAEAEAAIgAAMD+FwFTHUJhE9+0676TBADYVhyC4NKnDASDVWRQEKr1yfZg8Kdmic4IJUQVAXT8K5mmBEFwBoO4EgDsFO2TQbNvjZYHg159yqBZYpQSIoqAKfq/IiQKyqWCYQcAkDiOwCSVJeqPo4R8O0WqCtBLAOwMTYVCU8i0Vz3zEWqhq8lB2VQ3TYxUQpRYAABg7zkCZLMcgUIqS9Qf3xDyU5gAACSSI1BAQv7/1AgCAQAkmAggwcl21aOgjgM6CICtY9AhVMufJid03HEHXt3YGRFAChqDwUZcGwC2gSrNU3d12KsbER7JV4U92o+USOJ5qI9wIABwBAAAEAEAAIgAAABEAAAAIgAAABEAAIAIAABABAAAIAIAABABAACIAAAARAAAACIAALCnRYAoii0tuegIAAAAIBFobQ2o3xKFHwAAAAAkaiQAXQAAAADACAAAAAAAjAAAAAAAwAgAAAAAAIwAAAAAAMAIAAAAAACMAAAA2FLu33+8vLyKftglvPHGS+gEGAEA7AG+/PJBVdXv0Q/7gGPlx//hx8fRDzvLtw/8f/qyv6XlJ6JYg97YP0ZAINCPjgC7HJfr2DqWtvz++/9L/zo++NV7v/wQfbhHaf3gF5/f6qEWAC7ijnOnr5caAegHRAIAAAAAACMAAAAAADACAAAAAAAjAIC9yZNPzpVfGiPnuwKdFVt5isKbi1esO9A09bxPXZUnW+6Tus98bSf25ZX0Nqc19JLS1rEe+5FIeTarE9Zfjudi2dkb5Nj1O/0XDkXLd/dq7ik3ea15ZOhM/r67VFNDFYW3R6JksF8MOo/GPLy8/WNvY7Z5nsFeofqetHV8IFhXZZ5ptqPioyZWj8Ptk5cbC2AExM2EO6/PH3l3yXPRtrS7OyF5uDvLM0NKaqdtRXLS/HB2lydp2ysv12R7e9Kk+WDLeHTrfWpkkMKdPu8h+5DPvp87uqLtM1vvKXdL6dWCCPbWk0+uUM1NFfCGzaB935nbQgT1zHR8p+CKZAp842AWwOHy8scjTR85XnI6q6Kf5V6141VTk2Kq449NI4gErFP9r1obZi2ZZjnmD3R3ZYj+jL1gCujItMyKlu09Jeur9JlInTlxUOyjPZlaKz6Dpt6B2IDkqxHu8MmYumWPbtWUto0S0zxPNYe7z6a5CbFRv5wwX5A5rAXtzCmUYOn5kWISEZxCOYZBQiVYo5333FQk59XQhLAKrKFDovXG1nPiysj1yfJL7rMX3zSJ69y9yrrrtebfa1xwfR9SjIEEj/nFMu/MmKWZhS5kYscG4rhSu+IqbJiCSm8wxyF0ulxfdDQfNTjog45OF4sBvOt9y19ReNtVfa04ihNffnrg9Gh1U6fjp2G2wtTQuabH5e0XT9/uTDRTYP1GAPWVmQUQXbtnLtSLC5KtkNGdtVpvWVH0WQrJeWHNTveEhRB0/ijPSaLmUbLllCwTf4riRS9zZRkxSpHzoqF+IVP1+CX8fXl+pXBjJIBr6JzlEpLiD/PUc6xzctNCutzAcklJit+/AW+76Jkoan+nusUMv4nFoHfrzSsTqnCk5sfZ80ovvbDOphsCGDRn8XhY5yvdvvcYvXQy9xIV4r7AkZBgLU9r00heWYhTTdB/IqR9NXkkf1GWyCEl7WF/xlpKy6jcDyxqFNIazRRJx/gkHcPOy5R9tPM+nYpYDtNAAVkDsUbl3jDRHLE6JGZvbAf5F662/sfJlhsNzTUGW8fbfEoyhpRG8bC8pNF7dMZTaVmLzqIyvVjGzlxLaZE6k6ZE1uvcEAzr3tw0w5XaFVdhg6iRfPtbBu0+1XGtmpkAp3vYU4BK70CA5mw6N/SWtzKSGVDY+G777Y+aqnt/qos6zHacuz1SfnqyMfuL24gExEvy+IMkFgN4PbZ/X/T6ixx/+oznRxMWjRc7k+7Jfi6KS0YF1pc3K6moSAF5lk7VVVj6jD/J2jBdn2kMVOg0dEhNpn86vETTJY8/7nj4TAqtm1i/YnTfPRnDxZIylnXnstFfZ+kxgw/UYFpiNenK8+h2mMYGlmy1qf6+FM+nB4o1anV+OIM2hDZZakiq2yS0IDXWk+XOYo01bf5ae57aXqRhWszU9Ylfuo6iuGLo9q8nFvbmQweDFjxypv+zx0wQj3/3hFSw9EffPZT29PZ7205UrDlKfL4rtucXwR2U4vxa1bKu6LRJOYQF1Rd9VUyltb3/yXFdDaN3yAZ7Y9M4ZHc195e29Z66WqVpl+ciV42hFGunL9BpfuwomZx6RKxH1nCx1lZauBNPO3PxjGRJNNS8HBYSoCaCSSiIde9/Z2ac5krtlqsQH/eqhXumO+wDZkF+yXdnDxFUlV9VN2C/V+26XejIiTyHILux5/TtwtvahwLSg4DD7ZO0nNkEjHWu2whImpvZ2JmpU2gMIaxY3nnxoIubC0vj3EP1S08TwvGnTtiWdNokZ7lYrymLbNOizcRL3gDLb+jsCaq5V6gJOqOW/1WK5ASHReyLntWWRJ05ofZA/bQl7BlByCzQetJymeld7hVZK08cZMo758U7ciUVQ0FjVTCTyHAKI6lfr7XnS37Q2Shynxj6aiVLSp2dSyZFK3twpBT/fYwIqiS4JWdacp01xBPaPfby362zYo8es0jva4c3GuDl5Zx/M/zxubXGRm64Rx/+haqQeDtkY72xmSjWSeihwN2rzE0/32V4DqK477GJ52LFXxpz6GtMnPL8l0sJGTN2u3ql7ktxF9OolXrI7rkK8RA2JyA0my8cPhUggung6qwojjxJsKCyp320UH0owI0J+8XEmQm4WUbA0uvWH/k9SZ6vUy2xHvZPfM0i0jnWH9buAUaebRAPxpg2ddCnxU0wBbaCCOF96XlKyBH3aFQ+s3LmrLNZHn+Gu3jJVpTq5kEIbbxd+xBB6o0ZT5bILYIYszQ21vMJS/6FnsAFbYIUBL50MvfhlkVfjxw+RuX+/cdP6Nk3Xs6NP3k6Kwx2gKffvT4zZQd6w5QTV26ed5/lDwWOKG60tgJhz2j06WuOqay1NI2nHuLJwzHzbudXyuyxwq6+Cmunqi4YfJXNBqh2uPSzAvlUAPOpgpLpMNL0x463Ik4OKGh8y97U6bo61FxV8sU5akwcH4jy9gGMgEhkWmYbCFVL1F/8UdSJgdIz6ZLn9QYfWgnI6zz1T1VzYYWUZPj9SYZwd0i1x366rChFQ2R+PvXBVlkAK5Y3lj19Kf6+g8VhjwNihQEUo6orm5h3Jn/+QnKyVsNjJ/SMpCTFbwhCyJ2v9IBqEPD0cIdeqUnxRns+MVFEvM7HenSv/35EVy+G7P4f/3Ts0tjojYZcogrrp7qJeIqn+/vr/8mmv6VNqvPOlKf7tjW8iBgqx61pgjJbTT+Bbvt7Y4NYO++0jp9sOXWVnHePktJWl2ECo+RbE/fg3StWzbNzY1evKaayptLoVb6huVjKI3/z5w7mV0qNPWimH+6yq7AejjqDHxdXfNTk6hRccqhAnQowaaq5q+om2/9W2PS4qbD3pYhvAx51Dhx3Vd8uFNgUAPtAXVUCS64NvR3Ap9AzD9X4GFtDJI8zZ5WoXqmZA8qC+cVU66R3ienxlmmiVlP6xDz9eV/UWlf7PEkzc7Tt3ASRI9V8ZlzYHIK1QBVtA1Ox4Se1lhCPP2ZnsniAJ2JnmnnnmQv1tUlUN/ulSZq6x+10VwMxqYwcFFHNhbDmb7TnExMp9Bqa0qWgmZOlZBsjVDRLs/TZ3qroBTJ9oMZyqZ7wBcIcSu7qMcXP5p2pOXusJMp57xRGchnZGUNN0EwS3ILe2D6UyQE3aB3CpuifuBJYvMKU6KmyXqLpalmzjvV/+dQefyesvTRJSf+lOa3srKajory4KF8pY/eG2Xy77iqsi+xGr/Mlh6Pada9a+Fv7wLHbhqkAJo7+5YFxKX9F7mSkbPIEAhZOcFYltOTahHUC1vs23fI7YiyH0jglfm3ZIldswZAeNnsg7FhNWN5gatjEJRuJmTN5uDs9jpaElRYPWas5VImbzLGIUu0YzY+z5yP0sHkrTM6yCwmLnZqkaGW9ufKLR0GGygmfRBb1LBFOEbGekc9rJ3G3a30dEk9vbLOVFi1aYHIhDImmeUxn28VTmj7lUNuiry3+2yD+7t1VV8FUaVd6g5XRs1Q5nUGnvN0YK7MhP1f5wWBdjDyKwdEIIwCsH2UWgvlLgwZPfXPgrwDopwIAAAAAMAK2G+5AM1NA96SjpHa6frPVf+gVf4ToAQAA7BkjIM4g/143BbaYHVjTEAAAAIwAAAAAAOwTI8DlOoaOAPuSlJRk+tf523+h/6E39jS4iABslRHQ0pKLjgD7kp/97B/pf+gHAACIaAQAAAAAAEYAAAAAAGAEAAAAAABGAAAAAABgBAAAAAAARgAAAAAAYAQAAAAAAEYAAAAAAPaIEdDS0oJeAAAAABIErdpHJAAAAABI1EgAugAAAACAEQAAAAAAGAFGpjoqCptG1J/2gaCzCp0HAAAgERl0CNWuGHlURRl/5i0qdkNGgKL+y9sng40FSkq14IIpAAAAIIGhetHL9eKmZt6iYtdlBAw6JAtAp+4LGr3Bt5hp4KquKN7Y2QEAAACwY0Q3AgY/l2IN9p8aHf6Cxiv2pmrXyO0vphphBQAAAAD7zwjglBcXoqMAAAAALSNNhUKT6R6Tp+XxZ96iYtdjBBQWl9NTjIxPUt8f1xsAAAAIecj7fk5AwUtHqRFAXJ8POqt0BsVUx1X2oKD89FswDgAAAIC9SYzHAVXOyfZv2BRAwaVGFtTXBe0DmBUIAAAA7FcjgL8L0Bh6LZCDlwMBAADsbeQX7fUKLTzRNFviGAFaUwAAAADYJ1Q5g0Fn7ESzbKaHruk8G8y51swbNQIAAAAAkKCRAAAAAADACAAAAAAAjAAAAAAAwAgAAAAAAIwAAAAAAMAIAAAAAACMAAAAAADACAAAAAAAjAAAAAAAwAgAAAAAAIwAAAAAAMAIAAAAAMAW8f8BJechrQf6UUoAAAAASUVORK5CYII=)

To track each change in RAM, we construct a table of the program variables.  We list their identifiers and their types across its top line and enter their values in the rows below.  We insert mock addresses below the identifiers, picking convenient address values; the actual addresses do not matter here.  In other words, our walkthrough table is a simplified representation of RAM throughout the program's lifetime.

Consider the program listed on the left.  Its output is listed on the right.  Its walkthrough table is shown below.

|  |  |
| --- | --- |
| /\* Walkthrough  \* walkthrough.c  \*/  #include <stdio.h>  #define ADULT\_FARE 3.25  int main(void)  {  int riders;  double total;  printf("Number of riders : ");  scanf("%d", &riders);  total = riders \* ADULT\_FARE;  printf("Total fare is %.2lf\n\n", total);  printf("riders' address %x\n", &riders);  printf("total's address %x\n", &total);  return 0;  } | Number of riders : 3  Total fare is 9.75    riders' address 0xbf9cf5bc  total's address 0xbf9cf5b0 |

The instructions part of the table is optional and may be replaced by the line numbers corresponding to these instructions.

|  |  |  |
| --- | --- | --- |
| int | | |
| main(void) | | |
| Instructions | Variables | |
|  | double | int |
|  | total | riders |
|  | bf9cf5b0 | bf9cf5bc |
|  | ? | ? |
| scanf( ..., &riders) | ? | 3 |
| total = | 9.75 | 3 |

Sufficient Form

A style that is sufficient for programs discussed in this set of notes is shown below.  Note that the table header includes the type and the address of each variable.

|  |  |  |  |
| --- | --- | --- | --- |
| -- program name here -- | | | |
| type | type | ... | type |
| identifier | identifier | ... | identifier |
| address | address | ... | address |

|  |  |  |  |
| --- | --- | --- | --- |
| initial value | initial value | ... | initial value |
| next value | next value | ... | next value |
| next value | next value | ... | next value |
| next value | next value | ... | next value |
| next value | next value | ... | next value |

|  |
| --- |
| Output: record the output here line by line |

Example

Consider the following code:

|  |
| --- |
| // by Evan Weaver  int main(void)  {  int a;  double b, c;  a = 6;  b = 0.7;  while (a < 10 && b < 3.0) {  if (a < 8) {  a = a + 1;  b = b \* 2;  c = a - b; // careful: mixed types  } else {  a = a - 2;  b = b + 0.8;  }  c = a - b;  printf("%.2lf-%d-%.2lf\n", c, a, b);  }  } |

We prepare the walkthrough table by:

* inserting the name of the program (done)
* showing the type of each variable (done)
* showing each variable's identifier (done)
* showing a unique address for each variable (done)

Complete the rest of this table as an exercise!

|  |  |  |
| --- | --- | --- |
| int | | |
| main(void) | | |
| double | double | int |
| c | b | a |
| 1000 | 1008 | 100C |

|  |  |  |
| --- | --- | --- |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |

Output: