Containers and Iterators

Object-oriented languages include library support for containers of object of fundamental, built-in and user-defined types.  The container classes and container adaptors of the STL provide shells for elemental collections of types.  The sequential container classes order their elements in sequence.  The container adapters provide interfaces for encapsulating access to elements of specific containers.  The iterators of the STL provide access for iterating on the collections.  These iterators provide the glue that enables use of the STL algorithms with these collections.
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This chapter introduces several sequential container classes along with their member functions.  This chapter also introduces the concept of iterators and presents examples of their use with sequential container classes.  The algorithms of the STL are described in the following chapter.

Sequential Containers

The STL defines the sequential container classes in the form of class templates.  These templates include:

* array - contiguous storage of fixed size
* vector - contiguous storage of variable size
* deque - non-contiguous storage of variable size, double-ended queue
* forward\_list - non-contiguous storage of variable size, singly linked list
* list - non-contiguous storage of variable size, doubly linked list

An array, unlike a built-in array knows its size and can be copied and assigned, but is allocated on the stack rather than on free store, so its size cannot be changed.

vector

The vector class template defines classes that manage data structures that can change in size but have their elements ordered in sequence.  These classes use contiguous storage locations for their elements and are nearly as efficient as arrays.  They store their elements on free store and can adjust their size as required.  The class template is optimized for fast random access as well as addition and deletion of elements at the back-end of a sequence.

![vector](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAlwAAAAoCAIAAAHTVYOPAAAACXBIWXMAAA7HAAAPCgFHBOxCAAAFaUlEQVR4nO3dv0sjaRjA8TdgY5G7Rg+WFHfbCMbjtrhVBrJFuKkklSRNYJk/IAxXxOKws5Mt1kJC+hsWbLJYicUxYCMEvS08WAUb91jCwSocd/4B3js/zebHrTET583M91PEmXES3/HNk+edd968M5PJZG5vb0WizcgjbNhG3MW4o/30a+SvOTPm803dkv8jUz8Q4spdsJT6l3nGPcintTVvwTs2BY9QjH+Q6+WscI5tNYrCTMq4B6m+GaXeXep95By3zY2LimUUO+1doR1tWIUto7oSUdEiMt4RrmhCXMif8jjlQs02To+jKVaExo1D701eDN7qecUqUHhHqFQoKmUSnwuTEHO+kM0h4b6NDjuiZRz0J9fdY6Hah5eCYq5F2fy7bO6Fq16lCqdeZbMwG1Ohpk/Mtei0b8tu1snJxDOglUsg3kfyW+BpQC0mgVrnikqZlgaqIBaTIdZadDtF5IfBrm5VbV2IXM/vz7atfJ2Pii+Lsxbd/p6Fz7YEp4+ic24aJ4WSyMdUtukSZy3WZCXVta4NHe/HmRBN40TWpYzFWAo2dZTKi7lN25gT4jpYb+6LRj3OAk2LOGsxzHnVoJ08FzyqfCVPQUrFIh6IWkwCrkzhIaaoS2Ra8IEKKIFQBJSQ3lA827YOvl3zRtJ6dnXriWUUcx1T/+M+Y2vlK5y+UG5AI6ZUekMxNOwrCd3bw2W54HX0CreLt/Di8cqJZCMUh+kIMR+uBDF5I4LeeuFeVDt99GIhqQjFYXKNrY/h+GZR0hv1nBDZhq2HGyul2AqH5ElvKObrhjeaJ2yFBlepcw3bHcC1ojVsre95Oa79YBLSG4qAUghFQAmEIhC/2dlZvu6GkZm69XvSZyp7ZM8zGbIioARCEVACoQgogVAElJDeUOwbSeOPAg8Ghd/rFej0QlTSG4qC70xDJSkNRS8lysdKbb715w9uVhy8jycM2te6delvW+h/CvBgKQ3F8HYt128PWoN2kNuDhquzbG53nOXj9uXScmNn0dnDmXfwUcuMZEtpKH7Rb80rIWxzP9zwUdRzh28uCi+DNm1w1xAgEoTiUJX7dd4AkSAUB3tWEs1X58WwLfrma9kuLb5cMDfaVe+bU8fteEuIhCEUB3Om2tUtUz/xVv1umxWtIORGt126tBxf6ZBA6Q1FL7rmyqsNf4P/jeFwmuuBlzrkb6t3a4sTLiNSJL2hCCiFUASUQCgCSiAUASUQioASuJMUgMfAPCxQH1PbAABwh6QIAICPpAgAgI+kCACAj6SYRtdvDzadeXu6BNNpuTq7un0k5ivWqjubSM9qBM62rea+KGwZ1ZVoXhAAIkFSTB0/I36WBQEADpJimjjzJweTtu5707suVGp/tx6SI28Of95rvQ9XF2q2lh+yq3de6CMZA1AYSTFNVrSGrXkp6mltbb2cFe6J48BbFAzn9aa66W3HT2/O2adza5GeLtZgz6XlTXtxLtjT1O1IjgYAIkdSxEjkCeKA64vOLLLa+WvjpPXq/PsdP/+dbTsZMcy+d3uWg2QJAIohKWIk//7ldJletQxr8Pnl+38+ycznLN18+iAf53/Usn075Z6VxNF+32YAiBtJESP56smSzHz3GTia/eY7uefVu/ZNsdyTF718CQDKISliJNniL8vvjJOjDetoaXkz6CkNh/B0d5bm62uVD3ut5p7Z7BqG0z3YBwAUQ1LEiHKL6/aiN/p0M7j7qzTo3DFb3DGK3uhTPUiEJT0c7AMAqiEppk6+bjTqd6vuyJeeXXKf3065Z9XjJ7wH/MWBWwBABSRFAAB8JEUAAHwkRQAAfCRFAAB8TlI0nQm6AGCynmcycRcB+D+ZTOY/PG7IcxWR9b0AAAAASUVORK5CYII=)

The vector class template is defined in the following header file:

#include <vector>

A vector object admits comparison, assignment, expansion, element addition, and element deletion.  Its member functions include:

* vector() - default constructor - creates a container with no elements
* vector(int n) - creates a container with n elements
* vector(int n, const T& t) - creates a container with n elements, each initialized to value t
* vector(const vector& v) - copies the contents of container v into the current object
* vector(vector&& v) noexcept - moves the contents of container v into the current object
* ~vector() - destroys the container
* vector& operator=(const vector& v) - copies the contents of container v into the current object
* vector& operator=(vector&& v) noexcept - moves the contents of container v into the current object
* size\_t size() const - returns the number of elements in the current object
* size\_t capacity() const - returns the current capacity of the current object
* bool empty() const - returns true if the current object has no elements
* T& operator[](size\_t i) - returns a reference to element i
* const T& operator[](size\_t i) const - returns an unmodifiable reference to element i
* T& at(size\_t i) - returns a reference to element i and checks bounds - throwing an exception
* const T& at(size\_t i) const - returns an unmodifiable reference to element i and checks bounds - throwing an exception
* T\* data() noexcept - returns a pointer to the underlying array
* const T\* data() const noexcept - returns a pointer to the underlying unmodifiable array
* T& front() - returns a reference to the first element
* const T& front() const - returns an unmodifiable reference to the first element
* T& back() - returns a reference to the last element
* const T& back() const - returns an unmodifiable reference to the last element
* void push\_back(const T& t) - adds element t after the last element in the container
* void pop\_back() - removes the last element from the container
* void clear() - removes all elements from the container

The two at(int) member functions check that the index received is within bounds, while the subscripting operator does not check bounds for improved efficiency.

The following program creates an initially empty sequence of doubles named prices, stores three elements, changes the first element, and discards the last element:

|  |  |
| --- | --- |
| // Sequential Containers - Vectors  // vector.cpp  #include <vector>  #include <iostream>  int main() {  std::vector<double> prices; // initially empty  if(prices.empty()) // is prices empty?  std::cout << "prices is empty" << std::endl;  prices.push\_back(10.43); // add 10.43  prices.push\_back(20.54); // add 20.54  prices.push\_back(32.43); // add 32.43  for(int i = 0; i < prices.size(); i++)  std::cout << prices[i] << " ";  std::cout << std::endl;  prices.front() = 54.11; // change 1st element  prices.pop\_back(); // remove last element  for(int i = 0; i < prices.size(); i++)  std::cout << prices[i] << " ";  std::cout << std::endl;  } | prices is empty  10.43 20.54 32.43  54.11 20.54 |

Since a vector object stores its elements contiguously, accessing the address of its first element returns a pointer to its contents.  To get the pointer to the first element of object v, we can use either &v[0] or &v.front().

The iterators described below provide an alternative method of access to ranges of elements within a vector container.

deque

The deque class template defines classes that manage doubly-ended queues that can change in size from either end and have elements ordered in sequence.  Insertion and deletion of elements at either end is efficient, but elements can be scattered throughout memory in different chunks of storage and contiguous storage is not guaranteed.

![deque](data:image/png;base64,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)

The deque class template is defined in the following header file:

#include <deque>

A deque object admits comparison, assignment, expansion, element addition, and element deletion.  Its member functions include:

* deque() - default constructor - creates an empty container
* deque(int n) - creates a container with n elements
* deque(int n, const T& d) - creates a container with n elements, each initialized to value d
* deque(const deque& d) - copies the contents of d into the current object
* deque(deque&& d) noexcept - moves the contents of d into the current object
* ~deque() - destroys the container
* deque& operator=(const deque& d) - copies the contents of container d into the current object
* deque& operator=(deque&& d) noexcept - moves the contents of container d into the current object
* size\_t size() const - returns the number of elements in the current object
* size\_t capacity() const - returns the current capacity of the current object
* bool empty() const - returns true if the current object has no elements
* T& operator[](size\_t i) - returns a reference to element i
* const T& operator[](size\_t i) const - returns an unmodifiable reference to element i
* T& at(size\_t i) - returns a reference to element i, checks bounds - throwing an exception
* const T& at(size\_t i) const - returns an unmodifiable reference to element i, checks bounds - throwing an exception
* T& front() - returns a reference to the first element
* const T& front() const - returns an unmodifiable reference to the first element
* T& back() - returns a reference to the last element
* const T& back() const - returns an unmodifiable reference to the last element
* void push\_back(const T& t) - adds element t after the last element in the container
* void push\_front(const T& t) - adds element t before the first element in the container
* void pop\_back() - removes the last element from the container
* void pop\_front() - removes the first element from the container
* void clear() - removes all elements from the container

The two at(int) member functions check that the index received is within bounds, while the subscripting operator does not check bounds for improved efficiency.  The highlighted functions provide front end access and are absent in the vector class template.

The following program creates a double-ended queue of doubles named prices and initializes each element to 10.50, changes the last element's value to 32.43, removes the first element, assigns the queue to another queue, adds 5.64 and 20.31 to the front of that queue, and adds 10 to its second element:

|  |  |
| --- | --- |
| // Sequential Containers - Double-Ended Queues  // deque.cpp  #include <deque> // for deque template  #include <iostream>  int main() {  std::deque<double> prices(3, 10.50), costs;  prices.back() = 32.43; // reset last  prices.pop\_front(); // remove first  for(int i = 0; i < prices.size(); i++)  std::cout << prices[i] << " ";  std::cout << std::endl;  costs = prices;  costs.push\_front(5.64); // add 5.64  costs.push\_front(20.31); // add 20.31  costs.at(1) += 10.0; // add 10.0  for(int i = 0; i < costs.size(); i++)  std::cout << costs[i] << " ";  std::cout << std::endl;  } | 10.5 32.43  20.31 15.64 10.5 32.43 |

Unlike a vector, offsetting a pointer to another deque element causes undefined behavior. The iterators described below provide an alternative method of access for ranges of elements within a deque container.

list

The list class template defines classes that manage doubly linked sequences that are optimized for insertion and removal of elements anywhere throughout the list, particularily in larger sequences.  This template is sub-optimal for fast random access.  For fast random access, the vector and deque templates are more efficient.

The list class template is defined in the following header file:

#include <list>

A list object admits comparison, assignment, expansion, element addition, and element deletion.  Its member functions include:

* list() - default constructor - creates an empty container
* list(int n) - creates a container with n elements
* list(int n, const T& l) - creates a container with n elements, each initialized to value l
* list(const list& l) - copies the contents of v into the current object
* list(list&& l) noexcept - copies the contents of v into the current object
* ~list() - destroys the container
* list& operator=(const list& l) - copies the contents of l into the current object
* list& operator=(list&& l) noexcept - moves the contents of l into the current object
* size\_t size() const - returns the number of elements in the current object
* bool empty() const - returns true if the current object has no elements
* T& front() - returns a reference to the first element
* const T& front() const - returns an unmodifiable reference to the first element
* T& back() - returns a reference to the last element
* const T& back() const - returns an unmodifiable reference to the last element
* void push\_back(const T& t) - adds element t after the last element in the container
* void push\_front(const T& t) - adds element t before the first element in the container
* void pop\_back() - removes the last element from the container
* void pop\_front() - removes the first element from the container
* iterator insert(iterator position, const T& t) - adds element T at the iterator position
* iterator erase(iterator position, const T& t) - remove element T at the iterator position
* void clear() - removes all elements from the container

The subscripting operators and the at(int) member functions, which provide direct element access in other sequential containers, are not supported in this template.  Instead, the template define insert() and erase() member functions that use iterators (highlighted here).  The section on iterators below described these in more detail.

Container Adapters

The STL inludes adapters for converting a container class to operate in a specific context.  The adaptors include:

* stack - last in, first out (LIFO) context
* queue - first in, first out (FIFO) context
* priority\_queue - first element is always the greatest

stack

The stack class template defines a container class (by default deque) that operates in a FILO (first-in, last-out) context.  The stack class template is defined in the following header file:

#include <stack>

The member functions of the stack class template include:

* explicit stack() - default - creates a stack with no elements
* explicit stack(const Container& c) - creates a stack initialized to a copy of container c
* stack& operator=(const stack& s) - copies the contents of s into the current object
* ~stack() - destroys the stack
* size\_t size() const - returns the number of elements in the current object
* bool empty() const - returns true if the current object has no elements
* T& top() - returns a reference to the top element of the stack
* const T& top() const - returns an unmodifiable reference to the top element of the stack
* void push(const T& t) - adds element t to the top of the stack
* void pop() - removes the top element from the stack

The following program creates an initially empty stack of doubles named prices, pushes three elements onto the stack, changes the top element, and displays the elements as it pops them off the stack:

|  |  |
| --- | --- |
| // Container Adapters - Stacks  // ca\_stack.cpp  #include <stack>  #include <iostream>  int main() {  std::stack<double> prices; // initially empty  prices.push(10.43); // add 10.43  prices.push(20.54); // add 20.54  prices.push(32.43); // add 32.43  prices.top() = 5.41;  while(!prices.empty()) {  std::cout << prices.top() << " ";  prices.pop();  }  std::cout << std::endl;  } | 5.41 20.54 10.43 |

queue

The queue class template defines a container class (by default deque) that operates in a FIFO context.  The queue class template is defined in the following header file:

#include <queue>

The member functions of the queue class template include:

* explicit queue() - default constructor - creates a queue with no elements
* explicit queue(const Container& c) - creates a queue initialized to a copy of container c
* size\_t size() const - returns the number of elements in the current object
* bool empty() const - returns true if the current object has no elements
* void push(const T& t) - adds element t to the top of the queue
* void pop() - removes the first element from the queue
* T& front() - returns a reference to the first element of the queue
* const T& front() const - returns an unmodifiable reference to the first element of the queue
* T& back() - returns a reference to the last element of the queue
* const T& back() const - returns an unmodifiable reference to the last element of the queue

Note that the last 4 member functions are absent in the stack template.

The following program creates an initially empty queue of ints named tickets, pushes three elements into the queue, changes the last ticket, and displays the elements as it pops them off the queue:

|  |  |
| --- | --- |
| // Container Adapters - Queues  // ca\_queue.cpp  #include <queue>  #include <iostream>  int main() {  std::queue<int> tickets; // initially empty  tickets.push(10); // add 10  tickets.push(20); // add 20  tickets.push(32); // add 32  tickets.back() = 30;  while(!tickets.empty()) {  std::cout << tickets.front() << " ";  tickets.pop();  }  std::cout << std::endl;  } | 10 20 30 |

Iterators

An *iterator* is an object that points to an element in a sequence.  STL iterators simulate sequential access to elements of STL containers, similar to the access that raw pointers provide for elements of simple arrays.  Container classes that do not implement contiguous storage of elements require iterators to access their elements.  We use iterators to insert elements into a sequence or to remove them from a sequence.

The definition of an iterator takes the form

*Container*<*type*>::iterator *identifier*;

*Container* identifies the template of the container class, *type* is the template argument, and *identifier* is the name of the iterator.

For example, to define an iterator named iter for a vector of doubles, we write

|  |
| --- |
| std::vector<double>::iterator iter; |

Each STL container class includes the following member functions that return iterators:

* iterator begin() noexcept - returns an iterator pointing to the first element in a sequence
* iterator end() noexcept - returns an iterator pointing to the element one past the end of a sequence
* const\_iterator cbegin() const noexcept - returns an iterator pointing to the first element unmodifiable in a sequence
* const\_iterator cend() noexcept - returns an iterator pointing to the element unmodifiable one past the end of a sequence

Incrementing an iterator (++) updates it to point to the next element.  Decrementing an iterator (--) updates it to point to the previous element.  Applying the dereferencing operator (\*) to an iterator returns the value of the element pointed to by the iterator.

For example, to display the contents of a vector sequence, we write

|  |  |
| --- | --- |
| // Iterators - Vectors  // iterator.cpp  #include <vector>  #include <iostream>  int main() {  std::vector<double> prices; // initially empty  std::vector<double>::iterator i;  prices.push\_back(10.43); // add 10.43  prices.push\_back(20.54); // add 20.54  prices.push\_back(32.43); // add 32.43  for(i = prices.begin(); i != prices.end(); i++)  std::cout << \*i << " ";  std::cout << std::endl;  } | 10.43 20.54 32.43 |

We can omit the declaration of i and use auto in the initializer of the for iteration.

Inserting or Removing Elements

The container class templates define member functions for inserting and removing elements anywhere within a collection:

* iterator insert(iterator position, const T& t) - inserts t at position p and returns an iterator pointing to the inserted element
* void insert(iterator position, size\_t n, const T& t) - inserts t n times at position p
* void insert(iterator position, InIter f, InIter l) - inserts the range (f,l) at position p
* iterator erase(iterator p) - removes the element at position p and returns an iterator to the next element
* iterator erase(iterator f, iterator l) - removes the elements in the range (f,l) and returns an iterator to the next element

list Example

The following program creates an empty list, adds 3 doubles, inserts a price of 12.52 before the last element, removes the second element in the list and displays the elements in the list:

|  |  |
| --- | --- |
| // Iterators - Insertion and Removal  // iterator\_list.cpp  #include <list>  #include <iostream>  int main() {  std::list<double> prices; // initially empty  prices.push\_back(10.43); // add 10.43  prices.push\_back(20.54); // add 20.54  prices.push\_back(32.43); // add 32.43  prices.insert(--prices.end(), 12.52);  prices.erase(++prices.begin());  for(auto i = prices.begin(); i != prices.end(); i++)  std::cout << \*i << " ";  std::cout << std::endl;  } | 10.43 12.52 32.43 |

deque Example

The following program creates a deque of 3 doubles initialized to 10.50, changes the value of the last element to 32.43, removes the first element, adds 15.64 after the first element, adds 20.31 to the end and displays the elements in the list:

|  |  |
| --- | --- |
| // Iterators - Insertion and Removal  // iterator\_deque.cpp  #include <deque>  #include <iostream>  int main() {  std::deque<double> p(3, 10.50);  p.back() = 32.43; // reset last  p.erase(p.begin()); // remove first  for(auto i = p.begin(); i != p.end(); i++)  std::cout << \*i << " ";  std::cout << std::endl;  p.insert(++p.begin(), 15.64);  p.insert(p.end(), 20.31);  for(auto i = p.begin(); i != p.end(); i++)  std::cout << \*i << " ";  std::cout << std::endl;  } | 10.5 32.43  10.5 15.64 32.43 20.31 |