Functions in a Hierarchy

The logic that a derived class inherits from its base class is limited to the normal member functions of the base class.  A derived class does not by default inherit the constructors, the destructor or the copy assignment operator - that is, the special member functions - of the base class.  The special member functions in a class hierarchy define the logic for the creation, destruction and copying of different parts of an object and are necessarily different.  A derived class' constructor automatically calls the base class' default constructor.  A derived class' destructor automatically calls the base class' destructor.  A derived class' copy assignment operator automatically calls the base class' copy assignment operator.

This chapter describes how member functions shadow one another in a hierarchy and the order in which constructors and destructors call one another.  This chapter shows how to define a derived class' constructor to access a specific base class constructor and how to overload a helper operator for a derived class.

Shadowing

A member function of a derived class *shadows* the base class member function with the same identifier.  The C++ compiler binds a call to the member function of the derived class, if one exists.

To access the base class version of a member function that a derived class version has shadowed, we use scope resolution.  A call to a shadowed function takes the form

*Base*::*identifier*(*arguments*)

where *Base* identifies the class to which the shadowed function belongs.

Example

Consider the following hierarchy.  The base class and the derived class define distinct versions of the display() member function.  The Student class version shadows the Person class version for any object of Student type:

|  |
| --- |
| // Student.h  #include <iostream>  const int NC = 30;  const int NG = 20;  class Person {  char name[NC+1];  public:  void set(const char\* n);  void display(std::ostream&) const;  };  class Student : public Person {  int no;  float grade[NG];  int ng;  public:  Student();  Student(int);  Student(int, const float\*, int);  void display(std::ostream&) const;  }; |

We access the base class version from the derived version using scope resolution:

|  |
| --- |
| // Student.cpp  #include <cstring>  #include "Student.h"  using namespace std::  void Person::set(const char\* n) {  strncpy(name, n, NC);  name[NC] = '\0';  }  void Person::display(std::ostream& os) const {  os << name << ' ';  }  Student::Student() {  no = 0;  ng = 0;  }  Student::Student(int n) {  float g[] = {0.0f};  \*this = Student(n, g, 0);  }  Student::Student(int sn, const float\* g, int ng\_) {  bool valid = sn > 0 && g != nullptr && ng\_ >= 0;  if (valid)  for (int i = 0; i < ng\_ && valid; i++)  valid = g[i] >= 0.0f && g[i] <= 100.0f;  if (valid) {  // accept the client's data  no = sn;  ng = ng\_ < NG ? ng\_ : NG;  for (int i = 0; i < ng; i++)  grade[i] = g[i];  } else {  \*this = Student();  }  }  void Student::display(ostream& os) const {  if (no > 0) {  Person::display(os);  os << no << ":\n";  os.setf(ios::fixed);  os.precision(2);  for (int i = 0; i < ng; i++) {  os.width(6);  os << grade[i] << endl;  }  os.unsetf(ios::fixed);  os.precision(6);  } else {  os << "no data available" << endl;  }  } |

The following client code produces the output shown on the right:

|  |  |
| --- | --- |
| // Shadowing  // shadowing.cpp  #include <iostream>  #include "Student.h"  int main() {  Person jane;  jane.set("Jane Doe");  float gh[] = {89.4f, 67.8f, 45.5f};  Student harry(1234, gh, 3);  harry.set("Harry"); // inherited  harry.display(std::cout); // not inherited  jane.display(std::cout);  std::cout << std::endl;  } | Harry 1234:  89.40  67.80  45.50  Jane Doe |

harry.display(std::cout) calls Student::display(), which calls the shadowed Person::display(), while jane.display() calls Person::display() directly.  The derived version shadows the base version when called on harry.

Good Design Tip

By calling Person::display() within Student::display(), we hide the hierarchy from the client code.  The main() function is hierarchy agnostic.

Exposing an Overloaded Member Function

The C++ language shadows member functions on their identifier and not on their signature.  To expose an overloaded member function in the base class with the same identifier but a different signature we insert a using declaration into the definition of the derived class.  A using declaration takes the form

using *Base*::*identifier*;

where *Base* identifies the base class and *identifier* is the name of the shadowed function.

Example

Let us overload the display() member function in the Person class to take two arguments: a modifiable reference to the output stream and the address of a C-style null-terminated character string containing a prefix message.  We insert the using declaration in the definition of the derived class to expose this member function and any other with the same identifier for objects of the derived class.

|  |
| --- |
| // Student.h  #include <iostream>  const int NC = 30;  const int NG = 20;  class Person {  char name[NC+1];  public:  void set(const char\* n);  void display(std::ostream&) const;  void display(std::ostream&, const char\*) const;  };  class Student : public Person {  int no;  float grade[NG];  int ng;  public:  Student();  Student(int);  Student(int, const float\*, int);  void display(std::ostream&) const;  using Person::display;  }; |

We define the overloaded display() function for the base class:

|  |
| --- |
| // Student.cpp  #include <cstring>  #include "Student.h"  using namespace std;  void Person::set(const char\* n) {  strncpy(name, n, NC);  name[NC] = '\0';  }  void Person::display(ostream& os) const {  os << name << ' ';  }  void Person::display(ostream& os, const char\* msg) const {  os << msg << name << ' ';  }  Student::Student() {  no = 0;  ng = 0;  }  Student::Student(int n) {  float g[] = {0.0f};  \*this = Student(n, nullptr, 0);  }  Student::Student(int sn, const float\* g, int ng\_) {  bool valid = sn > 0 && g != nullptr && ng\_ >= 0;  if (valid)  for (int i = 0; i < ng\_ && valid; i++)  valid = g[i] >= 0.0f && g[i] <= 100.0f;  if (valid) {  // accept the client's data  no = sn;  ng = ng\_ < NG ? ng\_ : NG;  for (int i = 0; i < ng; i++)  grade[i] = g[i];  } else {  \*this = Student();  }  }  void Student::display(ostream& os) const {  if (no > 0) {  Person::display(os);  os << no << ":\n";  os.setf(ios::fixed);  os.precision(2);  for (int i = 0; i < ng; i++) {  os.width(6);  os << grade[i] << endl;  }  os.unsetf(ios::fixed);  os.precision(6);  } else {  os << "no data available" << endl;  }  } |

The following client produces the result shown on the right:

|  |  |
| --- | --- |
| // Overloading and Shadowing  // overloading.cpp  #include <iostream>  #include "Student.h"  int main() {  Person jane;  float gh[] = {89.4f, 67.8f, 45.5f};  Student harry(1234, gh, 3);  harry.set("Harry");  harry.display(std::cout);  harry.display(std::cout, "Name is ");  std::cout << std::endl;  jane.set("Jane Doe");  jane.display(std::cout);  std::cout << std::endl;  } | Harry 1234:  89.40  67.80  45.50  Name is Harry  Jane Doe |

Constructors

A derived class does not inherit a base class constructor by default.  That is, if we do not declare a constructor in our definition of the derived class, the compiler inserts an empty no-argument constructor by default.

The compiler constructs an instance of the derived class in four steps in two distinct stages:

1. construct the base class portion of the complete object
   1. allocate memory for the instance variables in the order of their declaration
   2. execute the base class constructor
2. construct the derived class portion of the object
   1. allocate memory for the instance variables in the order of their declaration
   2. execute the derived class constructor

![inheritance constructors](data:image/png;base64,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)

In our example, let us define a no-argument constructor for the base class.  The header file declares the no-argument constructor:

|  |
| --- |
| // Student.h  #include <iostream>  const int NC = 30;  const int NG = 20;  class Person {  char name[NC+1];  public:  Person();  void set(const char\* n);  void display(std::ostream&) const;  };  class Student : public Person {  int no;  float grade[NG];  int ng;  public:  Student();  Student(int);  Student(int, const float\*, int);  void display(std::ostream&) const;  }; |

The implementation file defines the base class constructor:

|  |
| --- |
| // Student.cpp  #include <cstring>  #include "Student.h"  using namespace std;  Person::Person() {  cout << "Person()" << endl;  name[0] = '\0';  }  void Person::set(const char\* n) {  cout << "Person(const char\*)" << endl;  strncpy(name, n, NC);  name[NC] = '\0';  }  void Person::display(ostream& os) const {  os << name << ' ';  }  Student::Student() {  cout << "Student()" << endl;  no = 0;  ng = 0;  }  Student::Student(int n) {  cout << "Student(int)" << endl;  float g[] = {0.0f};  \*this = Student(n, g, 0);  }  Student::Student(int sn, const float\* g, int ng\_) {  cout << "Student(int, const float\*, int)" << endl;  bool valid = sn > 0 && g != nullptr && ng\_ >= 0;  if (valid)  for (int i = 0; i < ng\_ && valid; i++)  valid = g[i] >= 0.0f && g[i] <= 100.0f;  if (valid) {  // accept the client's data  no = sn;  ng = ng\_ < NG ? ng\_ : NG;  for (int i = 0; i < ng; i++)  grade[i] = g[i];  } else {  \*this = Student();  }  }  void Student::display(ostream& os) const {  if (no > 0) {  Person::display(os);  os << no << ":\n";  os.setf(ios::fixed);  os.precision(2);  for (int i = 0; i < ng; i++) {  os.width(6);  os << grade[i] << endl;  }  os.unsetf(ios::fixed);  os.precision(6);  } else {  os << "no data available" << endl;  }  } |

The following client uses this implementation to produce the result shown on the right:

|  |  |
| --- | --- |
| // Derived Class Constructors  // derivedCtors.cpp  #include <iostream>  #include "Student.h"  int main() {  Person jane;  float gh[] = {89.4f, 67.8f, 45.5f};  Student harry(1234, gh, 3);  harry.set("Harry");  harry.display(std::cout);  jane.set("Jane");  jane.display(std::cout);  } | Person()  Person()  Student(int, const float\*, int);  Person(const char\*);  Harry 1234:  89.40  67.80  45.50  Person(const char\*);  Jane |

In this example, the compiler constructs the two objects as follows:

1. allocates memory for jane
   1. allocates memory for person
   2. the base class constructor initializes person to an empty string
2. allocates memory for harry
   1. allocates memory for name
   2. the base class constructor initializes name to an empty string
   3. allocates memory for no, grade and ng
   4. the derived class constructor initializes
      * no to 1234
      * grade to {89.40f, 67.80f, 45.50f}
      * ng to 3

Passing Arguments to a Base Class Constructor

Each constructor of a derived class, other than the no-argument constructor, receives in its parameters all of the values passed by the client.  Each constructor forwards the values for the base class part of the object to the base class constructor.  The base class constructor uses the values received to build the base class part of the object.  The derived class constructor uses the values received to complete building the derived class part of the object.

A call to the base class constructor from a derived class constructor that forwards values takes the form

*Derived*( *parameters* ) : *Base*( *arguments* )

where *Derived* is the name of the derived class and *Base* is the name of the base class.  The single colon separates the header of the derived-class constructor from its call to the base class constructor.  If we omit this call, the compiler inserts a call to the default base class constructor.

Example

Let us replace the set() member function in the base class with a one-argument constructor and upgrade the Student's three-argument constructor to receive the student's name.  The header file declares a single-argument base class constructor and a four-argument derived class constructor:

|  |
| --- |
| // Student.h  #include <iostream>  const int NC = 30;  const int NG = 20;  class Person {  char name[NC+1];  public:  Person();  Person(const char\*);  void display(std::ostream&) const;  };  class Student : public Person {  int no;  float grade[NG];  int ng;  public:  Student();  Student(int);  Student(const char\*, int, const float\*, int);  void display(std::ostream&) const;  }; |

The implementation of the single-argument constructor copies the name to the instance variable:

|  |
| --- |
| // Student.cpp  #include <cstring>  #include "Student.h"  using namespace std;  Person::Person() {  name[0] = '\0';  }  Person::Person(const char\* nm) {  strncpy(name, nm, NC);  name[NC] = '\0';  }  void Person::display(ostream& os) const {  os << name << ' ';  }  Student::Student() {  no = 0;  ng = 0;  }  Student::Student(int n) {  float g[] = {0.0f};  \*this = Student("", n, g, 0);  }  Student::Student(const char\* nm, int sn, const float\* g, int ng\_) : Person(nm) {  bool valid = sn > 0 && g != nullptr && ng\_ >= 0;  if (valid)  for (int i = 0; i < ng\_ && valid; i++)  valid = g[i] >= 0.0f && g[i] <= 100.0f;  if (valid) {  // accept the client's data  no = sn;  ng = ng\_ < NG ? ng\_ : NG;  for (int i = 0; i < ng; i++)  grade[i] = g[i];  } else {  \*this = Student();  }  }  void Student::display(ostream& os) const {  if (no > 0) {  Person::display(os);  os << no << ":\n";  os.setf(ios::fixed);  os.precision(2);  for (int i = 0; i < ng; i++) {  os.width(6);  os << grade[i] << endl;  }  os.unsetf(ios::fixed);  os.precision(6);  } else {  os << "no data available" << endl;  }  } |

The following client uses this implementation to produce the output shown on the right:

|  |  |
| --- | --- |
| // Derived Class Constructors with Arguments  // drvdCtorsArgs.cpp  #include <iostream>  #include "Student.h"  int main() {  Person jane("Jane");  float gh[] = {89.4f, 67.8f, 45.5f};  Student harry("Harry", 1234, gh, 3);  harry.display(std::cout);  jane.display(std::cout);  } | Harry 1234:  89.40  67.80  45.50  Jane |

Inheriting Base Class Constructors

C++11 introduced syntax for inheriting a base class constructor in cases where the derived class constructor does not execute any logic on the instance variables of the derived class and only passes to the base class constructor values received from the client.  In such cases, the derived class may inherit the base class constructors.

The declaration for inheriting a base class constructor takes the form:

using *Base*::*Base*;

where *Base* is the name of the base class.

Example

Let us derive an Instructor class from the Person base class and inherit all of the constructors of the base class.  The header file overrides the no-inheritance default:

|  |
| --- |
| // Student.h  // compiles with GCC 4.8 or greater or equivalent  #include <iostream>  const int NC = 30;  const int NG = 20;  class Person {  char name[NC+1];  public:  Person();  Person(const char\*);  void display(std::ostream&) const;  };  class Student : public Person {  int no;  float grade[NG];  int ng;  public:  Student();  Student(int);  Student(const char\*, int, const float\*, int);  void display(std::ostream&) const;  };  class Instructor : public Person {  public:  using Person::Person;  }; |

The implementation file remains unchanged.  The following client uses this new class definition to produce the output shown on the right:

|  |  |
| --- | --- |
| // Inherited Constructors  // inheritCtors.cpp  #include <iostream>  #include "Student.h"  int main() {  Instructor john("John");  Person jane("Jane");  float gh[] = {89.4f, 67.8f, 45.5f};  Student harry("Harry", 1234, gh, 3);  john.display(std::cout);  std::cout << std::endl;  harry.display(std::cout);  jane.display(std::cout);  } | John  Harry 1234:  89.40  67.80  45.50  Jane |

Destructors

A derived class does not inherit the destructor of its base class.  Destructors execute in opposite order to the order of their object's construction.  That is, the derived class destructor always executes before the base class destructor.
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Example

Let us define destructors for our base and derived classes that insert tracking messages to standard output.  We declare each destructor in its class definition:

|  |
| --- |
| // Student.h  #include <iostream>  const int NC = 30;  const int NG = 20;  class Person {  char name[NC+1];  public:  Person();  Person(const char\*);  ~Person();  void display(std::ostream&) const;  };  class Student : public Person {  int no;  float grade[NG];  int ng;  public:  Student();  Student(int);  Student(const char\*, int, const float\*, int);  ~Student();  void display(std::ostream&) const;  }; |

We specify the messages in the destructor definitions:

|  |
| --- |
| // Student.cpp  #include <cstring>  #include "Student.h"  using namespace std;  Person::Person() {  name[0] = '\0';  }  Person::Person(const char\* nm) {  strncpy(name, nm, NC);  name[NC] = '\0';  }  Person::~Person() {  std::cout << "Leaving " << name << std::endl;  }  void Person::display(ostream& os) const {  os << name << ' ';  }  Student::Student() {  no = 0;  ng = 0;  }  Student::Student(int n) {  float g[] = {0.0f};  \*this = Student("", n, g, 0);  }  Student::Student(const char\* nm, int sn, const float\* g, int ng\_) : Person(nm) {  bool valid = sn > 0 && g != nullptr && ng\_ >= 0;  if (valid)  for (int i = 0; i < ng\_ && valid; i++)  valid = g[i] >= 0.0f && g[i] <= 100.0f;  if (valid) {  // accept the client's data  no = sn;  ng = ng\_ < NG ? ng\_ : NG;  for (int i = 0; i < ng; i++)  grade[i] = g[i];  } else {  \*this = Student();  }  }  Student::~Student() {  std::cout << "\nLeaving " << no << std::endl;  }  void Student::display(ostream& os) const {  if (no > 0) {  Person::display(os);  os << no << ":\n";  os.setf(ios::fixed);  os.precision(2);  for (int i = 0; i < ng; i++) {  os.width(6);  os << grade[i] << endl;  }  os.unsetf(ios::fixed);  os.precision(6);  } else {  os << "no data available" << endl;  }  } |

The following client uses this implementation to produce the output shown on the right:

|  |  |
| --- | --- |
| // Derived Class Destructors  // drvdDtors.cpp  #include <iostream>  #include "Student.h"  int main() {  Person jane("Jane");  float gh[] = {89.4f, 67.8f, 45.5f};  Student harry("Harry", 1234, gh, 3);  harry.display(std::cout);  jane.display(std::cout);  } | Harry 1234:  89.40  67.80  45.50  Jane  Leaving 1234  Leaving Harry  Leaving Jane |

Helper Operators

Helper functions support the classes identified by their parameter types.  Each helper function is dedicated to the class that it supports.  The compiler binds a call to a helper function on the basis of its parameter type(s).  That is, the helper functions of a base class do not directly support classes derived from the supported base class.

Example

Let us upgrade our Student class to include overloads of the insertion and extraction operators for both base and derived classes.  The header file contains:

|  |
| --- |
| // Student.h  #include <iostream>  const int NC = 30;  const int NG = 20;  class Person {  char name[NC+1];  public:  Person();  Person(const char\*);  void display(std::ostream&) const;  };  std::istream& operator>>(std::istream&, Person&);  std::ostream& operator<<(std::ostream&, const Person&);  class Student : public Person {  int no;  float grade[NG];  int ng;  public:  Student();  Student(int);  Student(const char\*, int, const float\*, int);  void read(std::istream&);  void display(std::ostream&) const;  };  std::istream& operator>>(std::istream&, Student&);  std::ostream& operator<<(std::ostream&, const Student&); |

The implementation file defines the helper operators:

|  |
| --- |
| // Student.cpp  #include <cstring>  #include "Student.h"  using namespace std;  Person::Person() {  name[0] = '\0';  }  Person::Person(const char\* nm) {  strncpy(name, nm, NC);  name[NC] = '\0';  }  void Person::display(ostream& os) const {  os << name << ' ';  }  istream& operator>>(istream& is, Person& p) {  char name[NC+1];  cout << "Name: ";  is.getline(name, NC+1);  p = Person(name);  return is;  }  std::ostream& operator<<(ostream& os, const Person& p) {  p.display(os);  return os;  }  Student::Student() {  no = 0;  ng = 0;  }  Student::Student(int n) {  float g[] = {0.0f};  \*this = Student("", n, g, 0);  }  Student::Student(const char\* nm, int sn, const float\* g, int ng\_) : Person(nm) {  bool valid = sn > 0 && g != nullptr && ng\_ >= 0;  if (valid)  for (int i = 0; i < ng\_ && valid; i++)  valid = g[i] >= 0.0f && g[i] <= 100.0f;  if (valid) {  // accept the client's data  no = sn;  ng = ng\_ < NG ? ng\_ : NG;  for (int i = 0; i < ng; i++)  grade[i] = g[i];  } else {  \*this = Student();  }  }  void Student::display(std::ostream& os) const {  if (no > 0) {  Person::display(os);  os << no << ":\n";  os.setf(ios::fixed);  os.precision(2);  for (int i = 0; i < ng; i++) {  os.width(6);  os << grade[i] << endl;  }  os.unsetf(ios::fixed);  os.precision(6);  } else {  os << "no data available" << endl;  }  }  void Student::read(istream& is) {  char name[NC + 1]; // will hold the student's name  int no; // will hold the student's number  int ng; // will hold the number of grades  float grade[NG]; // will hold the grades  std::cout << "Name: ";  is.getline(name, NC+1);  cout << "Student Number : ";  is >> no;  cout << "Number of Grades : ";  is >> ng;  if (ng > NG) ng = NG;  for (int i = 0; i < ng; i++) {  cout << "Grade " << i + 1 << " : ";  is >> grade[i];  }  // construct a temporary Student  Student temp(name, no, grade, ng);  // if data is valid, the temporary object into the current object  if (temp.no != 0)  \*this = temp;  }  istream& operator>>(istream& is, Student& s) {  s.read(is);  return is;  }  ostream& operator<<(ostream& os, const Student& s) {  s.display(os);  return os;  } |

The following client uses this implementation to produce the output shown on the right:

|  |  |
| --- | --- |
| // Helpers to Derived Classes  // drvdHelpers.cpp  #include <iostream>  #include "Student.h"  int main() {  Person jane;  Student harry;  std::cin >> jane;  std::cin >> harry;  std::cout << jane << std::endl;  std::cout << harry << std::endl;  } | Name: Jane Doe  Name: Harry  Student Number : 1234  Number of Grades : 3  Grade 1 : 89.40  Grade 2 : 67.80  Grade 3 : 45.50  Jane Doe  Harry 1234  89.40  67.80  45.50 |

Summary

* a member function of a derived class shadows an identically named member function of a base class
* a derived class does not inherit the destructor, assignment operators or helper functions of a base class
* a derived class does not by default inherit the constructor of a base class, but we may add syntax to allow inheritance where the derived class constructor does not contain logic to set its instance variables
* constructors in an inheritance hierarchy execute in order from the base class to the derived class
* destructors in an inheritance hierarchy execute in order from the derived class to the base class