**Compositions, Aggregations and Associations**

The relationships between classes in object-oriented applications, aside from inheritance and parametric polymorphism, exhibit different degrees of ownership.  These relationships include compositions, aggregations and associations.  Each relationship reflects a different degree of coupling between classes.  A composition is a strong relationship: the composer object owns the component object: one class completely contains another class and determines its lifetime.  An aggregation is a weaker relationship: the aggregator has an instance of another class, which determines its own lifetime.  An association is the weakest relationship of the three: one class accesses or uses another class: neither class exhibit a 'has a' relationship to the other class.

These relationships appear in all three forms in the case of class with resources.  If a class with a resource is responsible for copying and destroying its resource, then that class is a composition.  If the class is not responsible for copying or destroying its resource, then that class is an aggregation or an association.

This chapter presents examples of each of these three relationships.

Compositions

A composition is a *has-a* relationship between classes.  It implements complete ownership.  The composer object is responsible for destroying its component object(s) at or before its own destruction.  A composition is incomplete without its components.

Design-wise, composition is more flexible (less coupled) than inheritance.  Updates to the component class need not affect the composer class.  However, member functions added to the component class require forwarding member functions in the composer class.

Consider the relationship between a Person class and a Name class illustrated below.  Every person has a name and an age.
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The class definition and implementation for the Name type are listed on the left and right respectively:

|  |  |
| --- | --- |
| #ifndef NAME\_H  #define NAME\_H  // Composition - Name  // Name.h  class Name {  char\* name { nullptr };  public:  Name(const char\*);  Name(const Name&);  Name& operator=(const Name&);  ~Name();  const char\* get() const;  void set(const char\*);  };  #endif | // Composition - Name  // Name.cpp  #include <cstring>  #include "Name.h"  Name::Name(const char\* n) :  name {new char[std::strlen(n) + 1]} {  std::strcpy(name, n);  }  Name::Name(const Name& src) {  \*this = src;  }  Name& Name::operator=(const Name&  src) {  if (this != &src) {  delete [] name;  name = new  char[std::strlen(src.name) + 1];  std::strcpy(name, src.name);  }  return \*this;  }  Name::~Name() { delete [] name; }  const char\* Name::get() const {  return name;  }  void Name::set(const char\* n) {  delete [] name;  name = new char[std::strlen(n) + 1];  std::strcpy(name, n);  } |

We implement this composition using either a Name subobject or a pointer to a Name object.  The subobject version is listed on the left; the pointer version is listed on the right:

|  |  |
| --- | --- |
| // Composition - SubObject Version  // Person.h  #include "Name.h"  class Person {  Name name; // subobject  int age;  public:  Person(const char\*, int);  void display() const;  void set(const char\*);  //...  }; | // Composition - Pointer Version  // Person.h  class Name;  class Person {  Name\* name { nullptr }; // pointer  int age;  public:  Person(const char\*, int);  Person(const Person&);  Person& operator=(const Person&);  ~Person();  void display() const;  void set(const char\*);  //...  }; |

The implementation files for both versions are listed below.  The Name object does not exist apart from the Person object.  In the subobject version, the default copying and assignment rules apply: the default copy constructor, assignment operator and destructor are sufficient.  In the pointer version, deep copying and assignment are required and we must code the copy constructor, assignment operator and destructor.  The Person constructor creates the Name object, the assignment operator destroys the old Name object and creates a new one, and the destructor destroys the Name object.

|  |  |
| --- | --- |
| // Composition - SubObject Version  // Person.cpp  #include <iostream>  #include "Person.h"  Person::Person(const char\* n, int a) :  name{n}, age{a} {}  void Person::display() const {  std::cout << age << ' ' <<  name.get() << std::endl;  }  void Person::set(const char\* n) {  name.set(n); // forwarding  }  //... | // Composition - Pointer Version  // Person.cpp  #include <iostream>  #include "Person.h"  #include "Name.h"  Person::Person(const char\* n, int a) :  name {new Name(n)}, age {a} {}  Person::Person(const Person& src) {  \*this = src;  }  Person& Person::operator=(const Person&  src) {  if (this != &src) {  delete name;  name = new Name(\*src.name);  age = src.age;  }  return \*this;  }  Person::~Person() { delete name; }  void Person::display() const {  std::cout << age << ' ' <<  name->get() << std::endl;  }  void Person::set(const char\* n) {  name->set(n); // forwarding  }  //... |

The following program produces the output listed on the right for both versions of the Person type:

|  |  |
| --- | --- |
| // Composition  // composition.cpp  #include "Person.h"  int main() {  Person p("Harvey", 23);  Person q = p;  p.display();  q.display();  q.set("Lawrence");  p.display();  q.display();  p = q;  p.display();  } | 23 Harvey  23 Harvey  23 Harvey  23 Lawrence  23 Lawrence |

Note that this program is unaware of the implementation of the composition relationship.  It makes no reference to the types of subobjects contained in the Person type.  Changes to these objects and the descriptions of their type(s) are completely hidden within the Person type.

Aggregations

An aggregation is a composition that does not manage the creation or destruction of the objects that it *uses*.  The responsibility for creating and destroying the objects lies outside the aggregator type.  The aggregator is complete whether or not any of the objects that it uses exist.  The objects used survive the destruction of the aggregator.

Design-wise, aggregation is more flexible (less coupled) than composition.  Updates to any aggregatee type do not interfere with the design of the aggregator type.  Member functions added to the aggregatee type do not require forwarding member functions in the aggregator type.

Consider the relationship between a club and its members.  The relationship is between the club and the names of its members as illustrated below.  The club has or may have members, but can exist without any.  A member's name can be removed from its list of members before the club is disbanded and that name is not destroyed if the club is disbanded.

![aggregation relationship](data:image/png;base64,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)

The class definition and implementation for a Club type might look like:

|  |  |
| --- | --- |
| // Aggregation  // Club.h  class Name;  constexpr int M { 50 };  class Club {  const Name\* name[M]{};  int m { 0 };  public:  Club& operator+=(const Name&);  Club& operator-=(const Name&);  void display() const;  //...  }; | // Aggregation  // Club.cpp  #include <iostream>  #include <cstring>  #include "Club.h"  #include "Name.h"  Club& Club::operator+=(const Name& n) {  if (m < M)  name[m++] = &n;  return \*this;  }  Club& Club::operator-=(const Name& t) {  bool found = false;  int i;  for (i = 0; i < m && !found; i++)  if (!std::strcmp(name[i]->get(),  t.get())) found = true;  if (found) {  for (; i < m; i++)  name[i - 1] = name[i];  if (m) {  name[m - 1] = nullptr;  m--;  }  }  return \*this;  }  void Club::display() const {  for (int i = 0; i < m; i++)  std::cout << name[i]->get()  << std::endl;  }  //... |

The following program adds the names of four members to a club, removes two names and generates the output listed on the right:

|  |  |
| --- | --- |
| // Aggregation  // aggregation.cpp  #include "Club.h"  #include "Name.h"  int main() {  Name jane("Jane");  Name john("John");  Name alice("Alice");  Name frank("Frank");  Name stanley("Stanley");  Club gameClub;  gameClub += jane;  gameClub += john;  gameClub += alice;  gameClub += frank;  gameClub.display();  gameClub -= alice;  gameClub -= john;  gameClub -= stanley;  gameClub.display();  } | Jane  John  Alice  Frank  Jane  Frank |

Note how the application creates the Name objects separately from the Club and destroys them separately.

Associations

An association is a service relationship.  It does not involve any ownership of one type by another.  Each type is independent and complete without the related type.

Association is the least coupled relationship between classes.  Member functions in an association do not require forwarding member functions in the related type.

Consider the relationship between a course and a room in a college.  The course uses the room and the room is booked for the course for a certain period.  , but both exist independently of one another.  A room can be booked for a course and a course can be assigned to a room.  Neither is destroyed when the other is destroyed.

![association relationship](data:image/png;base64,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)

The class definition and implementation for a Course type might look like:

|  |  |
| --- | --- |
| // Association  // Course.h  #include "Name.h"  class Room;  class Course {  Name name;  int code;  Room\* room { nullptr };  public:  Course(const char\*, int);  void book(Room&);  void release();  const char\* get() const;  void display() const;  //...  }; | // Association  // Course.cpp  #include <iostream>  #include "Course.h"  #include "Room.h"  Course::Course(const char\* n, int c) :  name{n}, code{c} {}  void Course::book(Room& r) {  if (room) room->release();  room = &r;  }  void Course::release() {  room = nullptr;  }  const char\* Course::get() const {  return name.get();  }  void Course::display() const {  std::cout <<  (room ? room->get() : "\*\*\*\*\*")  << ' ' << code << ' ' << name.get()  << std::endl;  }  //... |

The class definition and implementation for a Room type might look like:

|  |  |
| --- | --- |
| // Association  // Room.h  #include "Name.h"  class Course;  class Room {  Name name;  Course\* course { nullptr };  public:  Room(const char\*);  void book(Course&);  void release();  const char\* get() const;  void display() const;  //...  }; | // Association  // Room.cpp  #include <iostream>  #include "Room.h"  #include "Course.h"  Room::Room(const char\* n) : name{n} {}  void Room::book(Course& c) {  if (course) course->release();  course = &c;  }  void Room::release() {  course = nullptr;  }  const char\* Room::get() const {  return name.get();  }  void Room::display() const {  std::cout << name.get() << ' ' <<  (course ? course->get() : "available")  << std::endl;  }  //... |

The following program assigns two of three courses to two of three rooms leaving one course unassigned and one room unbooked:

|  |  |
| --- | --- |
| // Association  // association.cpp  #include "Course.h"  #include "Room.h"  void book(Course& c, Room& r) {  c.book(r);  r.book(c);  }  int main() {  Room t2108("T2108");  Room t2109("T2109");  Room t2110("T2110");  Course btp105("Intro to Programming", 105);  Course btp205("Intro to O-O Prg", 205);  Course btp305("O-O Programming", 305);  btp105.display();  btp205.display();  btp305.display();  t2108.display();  t2109.display();  t2110.display();  book(btp205, t2110);  book(btp305, t2108);  btp105.display();  btp205.display();  btp305.display();  t2108.display();  t2109.display();  t2110.display();  book(btp205, t2108);  book(btp305, t2109);  btp105.display();  btp205.display();  btp305.display();  t2108.display();  t2109.display();  t2110.display();  } | \*\*\*\*\* 105 Intro to Programming  \*\*\*\*\* 205 Intro to O-O Prg  \*\*\*\*\* 305 O-O Programming  T2108 available  T2109 available  T2110 available  \*\*\*\*\* 105 Intro to Programming  T2110 205 Intro to O-O Prg  T2108 305 O-O Programming  T2108 O-O Programming  T2109 available  T2110 Intro to O-O Programming  \*\*\*\*\* 105 Intro to Programming  T2108 205 Intro to O-O Prg  T2109 305 O-O Programming  T2108 Intro to O-O Programming  T2109 O-O Programming  T2110 available |