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**1 ФОРМУЛИРОВКА ЗАДАЧИ**

Целью выполнения лабораторной работы является для обмена текстовыми сообщениями между клиентами по локальной сети с использованием сокетов.

В качестве задачи необходимо реализовать возможность отправлять сообщения на сервер и получать от него ответы.

**2 ТЕОРЕТИЧЕСКИЕ СВЕДЕНИЯ**

Со́кет (англ. *socket* — разъём) — название программного интерфейса для обеспечения обмена данными между процессами. Процессы при таком обмене могут исполняться как на одной ЭВМ, так и на различных ЭВМ, связанных между собой только сетью. Сокет — абстрактный объект, представляющий конечную соединения [1].

Следует различать клиентские и серверные сокеты. Клиентские сокеты грубо можно сравнить с конечными аппаратами телефонной сети, а серверные — с коммутаторами. Клиентское приложение (например, браузер) использует только клиентские сокеты, а серверное (например, веб-сервер, которому браузер посылает запросы) — как клиентские, так и серверные сокеты.

*Windows Sockets API (WSA),* название которого было укорочено до *Winsock*. Это техническая спецификация, которая определяет, как сетевое программное обеспечение *Windows* будет получать доступ к сетевым сервисам [2]. API гарантирует, что совместимые приложения будут работать должным образом, как это реализовано согласованным протоколом от любого поставщика сетевого программного обеспечения.

**3 ОПИСАНИЕ ФУНКЦИЙ ПРОГРАММЫ**

Программа клиента представляет собой окно, содержащее элементы управления. Окно набора текста представляет собой элемент *Edit Control*. Для отправки сообщения используется *Push Button*.

Программа сервера представляет собой консольное приложение. Сервер в цикле ожидает подключения клиентов, после чего для каждого клиента выделяет свой поток обработки.

Обмен между клиентом и сервером реализован с помощью сокетов (socket).

Графический интерфейс программы представлен на рисунке 1.
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Рисунок 1 – Графический интерфейс программы
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**ПРИЛОЖЕНИЕ А**

**(обязательное)**

**Исходный код программы**

**Файл BaseWindow.h**

*#pragma once*

*template <class DERIVED\_TYPE>*

*class BaseWindow*

*{*

*public:*

*const PCWSTR CLASS\_NAME;*

*static LRESULT CALLBACK WindowProc(HWND hwnd, UINT uMsg, WPARAM wParam, LPARAM lParam)*

*{*

*DERIVED\_TYPE \*pThis = NULL;*

*if (uMsg == WM\_NCCREATE)*

*{*

*CREATESTRUCT\* pCreate = (CREATESTRUCT\*)lParam;*

*pThis = (DERIVED\_TYPE\*)pCreate->lpCreateParams;*

*SetWindowLongPtr(hwnd, GWLP\_USERDATA, (LONG\_PTR)pThis);*

*pThis->m\_hwnd = hwnd;*

*}*

*else*

*{*

*pThis = (DERIVED\_TYPE\*)GetWindowLongPtr(hwnd, GWLP\_USERDATA);*

*}*

*if (pThis)*

*{*

*return pThis->HandleMessage(uMsg, wParam, lParam);*

*}*

*else*

*{*

*return DefWindowProc(hwnd, uMsg, wParam, lParam);*

*}*

*}*

*BaseWindow(PCWSTR CLASS\_NAME) : CLASS\_NAME(CLASS\_NAME), m\_hwnd(NULL) { }*

*BOOL Create(*

*PCWSTR lpWindowName,*

*DWORD dwStyle,*

*HWND hWndParent = 0,*

*DWORD dwExStyle = 0,*

*int x = CW\_USEDEFAULT,*

*int y = CW\_USEDEFAULT,*

*int nWidth = CW\_USEDEFAULT,*

*int nHeight = CW\_USEDEFAULT,*

*HMENU hMenu = 0*

*)*

*{*

*WNDCLASS wc = {};*

*wc.lpfnWndProc = DERIVED\_TYPE::WindowProc;*

*wc.hInstance = GetModuleHandle(NULL);*

*wc.lpszClassName = CLASS\_NAME;*

*RegisterClass(&wc);*

*m\_hwnd = CreateWindowEx(*

*dwExStyle, CLASS\_NAME, lpWindowName, dwStyle, x, y,*

*nWidth, nHeight, hWndParent, hMenu, GetModuleHandle(NULL), this*

*);*

*return (m\_hwnd ? TRUE : FALSE);*

*}*

*HWND Window() const { return m\_hwnd; }*

*protected:*

*virtual LRESULT HandleMessage(UINT uMsg, WPARAM wParam, LPARAM lParam) = 0;*

*HWND m\_hwnd;*

*};*

**Файл DPIScale.h**

*#pragma once*

*#include <d2d1.h>*

*class DPIScale*

*{*

*static float scaleX;*

*static float scaleY;*

*public:*

*static void Initialize()*

*{*

*FLOAT dpi = GetDpiForSystem();*

*scaleX = dpi / 96.0f;*

*scaleY = dpi / 96.0f;*

*}*

*template <typename T>*

*static float PixelsToDipsX(T x)*

*{*

*return static\_cast<float>(x) / scaleX;*

*}*

*template <typename T>*

*static float PixelsToDipsY(T y)*

*{*

*return static\_cast<float>(y) / scaleY;*

*}*

*template <typename T>*

*static T DipXToPixels(float x)*

*{*

*return static\_cast<T>(x) \* scaleX;*

*}*

*template <typename T>*

*static T DipYToPixels(float y)*

*{*

*return static\_cast<T>(y) \* scaleY;*

*}*

*};*

**Файл DPIScale.cpp**

*#include "DPIScale.h"*

*float DPIScale::scaleX = 1;*

*float DPIScale::scaleY = 1;*

**Файл main.cpp (клиент)**

*#include <windows.h>*

*#include <Windowsx.h>*

*#include <d2d1.h>*

*#include <Winuser.h>*

*#include <list>*

*#include <memory>*

*using namespace std;*

*#pragma comment(lib, "d2d1")*

*#pragma comment(lib, "Ntdll")*

*#pragma comment(lib, "Comctl32")*

*#pragma comment(lib, "Ws2\_32.lib")*

*#include "BaseWindow.h"*

*#include "MainWindow.h"*

*#include <objidl.h>*

*#include <gdiplus.h>*

*#include <winternl.h>*

*#include <CommCtrl.h>*

*int WINAPI wWinMain(HINSTANCE hInstance, HINSTANCE, PWSTR, int nCmdShow)*

*{*

*//Gdiplus::GdiplusStartupInput gdiplusStartupInput;*

*//ULONG\_PTR gdiplusToken;*

*//Gdiplus::GdiplusStartup(&gdiplusToken, &gdiplusStartupInput, NULL);*

*MainWindow win = MainWindow();*

*//Mode mode = Mode::SelectMode;*

*//Figure figure = Figure::Ellipse;*

*//D2D1\_COLOR\_F color = D2D1::ColorF(D2D1::ColorF::Black);*

*//SceneControl win = SceneControl(&mode, &figure, &color);*

*//GraphicsScene win = GraphicsScene(&mode, &figure, &color);*

*if (!win.Create(L"Draw Circles",*

*WS\_OVERLAPPEDWINDOW,*

*NULL,*

*NULL,*

*CW\_USEDEFAULT,*

*CW\_USEDEFAULT,*

*800,*

*600))*

*{*

*return 0;*

*}*

*//SetWindowsHookEx(WH\_GETMESSAGE, GetMsgProcCustom, NULL, GetCurrentThreadId());*

*//HACCEL hAccel1 = LoadAccelerators(hInstance, MAKEINTRESOURCE(IDR\_ACCEL1));*

*//HACCEL hAccel2 = LoadAccelerators(hInstance, MAKEINTRESOURCE(IDR\_ACCEL2));*

*ShowWindow(win.Window(), nCmdShow);*

*MSG msg;*

*while (GetMessage(&msg, NULL, 0, 0) > 0)*

*{*

*//if (!TranslateAccelerator(GetFocus(), hAccel1, &msg) && !TranslateAccelerator(GetFocus(), hAccel2, &msg))*

*//{*

*TranslateMessage(&msg);*

*DispatchMessage(&msg);*

*//}*

*}*

*return 0;*

*}*

**Файл main.cpp (сервер)**

*#ifndef WIN32\_LEAN\_AND\_MEAN*

*#define WIN32\_LEAN\_AND\_MEAN*

*#endif*

*#include <windows.h>*

*#include <winsock2.h>*

*#include <ws2tcpip.h>*

*#include <iphlpapi.h>*

*#include <stdio.h>*

*#include <set>*

*#include <iostream>*

*#pragma comment(lib, "Ws2\_32.lib")*

*const LPCWSTR PORT = L"27015";*

*std::set<SOCKET> clients;*

*const size\_t BUFF\_SIZE = 16384;*

*HANDLE ghMutex;*

*DWORD WINAPI ClientThread(LPVOID lpParameter)*

*{*

*SOCKET\* clientSocket = (SOCKET\*)lpParameter;*

*wchar\_t\* buff = new wchar\_t[BUFF\_SIZE];*

*int recvStatus = 0;*

*while((recvStatus = recv(\*clientSocket, (char\*)buff, BUFF\_SIZE \* sizeof(\*buff), 0)) > 0)*

*{*

*WaitForSingleObject(ghMutex, INFINITE);*

*auto it = clients.begin();*

*while (it != clients.end())*

*{*

*if (send(\*it, (char\*)buff, recvStatus, 0) == SOCKET\_ERROR)*

*{*

*closesocket(\*it);*

*it = clients.erase(it);*

*}*

*else*

*{*

*it++;*

*}*

*}*

*ReleaseMutex(ghMutex);*

*}*

*closesocket(\*clientSocket);*

*delete clientSocket;*

*delete[] buff;*

*return 0;*

*}*

*int main() {*

*wchar\_t\* buff = new wchar\_t[BUFF\_SIZE];*

*ghMutex = CreateMutex(NULL, FALSE, NULL);*

*WSADATA wsaData;*

*if (!WSAStartup(MAKEWORD(2, 2), &wsaData))*

*{*

*ADDRINFOW\* result = NULL;*

*ADDRINFOW pHints = ADDRINFOW();*

*pHints.ai\_family = AF\_INET;*

*pHints.ai\_socktype = SOCK\_STREAM;*

*pHints.ai\_protocol = IPPROTO\_TCP;*

*pHints.ai\_flags = AI\_PASSIVE;*

*if (!GetAddrInfoW(NULL, PORT, &pHints, &result))*

*{*

*SOCKET listenSocket = socket(result->ai\_family, result->ai\_socktype, result->ai\_protocol);*

*if (listenSocket != INVALID\_SOCKET)*

*{*

*if (bind(listenSocket, result->ai\_addr, result->ai\_addrlen) != SOCKET\_ERROR)*

*{*

*while (listen(listenSocket, SOMAXCONN) != SOCKET\_ERROR)*

*{*

*SOCKET\* clientSocket = new SOCKET;*

*\*clientSocket = accept(listenSocket, NULL, NULL);*

*if (\*clientSocket != INVALID\_SOCKET)*

*{*

*std::cout << "Connection accepted!" << std::endl;*

*clients.insert(\*clientSocket);*

*CreateThread(NULL, NULL, &ClientThread, (void\*)clientSocket, NULL, NULL);*

*}*

*}*

*}*

*closesocket(listenSocket);*

*}*

*FreeAddrInfoW(result);*

*}*

*WSACleanup();*

*}*

*CloseHandle(ghMutex);*

*return 0;*

*}*

**Файл MainWindow.h**

*#include <string>*

*#include <map>*

*#include "BaseWindow.h"*

*#include "DPIScale.h"*

*class MainWindow : public BaseWindow<MainWindow>*

*{*

*private:*

*static const PCWSTR DEFAULT\_CLASS\_NAME;*

*public:*

*MainWindow(PCWSTR CLASS\_NAME = DEFAULT\_CLASS\_NAME);*

*~MainWindow();*

*virtual LRESULT HandleMessage(UINT uMsg, WPARAM wParam, LPARAM lParam) override;*

*protected:*

*void CreateLayout();*

*void SetLayout();*

*};*

**Файл MainWindow.cpp**

*#ifndef WIN32\_LEAN\_AND\_MEAN*

*#define WIN32\_LEAN\_AND\_MEAN*

*#endif*

*#include <windows.h>*

*#include <winsock2.h>*

*#include <ws2tcpip.h>*

*#include <iphlpapi.h>*

*#include "MainWindow.h"*

*#include <stdexcept>*

*#include <CommCtrl.h>*

*const PCWSTR MainWindow::DEFAULT\_CLASS\_NAME = L"Graphics";*

*const float MARGIN\_X = 6.0F;*

*const float MARGIN\_Y = 6.0F;*

*const int BUFF\_SIZE = 16384;*

*wchar\_t BUFF[BUFF\_SIZE];*

*SOCKET connectSocket;*

*LPCWSTR PORT = L"27015";*

*LPCWSTR ADDRESS = L"localhost";*

*HANDLE thread;*

*std::wstring currentChat;*

*HWND chat;*

*HWND sendButton;*

*HWND input;*

*MainWindow::MainWindow(PCWSTR CLASS\_NAME) :*

*BaseWindow<MainWindow>(CLASS\_NAME)*

*{*

*}*

*MainWindow::~MainWindow()*

*{*

*}*

*DWORD WINAPI ServerThread(LPVOID lpParameter)*

*{*

*SOCKET\* clientSocket = (SOCKET\*)lpParameter;*

*wchar\_t\* buff = new wchar\_t[BUFF\_SIZE];*

*int recvStatus = 0;*

*while((recvStatus = recv(connectSocket, (char\*)buff, BUFF\_SIZE \* sizeof(\*buff), 0)) > 0)*

*{*

*currentChat = std::wstring(buff) + L"\n\n\n" + currentChat;*

*currentChat.resize(BUFF\_SIZE);*

*SetWindowTextW(chat, currentChat.c\_str());*

*}*

*closesocket(connectSocket);*

*delete[] buff;*

*return 0;*

*}*

*DWORD SetupConnection()*

*{*

*WSADATA wsaData;*

*if (!WSAStartup(MAKEWORD(2, 2), &wsaData))*

*{*

*ADDRINFOW\* result = NULL;*

*ADDRINFOW pHints = ADDRINFOW();*

*pHints.ai\_family = AF\_INET;*

*pHints.ai\_socktype = SOCK\_STREAM;*

*pHints.ai\_protocol = IPPROTO\_TCP;*

*if (!GetAddrInfoW(NULL, PORT, &pHints, &result))*

*{*

*connectSocket = socket(result->ai\_family, result->ai\_socktype, result->ai\_protocol);*

*if (connectSocket != INVALID\_SOCKET)*

*{*

*if (connect(connectSocket, result->ai\_addr, result->ai\_addrlen) != SOCKET\_ERROR)*

*{*

*FreeAddrInfoW(result);*

*thread = CreateThread(NULL, NULL, &ServerThread, NULL, NULL, NULL);*

*return 0;*

*}*

*closesocket(connectSocket);*

*}*

*FreeAddrInfoW(result);*

*}*

*WSACleanup();*

*}*

*return 1;*

*}*

*void ReleaseConnection()*

*{*

*closesocket(connectSocket);*

*WSACleanup();*

*}*

*LRESULT MainWindow::HandleMessage(UINT uMsg, WPARAM wParam, LPARAM lParam)*

*{*

*switch (uMsg)*

*{*

*case WM\_CREATE:*

*CreateLayout();*

*while(SetupConnection());*

*return 0;*

*case WM\_PAINT:*

*{*

*PAINTSTRUCT ps;*

*HDC hdc = BeginPaint(m\_hwnd, &ps);*

*FillRect(hdc, &ps.rcPaint, (HBRUSH)(COLOR\_WINDOW + 1));*

*EndPaint(m\_hwnd, &ps);*

*return 0;*

*}*

*case WM\_INITDIALOG:*

*InitCommonControls();*

*case WM\_SIZE:*

*SetLayout();*

*return 0;*

*case WM\_CLOSE:*

*ReleaseConnection();*

*DestroyWindow(m\_hwnd);*

*return 0;*

*case WM\_DESTROY:*

*PostQuitMessage(0);*

*return 0;*

*/\*case WM\_SIZING:*

*{*

*RECT\* dragRc = (RECT\*)lParam;*

*RECT rcWindow;*

*GetWindowRect(m\_hwnd, &rcWindow);*

*int WINDOW\_HEIGHT\_PIX = rcWindow.bottom - rcWindow.top;*

*int WINDOW\_WIDTH\_PIX = rcWindow.right - rcWindow.left;*

*switch (wParam)*

*{*

*case WMSZ\_BOTTOM:*

*dragRc->bottom = dragRc->top + WINDOW\_HEIGHT\_PIX;*

*break;*

*case WMSZ\_BOTTOMLEFT:*

*dragRc->bottom = dragRc->top + WINDOW\_HEIGHT\_PIX;*

*dragRc->left = dragRc->right - WINDOW\_WIDTH\_PIX;*

*break;*

*case WMSZ\_LEFT:*

*dragRc->left = dragRc->right - WINDOW\_WIDTH\_PIX;*

*break;*

*case WMSZ\_TOPLEFT:*

*dragRc->left = dragRc->right - WINDOW\_WIDTH\_PIX;*

*dragRc->top = dragRc->bottom - WINDOW\_HEIGHT\_PIX;*

*break;*

*case WMSZ\_TOP:*

*dragRc->top = dragRc->bottom - WINDOW\_HEIGHT\_PIX;*

*break;*

*case WMSZ\_TOPRIGHT:*

*dragRc->top = dragRc->bottom - WINDOW\_HEIGHT\_PIX;*

*dragRc->right = dragRc->left + WINDOW\_WIDTH\_PIX;*

*break;*

*case WMSZ\_RIGHT:*

*dragRc->right = dragRc->left + WINDOW\_WIDTH\_PIX;*

*break;*

*case WMSZ\_BOTTOMRIGHT:*

*dragRc->right = dragRc->left + WINDOW\_WIDTH\_PIX;*

*dragRc->bottom = dragRc->top + WINDOW\_HEIGHT\_PIX;*

*break;*

*}*

*return TRUE;*

*}\*/*

*/\*case WM\_NOTIFY:*

*{*

*NMHDR\* notification = (NMHDR\*)lParam;*

*switch (((NMHDR\*)lParam)->code)*

*{*

*case TVN\_SELCHANGED:*

*selected = (BaseNode\*)((LPNMTREEVIEW)lParam)->itemNew.lParam;*

*update();*

*return 0;*

*case TVN\_ITEMEXPANDED:*

*{*

*NMTREEVIEW\* item = (NMTREEVIEW\*)(lParam);*

*KeyNode\* key = (KeyNode\*)(item)->itemNew.lParam;*

*if (KeyNode::PREDEFINED\_NAMES.find(key->getName()) == KeyNode::PREDEFINED\_NAMES.end())*

*key->initialize(1);*

*break;*

*}*

*}*

*break;*

*}\*/*

*case WM\_COMMAND:*

*if (HIWORD(wParam) == BN\_CLICKED)*

*{*

*if ((HWND)lParam == sendButton)*

*{*

*GetWindowTextW(input, BUFF, BUFF\_SIZE);*

*send(connectSocket, (char\*)BUFF, BUFF\_SIZE \* sizeof(\*BUFF), NULL);*

*SetWindowTextW(input, NULL);*

*}*

*return 0;*

*}*

*break;*

*/\*case WM\_CTLCOLORSTATIC:*

*{*

*HDC hdcStatic = (HDC)wParam;*

*SetTextColor(hdcStatic, RGB(0, 0, 0));*

*SetBkColor(hdcStatic, RGB(230, 2, 2));*

*return (INT\_PTR)hBrush;*

*}\*/*

*}*

*return DefWindowProc(m\_hwnd, uMsg, wParam, lParam);*

*}*

*void MainWindow::CreateLayout()*

*{*

*input = CreateWindow(L"EDIT",*

*NULL,*

*WS\_VISIBLE | WS\_CHILD | WS\_BORDER,*

*0,*

*0,*

*0,*

*0,*

*m\_hwnd,*

*NULL,*

*GetModuleHandle(NULL),*

*NULL);*

*sendButton = CreateWindow(L"BUTTON",*

*L"Send",*

*WS\_TABSTOP | WS\_VISIBLE | WS\_CHILD | BS\_DEFPUSHBUTTON | WS\_BORDER,*

*0,*

*0,*

*0,*

*0,*

*m\_hwnd,*

*NULL,*

*GetModuleHandle(NULL),*

*NULL);*

*chat = CreateWindow(L"STATIC",*

*NULL,*

*WS\_VISIBLE | WS\_CHILD | SS\_LEFT | WS\_BORDER,*

*0,*

*0,*

*0,*

*0,*

*m\_hwnd,*

*NULL,*

*GetModuleHandle(NULL),*

*NULL);*

*}*

*void MainWindow::SetLayout()*

*{*

*RECT rcClient;*

*GetClientRect(m\_hwnd, &rcClient);*

*int MARGIN\_XPix = DPIScale::DipXToPixels<int>(MARGIN\_X);*

*int MARGIN\_YPix = DPIScale::DipYToPixels<int>(MARGIN\_Y);*

*int WINDOW\_HEIGHT\_PIX = rcClient.bottom - rcClient.top;*

*int WINDOW\_WIDTH\_PIX = rcClient.right - rcClient.left;*

*MoveWindow(chat,*

*MARGIN\_XPix,*

*MARGIN\_YPix,*

*WINDOW\_WIDTH\_PIX - 2 \* MARGIN\_XPix,*

*WINDOW\_HEIGHT\_PIX \* 3 / 4 - MARGIN\_YPix,*

*FALSE);*

*MoveWindow(input,*

*MARGIN\_XPix,*

*MARGIN\_YPix + WINDOW\_HEIGHT\_PIX \* 3 / 4,*

*WINDOW\_WIDTH\_PIX \* 3 / 4 - MARGIN\_XPix,*

*WINDOW\_HEIGHT\_PIX \* 1 / 4 - 2 \* MARGIN\_YPix,*

*FALSE);*

*MoveWindow(sendButton,*

*MARGIN\_XPix + WINDOW\_WIDTH\_PIX \* 3 / 4,*

*MARGIN\_YPix + WINDOW\_HEIGHT\_PIX \* 3 / 4,*

*WINDOW\_WIDTH\_PIX \* 1 / 4 - 2 \* MARGIN\_XPix,*

*WINDOW\_HEIGHT\_PIX \* 1 / 4 - 2 \* MARGIN\_YPix,*

*FALSE);*

*InvalidateRect(m\_hwnd, NULL, FALSE);*

*}*