**NAME: SODIQ HAMIDU OMEIZA**

**MATRIC NO: 222514**

**TITLE: ASSIGNMENT 3**

**COURSE: CSC235**

**LINK: https://github.com/hamidusodiq/csc235---assignment-3**

**PSEUDOCODE TO SOLVE THE SELF DESCRIBING NUMBER PROBLEM**

**IMAGE PATTERN TO SOLVE PROBLEM**

![](data:image/png;base64,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)

* Read the file with fopen()
* create array countNo to store the number of times each digit appears
* create array intFileContent to store the integer equivalent of the file content
* read the first line of the file as number of test cases
* create an array testCases to store the number of test cases
* store the number of test cases into testCases array
* create an array fileContent to store each case value as string
* Check if file is valid. If not, print an error message and exit.
* convert number of testCases to int
* check if number of testCases is greater than 1,else throw an error
* while each test case is truthy:

countAppearance function:

* loop(i)-through the fileContent
  + initialize a count variable to 1 that represents the least appearance of each "string digit"
  + store the count of that variable in the countNo array at index of i
  + loop(ii): loop through the fileContent
  + if value of fileContent of loop1 equals that of loop 2:
    - value of loop appears again, hence increase count and update array of that index
    - else retain count to be last value recorded

checkDescribing function:

* Create an array(boolArray) to hold "T" or "F" based on value of number array equaling current index
* insert the string of digits as integers in intFileContent
* Loop(iii) through fileContent using i variable:
  + initialize all i values of boolArray[i] to T
  + loop4 though fileContent using j
  + Check if value of intFileContent at index j is equal to index of I:
    - IF true, check if value of intFileContent at index i = value of countNo at index j
      * If true, the current digit fulfils self-description, hence initialize the current index at boolArray to be true;
      * If false, the whole integer does not fulfil being self-descriptive. Hence print "Not self-descriptive”. Then return
* If all digits have been looped through and each fulfills self-description, then the whole integer is self-descriptive. Hence print self-descriptive!
* Close file!

**PSEUDOCODE TO SOLVE THE DUPLICATE FILE PROBLEM**

* Read the file using fopen
* Check if file is valid. If not, print an error message and exit
* Declare variable testCases to store the number of test cases
* Declare array fileValues to store the values in the file
* initialize a counter variable i=0 to store the number of lines in the file
* read the first line of the file as the number of test cases and store in testCases variable using fscanf
* loop through the rest of the file and determine the number of values by increasing the counter variable i
* loop through the file again and store each values into the fileValues Array created
* declare an array stringValues to store only values which are not digits in the files
* loop through the fileValues array
  + if current value is a digit(variable k), it represents the number of testCases within each test case
  + create variable y = 0 to keep track of the next values after condition above is met
  + loop through the next fileValues[K] lines
    - store each line value in the stringValues array
    - At end of loop, loop through the stringValues array and run the chekcStringEqual functions for the next two line values in each loop

checkstringEqual function:

* declare two array of characters splitString1 and splitString2 to store the next two values in the loop
* copy and split the next two values using strcpy and strtok into the splitString1 and splitString2 array to get the non-digit part of the file
* compare the split versions
* if not equal : print the last part of the two original strings which is the index part of the file in the order of which is smaller