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Лабораторна робота №2

“ПРОВЕДЕННЯ ДВОФАКТОРНОГО ЕКСПЕРИМЕНТУ З ВИКОРИСТАННЯМ ЛІНІЙНОГО РІВНЯННЯ РЕГРЕСІЇ”

Виконав:

студент групи ІВ-83

Поліщук Д.Я.

Перевірив:

ас. Регіда П.Г.

Київ

2020 р.

**Мета:** провести двофакторний експеримент, перевірити однорідність дисперсії за критерієм Романовського, отримати коефіцієнти рівняння регресії, провести

натуралізацію рівняння регресії.

Номер у списку: 18.

Варіант завдання: 318.
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![](data:image/png;base64,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)

1. Лістинг програми:

import java.util.Random;

/\*\*

\* @author Danya Polishchuk

\* @information Student IV-83, number 18

\* Task 318:

\*/

public class MOPE\_lab2 {

static Random random = new Random();

static int myNumber = 18;

static int m = 5;

static int y\_max = (30 - myNumber) \* 10;

static int y\_min = (20 - myNumber) \* 10;

static float[][] matrix\_X = new float[][]{{-1, -1}, {1, -1}, {-1, 1}};

static float[][] matrix\_Y = new float[3][m];

static float[] matrix\_AverageOfY = new float[3];

static float[] dispersia = new float[3];

static float sigma = (float) Math.sqrt((float) (2 \* (2 \* m - 2)) / (float) (m \* (m - 4)));

static float[] F\_uv = new float[3];

static float[] O\_uv = new float[3];

static float[] R\_uv = new float[3];

static float[] mx = new float[2];

static float my = 0;

static float a1 = 0;

static float a2 = 0;

static float a3 = 0;

static float a11 = 0;

static float a22 = 0;

static float[][] matrix\_b;

static float[][] matrix\_b1;

static float[][] matrix\_b2;

static float[][] matrix\_b3;

static float b0 = 0;

static float b1 = 0;

static float b2 = 0;

static float x1min = 20;

static float x1max = 70;

static float x2min = -15;

static float x2max = 45;

static float[][] matrixForNaturalization = new float[][]{{x1min, x1max}, {x2min, x2max}};

static float delta\_x1 = Math.abs(x1max - x1min) / 2;

static float delta\_x2 = Math.abs(x2max - x2min) / 2;

static float x10 = (x1max + x1min) / 2;

static float x20 = (x2max + x2min) / 2;

static float a\_0 = 0;

static float a\_1 = 0;

static float a\_2 = 0;

public static void main(String[] args) {

showY();

fillMatrixOfY();

averageOfY();

fillDispersia();

criterionRomanovskiy();

}

private static void showY() {

System.out.println("Мій номер в списку: " + myNumber + "\n\ny\_max = (30 - 18)\*10 = " + y\_max

+ "\ny\_min = (20 - 18)\*10 = " + y\_min + "\n");

}

private static void fillMatrixOfY() {

for (int i = 0; i < matrix\_Y.length; i++) {

for (int j = 0; j < matrix\_Y[i].length; j++) {

matrix\_Y[i][j] = (float) (random.nextInt(y\_max + 1));

if (matrix\_Y[i][j] < (float) y\_min) {

matrix\_Y[i][j] += (float) y\_min;

}

}

}

iteration(matrix\_Y);

}

private static void iteration(float[][] array) {

if (array == matrix\_Y) {

System.out.println("Значення функції відгуку в інтервалі від [" + y\_min + "-" + y\_max + "]:");

}

for (float[] i : array) {

for (float j : i) {

System.out.print(j + " ");

}

System.out.println();

}

}

private static void iteration(float[] array) {

if (array == matrix\_AverageOfY) {

System.out.println("\nСереднє значення функції відгуку в кожній точці плану:");

} else if (array == dispersia) {

System.out.println("\nДисперсії для кожної точки планування:");

}

for (float i : array) {

System.out.print(i + "\n");

}

}

private static void averageOfY() {

for (int i = 0; i < matrix\_Y.length; i++) {

matrix\_AverageOfY[i] = averageValueOfY(matrix\_Y[i]);

}

iteration(matrix\_AverageOfY);

}

private static float averageValueOfY(float[] array) {

float sum = 0;

for (float i : array) {

sum += i;

}

return sum / array.length;

}

private static void fillDispersia() {

for (int i = 0; i < matrix\_Y.length; i++) {

float sum = 0;

for (int j = 0; j < matrix\_Y[i].length; j++) {

sum += Math.pow((matrix\_Y[i][j] - matrix\_AverageOfY[i]), 2);

}

dispersia[i] = sum / matrix\_Y[i].length;

}

iteration(dispersia);

System.out.println("\nОсновне відхилення:\nsigma = " + sigma);

}

private static void criterionRomanovskiy() {

F\_uv[0] = calculateF(dispersia[0], dispersia[1]);

F\_uv[1] = calculateF(dispersia[0], dispersia[2]);

F\_uv[2] = calculateF(dispersia[1], dispersia[2]);

for (int i = 0; i < O\_uv.length; i++) {

O\_uv[i] = ((float) (m - 2) / (float) m) \* F\_uv[i];

R\_uv[i] = Math.abs(O\_uv[i] - 1) / sigma;

}

boolean bool = false;

System.out.println();

for (int i = 0; i < R\_uv.length; i++) {

System.out.print("R\_uv" + i + " = " + R\_uv[i]);

if (R\_uv[i] < 2) {

System.out.print(" < " + " R\_кр = 2");

} else {

System.out.print(" > " + " R\_кр = 2");

bool = true;

}

System.out.println();

}

if (bool) {

System.out.println("\nОтже, дисперсія не однорідна...");

} else {

System.out.println("\nОтже, дисперсія однорідна.");

calculateNormCoefficients();

naturalizationCoefficients();

}

}

private static float calculateF(float dispersia1, float dispersia2) {

if (dispersia1 >= dispersia2) {

return dispersia1 / dispersia2;

} else {

return dispersia2 / dispersia1;

}

}

private static void calculateNormCoefficients() {

for (int i = 0; i < matrix\_X[0].length; i++) {

mx[i] = calculateAverage(matrix\_X[0][i], matrix\_X[1][i], matrix\_X[2][i]);

}

my = calculateAverage(matrix\_AverageOfY[0], matrix\_AverageOfY[1], matrix\_AverageOfY[2]);

a1 = calculateAverage((float) Math.pow(matrix\_X[0][0], 2), (float) Math.pow(matrix\_X[1][0], 2), (float) Math.pow(matrix\_X[2][0], 2));

a2 = calculateAverage(matrix\_X[0][0] \* matrix\_X[0][1], matrix\_X[1][0] \* matrix\_X[1][1], matrix\_X[2][0] \* matrix\_X[2][1]);

a3 = calculateAverage((float) Math.pow(matrix\_X[0][1], 2), (float) Math.pow(matrix\_X[1][1], 2), (float) Math.pow(matrix\_X[2][1], 2));

a11 = calculateAverage(matrix\_X[0][0] \* matrix\_AverageOfY[0], matrix\_X[1][0] \* matrix\_AverageOfY[1], matrix\_X[2][0] \* matrix\_AverageOfY[2]);

a22 = calculateAverage(matrix\_X[0][1] \* matrix\_AverageOfY[0], matrix\_X[1][1] \* matrix\_AverageOfY[1], matrix\_X[2][1] \* matrix\_AverageOfY[2]);

matrix\_b = new float[][]{{1, mx[0], mx[1]}, {mx[0], a1, a2}, {mx[1], a2, a3}};

matrix\_b1 = new float[][]{{my, mx[0], mx[1]}, {a11, a1, a2}, {a22, a2, a3}};

matrix\_b2 = new float[][]{{1, my, mx[1]}, {mx[0], a11, a2}, {mx[1], a22, a3}};

matrix\_b3 = new float[][]{{1, mx[0], my}, {mx[0], a1, a11}, {mx[1], a2, a22}};

b0 = discriminant(matrix\_b1) / discriminant(matrix\_b);

b1 = discriminant(matrix\_b2) / discriminant(matrix\_b);

b2 = discriminant(matrix\_b3) / discriminant(matrix\_b);

System.out.println();

System.out.println("Розрахунок нормованих коефіцієнтів рівняння регресії:");

for (int i = 0; i < matrix\_X.length; i++) {

for (int j = 0; j < matrix\_X[i].length - 1; j++) {

System.out.println("y = b0 + b1\*x1 + b2\*x2 = " + b0 + " + " + b1 + "\*" + matrix\_X[i][j] + " + " +

b2 + "\*" + matrix\_X[i][j + 1] + " = " + (b0 + b1 \* matrix\_X[i][j] + b2 \* matrix\_X[i][j + 1]));

}

}

}

private static void naturalizationCoefficients() {

a\_0 = b0 - b1 \* (x10 / delta\_x1) - b2 \* (x20 / delta\_x2);

a\_1 = b1 / delta\_x1;

a\_2 = b2 / delta\_x2;

System.out.println("\nЗапишемо натуралізоване рівняння регресії:");

System.out.println("y = a0 + a1\*x1 + a2\*x2 = " + a\_0 + " + " + a\_1 + "\*" + x1min + " + " +

a\_2 + "\*" + x2min + " = " + (a\_0 + a\_1 \* x1min + a\_2 \* x2min));

System.out.println("y = a0 + a1\*x1 + a2\*x2 = " + a\_0 + " + " + a\_1 + "\*" + x1max + " + " +

a\_2 + "\*" + x2min + " = " + (a\_0 + a\_1 \* x1max + a\_2 \* x2min));

System.out.println("y = a0 + a1\*x1 + a2\*x2 = " + a\_0 + " + " + a\_1 + "\*" + x1min + " + " +

a\_2 + "\*" + x2max + " = " + (a\_0 + a\_1 \* x1min + a\_2 \* x2max));

}

private static float calculateAverage(float... arg) {

float sum = 0;

for (float i : arg) {

sum += i;

}

return sum / arg.length;

}

private static float discriminant(float[][] matrix) {

return (matrix[0][0] \* matrix[1][1] \* matrix[2][2]) + (matrix[1][0] \* matrix[2][1] \* matrix[0][2])

+ (matrix[0][1] \* matrix[1][2] \* matrix[2][0]) - ((matrix[2][0] \* matrix[1][1] \* matrix[0][2])

+ (matrix[0][0] \* matrix[2][1] \* matrix[1][2]) + (matrix[1][0] \* matrix[0][1] \* matrix[2][2]));

}

}

1. Відповіді на контрольні запитання:

1) Що таке регресійні поліноми і де вони застосовуються?

2) Визначення однорідності дисперсії.

3) Що називається повним факторним експериментом?