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«Київський політехнічний інститут імені Ігоря Сікорського»

Факультет інформатики та обчислювальної техніки

Кафедра обчислювальної техніки

Методи оптимізації та планування експерименту

Лабораторна робота №3

“ПРОВЕДЕННЯ ТРЬОХФАКТОРНОГО ЕКСПЕРИМЕНТУ З ВИКОРИСТАННЯМ

ЛІНІЙНОГО РІВНЯННЯ РЕГРЕСІЇ”

Виконав:

студент групи ІВ-83

Поліщук Д.Я.

Перевірив:

ас. Регіда П.Г.

Київ

2020 р.

**Мета:** провести дробовий трьохфакторний експеримент. Скласти матрицю планування, знайти коефіцієнти рівняння регресії, провести 3 статистичні перевірки.

**Номер у списку: 18.**

Варіант завдання: 318.
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![](data:image/png;base64,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)

1. **Лістинг програми:**

/\*\*

\* @author Студент групи ІВ-83 Поліщук Даніїл.

\* Номер у списку групи: 18.

\* Варіант завдання: 318.

\*/

import org.apache.commons.math3.linear.Array2DRowRealMatrix;

import org.apache.commons.math3.linear.LUDecomposition;

import java.security.SecureRandom;

import java.util.ArrayList;

import java.util.Collections;

public class MOPE\_lab3 {

private final static double GTR = 0.7679;

private final static double FTR = 4.1;

private final static double TTR = 2.306;

public static void main(String[] args) {

int X1min = 20;

int X1max = 70;

int X2min = -15;

int X2max = 45;

int X3min = 20;

int X3max = 35;

double X\_average\_max = (X1max + X2max + X3max) / 3;

double X\_average\_min = (X1min + X2min + X3min) / 3;

double Ymin = 200 + X\_average\_min;

double Ymax = 200 + X\_average\_max;

double difference = Ymax - Ymin;

int[] x1\_code = {-1, -1, 1, 1};

int[] x2\_code = {-1, 1, -1, 1};

int[] x3\_code = {-1, 1, 1, -1};

int[] x1 = {20, 20, 70, 70};

int[] x2 = {-15, 45, -15, 45};

int[] x3 = {20, 35, 35, 20};

int[] y1 = new int[4];

int[] y2 = new int[4];

int[] y3 = new int[4];

SecureRandom random = new SecureRandom();

System.out.println("Матриця Y:");

for (int i = 0; i < 4; i++) {

y1[i] = (int) Ymin + random.nextInt((int) (difference + 1));

System.out.print(y1[i] + " ");

y2[i] = (int) Ymin + random.nextInt((int) (difference + 1));

System.out.print(y2[i] + " ");

y3[i] = (int) Ymin + random.nextInt((int) (difference + 1));

System.out.println(y3[i] + " ");

} System.out.println();

double Y1\_average = (y1[0] + y2[0] + y3[0]) / 3;

double Y2\_average = (y1[1] + y2[1] + y3[1]) / 3;

double Y3\_average = (y1[2] + y2[2] + y3[2]) / 3;

double Y4\_average = (y1[3] + y2[3] + y3[3]) / 3;

int mx1 = (x1[0] + x1[1] + x1[2] + x1[3]) / 4;

int mx2 = (x2[0] + x2[1] + x2[2] + x2[3]) / 4;

int mx3 = (x3[0] + x3[1] + x3[2] + x3[3]) / 4;

double my = (Y1\_average + Y2\_average + Y3\_average + Y4\_average) / 4;

double a11 = (x1[0] \* x1[0] + x1[1] \* x1[1] + x1[2] \* x1[2] + x1[3] \* x1[3]) / 4;

double a22 = (x2[0] \* x2[0] + x2[1] \* x2[1] + x2[2] \* x2[2] + x2[3] \* x2[3]) / 4;

double a33 = (x3[0] \* x3[0] + x3[1] \* x3[1] + x3[2] \* x3[2] + x3[3] \* x3[3]) / 4;

double a1 = (x1[0] \* Y1\_average + x1[1] \* Y2\_average + x1[2] \* Y3\_average + x1[3] \* Y4\_average) / 4;

double a2 = (x2[0] \* Y1\_average + x2[1] \* Y2\_average + x2[2] \* Y3\_average + x2[3] \* Y4\_average) / 4;

double a3 = (x3[0] \* Y1\_average + x3[1] \* Y2\_average + x3[2] \* Y3\_average + x3[3] \* Y4\_average) / 4;

double a12 = (x1[0] \* x2[0] + x1[1] \* x2[1] + x1[2] \* x2[2] + x1[3] \* x2[3]) / 4; //a12=a21

double a13 = (x1[0] \* x3[0] + x1[1] \* x3[1] + x1[2] \* x3[2] + x1[3] \* x3[3]) / 4; //a13=a31

double a23 = (x2[0] \* x3[0] + x2[1] \* x3[1] + x2[2] \* x3[2] + x2[3] \* x3[3]) / 4; //a23=a32

double[][] v0 = {{1, mx1, mx2, mx3},

{mx1, a11, a12, a13},

{mx2, a12, a22, a23},

{mx3, a13, a23, a33}};

double[][] v1 = {{my, mx1, mx2, mx3},

{a1, a11, a12, a13},

{a2, a12, a22, a23},

{a3, a13, a23, a33}};

double[][] v2 = {{1, my, mx2, mx3},

{mx1, a1, a12, a13},

{mx2, a2, a22, a23},

{mx3, a3, a23, a33}};

double[][] v3 = {{1, mx1, my, mx3},

{mx1, a11, a1, a13},

{mx2, a12, a2, a23},

{mx3, a13, a3, a33}};

double[][] v4 = {{1, mx1, mx2, my},

{mx1, a11, a12, a1},

{mx2, a12, a22, a2},

{mx3, a13, a23, a3}};

LUDecomposition A = new LUDecomposition(new Array2DRowRealMatrix(v0));

LUDecomposition B = new LUDecomposition(new Array2DRowRealMatrix(v1));

LUDecomposition C = new LUDecomposition(new Array2DRowRealMatrix(v2));

LUDecomposition E = new LUDecomposition(new Array2DRowRealMatrix(v3));

LUDecomposition D = new LUDecomposition(new Array2DRowRealMatrix(v4));

double b0 = B.getDeterminant() / A.getDeterminant();

double b1 = C.getDeterminant() / A.getDeterminant();

double b2 = E.getDeterminant() / A.getDeterminant();

double b3 = D.getDeterminant() / A.getDeterminant();

double[] array = new double[]{b0,b1,b2,b3};

System.out.println("Наші коефіцієнти:");

for(int i = 0; i < array.length; i++){

System.out.print("b"+i+": ");

System.out.printf("%.3f",array[i]);

System.out.println();

} System.out.println();

System.out.println("Наші рівняння регресії:\ny = b0 + b1\*x1 + b2\*x2 + b3\*x3");

double y111 = b0 + b1 \* x1[0] + b2 \* x2[0] + b3 \* x3[0];

double y112 = b0 + b1 \* x1[1] + b2 \* x2[1] + b3 \* x3[1];

double y113 = b0 + b1 \* x1[2] + b2 \* x2[2] + b3 \* x3[2];

double y114 = b0 + b1 \* x1[3] + b2 \* x2[3] + b3 \* x3[3];

double[] array1 = new double[]{y111,y112,y113,y114};

for(int i = 0; i < array1.length; i++){

System.out.println("y = "+Math.round(b0)+" + "+b1+"\*"+x1[i]+" + "+b2+"\*"+x2[i]+" + "+b3+"\*"+x3[i]+" = " + array1[i]);

} System.out.println();

/\*\*

\* Критерій Кохрена

\*/

double sigmaY1 = countDispersia(y1, y2, y3, Y1\_average, 0);

double sigmaY2 = countDispersia(y1, y2, y3, Y2\_average, 1);

double sigmaY3 = countDispersia(y1, y2, y3, Y3\_average, 2);

double sigmaY4 = countDispersia(y1, y2, y3, Y4\_average, 3);

double sigma = (sigmaY1 + sigmaY2 + sigmaY3 + sigmaY4);

ArrayList<Double> collection = new ArrayList<Double>();

collection.add(sigmaY1);

collection.add(sigmaY2);

collection.add(sigmaY3);

collection.add(sigmaY4);

double Gkr = Collections.max(collection) / sigma;

int N = 4, m = 3;

int f1 = m - 1;

int f2 = N;

//q = 0.05

if (cr\_cohr(Gkr)) {

System.out.println("За критерієм Кохрена дисперсія однорідна\n");

} else {

System.out.println("За критерієм Кохрена дисперсія неоднорідна\n");

}

/\*\*

\* Критерій Стьюдента

\*/

double sigmaV = sigma / N;

double sigmaBB = (sigmaV \* sigmaV) / (N \* m);

double sigmaB = Math.sqrt(sigmaBB);

double B0 = (Y1\_average + Y2\_average + Y3\_average + Y4\_average) / 4;

double B1 = (-Y1\_average - Y2\_average + Y3\_average + Y4\_average) / 4;

double B2 = (-Y1\_average + Y2\_average - Y3\_average + Y4\_average) / 4;

double B3 = (-Y1\_average + Y2\_average + Y3\_average - Y4\_average) / 4;

double t0 = Math.abs(B0) / sigmaB;

double t1 = Math.abs(B1) / sigmaB;

double t2 = Math.abs(B2) / sigmaB;

double t3 = Math.abs(B3) / sigmaB;

int f3 = f1 \* f2;

double b00 = 0, b11 = 0, b22 = 0, b33 = 0;

int d = 0;

if (t0 < TTR) {

System.out.println("Коефіцент b0 = "+b0+" не значимий за критерієм Стьюдента");

} else {

b00 = t0;

d++;

}

if (t1 < TTR) {

System.out.println("Коефіцент b1 = "+b1+" не значимий за критерієм Стьюдента");

} else {

b11 = t1;

d++;

}

if (t2 < TTR) {

System.out.println("Коефіцент b2 = "+b2+" не значимий за критерієм Стьюдента");

} else {

b22 = t2;

d++;

}

if (t3 < TTR) {

System.out.println("Коефіцент b3 = "+b3+" не значимий за критерієм Стьюдента");

} else {

b33 = t3;

d++;

}

System.out.println();

double y121 = b00 + b11 \* x1[0] + b22 \* x2[0] + b33 \* x3[0];

double y122 = b00 + b11 \* x1[1] + b22 \* x2[1] + b33 \* x3[1];

double y123 = b00 + b11 \* x1[2] + b22 \* x2[2] + b33 \* x3[2];

double y124 = b00 + b11 \* x1[3] + b22 \* x2[3] + b33 \* x3[3];

/\*\*

\* Критерій Фішера

\*/

int f4 = N - d;

double sigmaAd = ((y121 - Y1\_average) \* (y121 - Y1\_average) + (y122 - Y2\_average) \* (y122 - Y2\_average)

+ (y123 - Y3\_average) \* (y123 - Y3\_average) + (y124 - Y4\_average) \* (y124 - Y4\_average)) / (m / f4);

double Fkr = sigmaAd / sigmaBB;

if (cr\_fisher(Fkr)) {

System.out.println("За критерієм Фішера рівняння неадекватно оригіналу");

} else {

System.out.println("За критерієм Фішера рівняння адекватно оригіналу");

}

}

private static boolean cr\_cohr(double a) {

return a < GTR;

}

private static boolean cr\_fisher(double a) {

return a > FTR;

}

private static double countDispersia(int[] a, int[] b, int[] c, double y, int i) {

return ((a[i] - y) \* (a[i] - y) + (b[i] - y) \* (b[i] - y) + (c[i] - y) \* (c[i] - y)) / 3;

}

}