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![](data:image/png;base64,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)

1. **Лістинг програми:**

/\*\*

\* @author Студент групи ІВ-83 Поліщук Даніїл.

\* Номер у списку групи: 18.

\* Варіант завдання: 318.

\*/

import java.util.Arrays;

import java.util.Random;

public class MOPE\_lab4 {

private static int[] xMinMax = {-10, 50, 20, 60, -10, 10};

private static int Ymin = 200 + calculateAverage(new int[]{xMinMax[0], xMinMax[2], xMinMax[4]});

private static int Ymax = 200 + calculateAverage(new int[]{xMinMax[1], xMinMax[3], xMinMax[5]});

private static int N = 8;

private static int m = 3;

private static int[][] x, y;

private static double[] Y\_average = new double[N];

private static double[] b = new double[N];

private static double[] S2y, y\_;

private static int d;

private static int[][] x\_Coded = {

{1, 1, 1, 1, 1, 1, 1, 1},

{-1, -1, -1, -1, 1, 1, 1, 1},

{-1, -1, 1, 1, -1, -1, 1, 1},

{-1, 1, -1, 1, -1, 1, -1, 1},

{1, 1, -1, -1, -1, -1, 1, 1},

{1, -1, 1, -1, -1, 1, -1, 1},

{1, -1, -1, 1, 1, -1, -1, 1},

{-1, 1, 1, -1, 1, -1, -1, 1},

};

public static void main(String[] args) throws InterruptedException {

matrixOfPlanning();

equationOfRegression();

criterionKohrena();

criterionStudenta();

criterionFishera();

}

private static void matrixOfPlanning() {

Random random = new Random();

d = 0;

y = new int[N][m];

x = new int[N-1][N];

int total = 0;

for (int i = 0, k = 0; i < 3; i++, k += 2) {

for (int j = 0; j < x[i].length; j++) {

x[i][j] = (x\_Coded[i + 1][j] == -1) ? xMinMax[k] : xMinMax[k + 1];

}

}

int t = 3;

for (int i = 0; i < 3; i++) {

for (int j = i+1; j < 3; j++) {

for (int k = 0; k < N; k++) {

x[t][k] = x[i][k]\*x[j][k];

}

t++;

}

}

for (int i = 0; i < N; i++) {

x[6][i] = x[0][i]\*x[1][i]\*x[2][i];

}

for (int i = 0; i < y.length; i++) {

for (int j = 0; j < y[i].length; j++) {

y[i][j] = Ymin + random.nextInt(Ymax - Ymin + 1);

total += y[i][j];

}

Y\_average[i] = (double) total / m;

total = 0;

}

}

private static void equationOfRegression() {

double[] k = new double[N];

double[][] m = new double[N][N];

m[0][0] = N;

m[0][1] = m[1][0] = Arrays.stream(x[0]).sum();

m[0][2] = m[2][0] = Arrays.stream(x[1]).sum();

m[0][3] = m[3][0] = Arrays.stream(x[2]).sum();

m[0][4] = m[4][0] = m[1][2] = m[2][1] = Arrays.stream(x[3]).sum();

m[0][5] = m[5][0] = m[1][3] = m[3][1] = Arrays.stream(x[4]).sum();

m[0][6] = m[6][0] = m[2][3] = m[3][2] = Arrays.stream(x[5]).sum();

m[0][7] = m[7][0] = Arrays.stream(x[6]).sum();

m[1][1] = sum(x[0], x[0]);

m[1][4] = m[4][1] = sum(x[0], x[0], x[1]);

m[1][5] = m[5][1] = sum(x[0], x[0], x[2]);

m[1][6] = m[6][1] = m[0][7];

m[1][7] = m[7][1] = sum(x[0], x[0], x[1], x[2]);

m[2][2] = sum(x[1], x[1]);

m[2][4] = m[4][2] = sum(x[0], x[1], x[1]);

m[2][5] = m[5][2] = m[0][7];

m[2][6] = m[6][2] =sum(x[1], x[1], x[2]);

m[2][7] = m[7][2] =sum(x[0], x[1], x[1], x[2]);

m[3][3] = sum(x[2], x[2]);

m[3][4] = m[4][3] = m[0][7];

m[3][5] = m[5][3] = sum(x[0], x[2], x[2]);

m[3][6] = m[6][3] = sum(x[1], x[2], x[2]);

m[3][7] = m[7][3] = sum(x[0], x[1], x[2], x[2]);

m[4][4] = sum(x[0], x[0], x[1], x[1]);

m[4][5] = m[5][4] = sum(x[0], x[0], x[1], x[2]);

m[4][6] = m[6][4] = sum(x[0], x[1], x[1], x[2]);

m[4][7] = m[7][4] = sum(x[0], x[0], x[1], x[1], x[2]);

m[5][5] = sum(x[0], x[0], x[2], x[2]);

m[5][6] = m[6][5] = sum(x[0], x[1], x[2], x[2]);

m[5][7] = m[7][5] = sum(x[0], x[0], x[1], x[2], x[2]);

m[6][6] = sum(x[1], x[1], x[2], x[2]);

m[6][7] = m[7][6] = sum(x[0], x[1], x[1], x[2], x[2]);

m[7][7] = sum(x[0], x[0], x[1], x[1], x[2], x[2]);

k[0] = Arrays.stream(Y\_average).sum();

for (int i = 1; i < k.length; i++) {

for (int j = 0; j < N; j++) {

k[i] += Y\_average[j]\*x[i-1][j];

}

}

double det = calculateDeterminant(m);

for (int i = 0; i < b.length; i++) {

double[][] tempArr = Arrays.stream(m).map(double[]::clone).toArray(double[][]::new);

for (int j = 0; j < N; j++) {

tempArr[j][i] = k[j];

}

b[i] = calculateDeterminant(tempArr)/det;

}

System.out.printf("\nРівняння регресії з ефектом взаємодії:\ny = %+f%+f\*X1%+f\*X2%+f\*X3%+f\*X1\*X2%+f\*X1\*X3" +

"%+f\*X2\*X3%+f\*X1\*X2\*X3\n", b[0], b[1], b[2], b[3], b[4], b[5], b[6], b[7]);

}

private static void criterionKohrena() {

double S2max = 0;

double q = 0.05;

double[][] tableOfCohrena = {

{.9985, .9750, .9392, .9057, .8772, .8534, .8332, .8159, .8010, .7880},

{.9669, .8709, .7977, .7457, .7071, .6771, .6530, .6333, .6167, .6025},

{.9065, .7679, .6841, .6287, .5892, .5598, .5365, .5175, .5017, .4884},

{.8412, .6838, .5981, .5440, .5063, .4783, .4564, .4387, .4241, .4118},

{.7808, .6161, .5321, .4803, .4447, .4184, .3980, .3817, .3682, .3568},

{.7271, .5612, .4800, .4307, .3974, .3726, .3535, .3384, .3259, .3154},

{.6798, .5157, .4377, .3910, .3595, .3362, .3185, .3043, .2926, .2829},

{.6385, .4775, .4027, .3584, .3286, .3067, .2901, .2768, .2659, .2568},

{.6020, .4450, .3733, .3311, .3029, .2823, .2666, .2541, .2439, .2353},

};

System.out.println("\n\* Статична перевірка за критерієм Кохрена:");

S2y = new double[N];

for (int i = 0; i < y.length; i++) {

double s = 0;

for (int j = 0; j < y[i].length; j++) {

s += (y[i][j] - Y\_average[i])\*(y[i][j] - Y\_average[i]);

}

S2y[i] = s/(m-1);

}

S2max = Arrays.stream(S2y).max().getAsDouble();

double G = S2max/Arrays.stream(S2y).sum();

System.out.printf("G = %.3f\n",G);

int f1 = m - 1, f2 = N;

double Gkr = tableOfCohrena[f2 - 2][f1 - 1];

System.out.println("Gкр = "+Gkr);

if (G < Gkr)

System.out.println("G < Gkr\nOтже, дисперсія однорідна з q = "+q);

else {

System.out.println("G >= Gkr\nOтже, дисперсія неоднорідна з q = "+q+". Тому, m = m + 1 = "+(++m)+"\n");

matrixOfPlanning();

equationOfRegression();

criterionKohrena();

}

}

private static void criterionStudenta() {

System.out.println("\n\* Статична перевірка за критерієм Стьюдента:");

double[] tableOfStudent = {12.71, 4.303, 3.182, 2.776, 2.571, 2.447, 2.365, 2.306, 2.262,

2.228, 2.201, 2.179, 2.160, 2.145, 2.131, 2.12, 2.11, 2.101, 2.093, 2.086,

2.08, 2.074, 2.069, 2.064, 2.06, 2.056, 2.052, 2.048, 2.045, 2.042, 1.960

};

double S2beta = Arrays.stream(S2y).sum()/(N\*N\*m);

double[] beta = new double[N];

double[] t = new double[N];

double q = 0.05;

for (int i = 0; i < N; i++) {

for (int j = 0; j < x\_Coded[i].length; j++) {

beta[i]+=(Y\_average[j]\* x\_Coded[i][j]);

}

beta[i] /= N;

t[i] = Math.abs(beta[i]) / Math.sqrt(S2beta);

}

System.out.println("Коефіцієнти t: ");

for (int i = 0; i < t.length; i++) {

System.out.println(" t"+i+" = "+t[i]);

}

int f3 = (m-1)\*N;

double tkr = tableOfStudent[f3-1];

System.out.println("tкр = "+tkr);

for (int i = 0; i < t.length; i++) {

if (t[i] < tkr) {

System.out.printf(" t%d < tкр\n", (i+1));

b[i] = 0;

}

else {

System.out.printf(" t%d > tкр\n", (i+1));

d++;

}

}

System.out.println("Отже, кількість значущих коефіцієнтів: d = "+d);

y\_ = new double[N];

for (int i = 0; i < N; i++) {

y\_[i] = b[0]+b[1]\*x[0][i]+b[2]\*x[1][i]+b[3]\*x[2][i]+b[4]\*x[3][i]+b[5]\*x[4][i]+b[6]\*x[5][i]+b[7]\*x[6][i];

}

}

private static void criterionFishera() throws InterruptedException {

System.out.println("\n\* Статична перевірка за критерієм Фішера:");

double[][] tableOfFisher = {

{164.4, 199.5, 215.7, 224.6, 230.2, 234, 236.18}, {18.5, 19.2, 19.2, 19.3, 19.3, 19.3, 19.3},

{10.1, 9.6, 9.3, 9.1, 9, 8.9, 8.9}, {7.7, 6.9, 6.6, 6.4, 6.3, 6.2, 6.2},

{6.6, 5.8, 5.4, 5.2, 5.1, 5, 5}, {6, 5.1, 4.8, 4.5, 4.4, 4.3, 4.2},

{5.5, 4.7, 4.4, 4.1, 4, 3.9, 3.8}, {5.3, 4.5, 4.1, 3.8, 3.7, 3.6, 3.5},

{5.1, 4.3, 3.9, 3.6, 3.5, 3.4, 3.3}, {5, 4.1, 3.7, 3.5, 3.3, 3.2, 3.1},

{4.8, 4, 3.6, 3.4, 3.2, 3.1, 3}, {4.8, 3.9, 3.5, 3.3, 3.1, 3, 2.9},

{4.7, 3.8, 3.4, 3.2, 3, 2.9, 2.8}, {4.6, 3.7, 3.3, 3.1, 3, 2.9, 2.8},

{4.5, 3.7, 3.3, 3.1, 2.9, 2.8, 2.7}, {4.5, 3.6, 3.2, 3, 2.9, 2.7, 2.6},

{4.5, 3.6, 3.2, 3, 2.8, 2.7, 2.6}, {4.4, 3.6, 3.2, 2.9, 2.8, 2.7, 2.6},

{4.4, 3.5, 3.1, 2.9, 2.7, 2.6, 2.5}, {4.4, 3.5, 3.1, 2.9, 2.7, 2.6, 2.5},

{4.3, 3.4, 3.1, 2.8, 2.7, 2.6, 2.5}, {4.3, 3.4, 3.1, 2.8, 2.7, 2.6, 2.5},

{4.3, 3.4, 3, 2.8, 2.6, 2.5, 2.4}

};

int f4 = N - d;

int f3 = (m-1)\*N;

double q = 0.05;

double sum = 0;

for (int i = 0; i < Y\_average.length; i++) {

sum+=(y\_[i] - Y\_average[i])\*(y\_[i] - Y\_average[i]);

}

double S2ad = (double) m/(N-d)\*sum;

double Fp = S2ad/(Arrays.stream(S2y).sum()/N);

System.out.println("Fp = "+Fp);

double Ft = tableOfFisher[f3-1][f4-1];

System.out.println("Ft = "+Ft);

if (Fp <= Ft)

System.out.println("Fp <= Ft\nОтже, рівняння адекватне оригіналу з q = "+q);

else {

System.out.println("Fp > Ft\nOтже, рівняння неадекватне оригіналу з q = " + q+".\nАналіз розпочинається з початку. Через 3 секунди...\n\n");

Thread.sleep(3000);

m = 3;

matrixOfPlanning();

equationOfRegression();

criterionKohrena();

criterionStudenta();

criterionFishera();

}

}

private static int calculateAverage(int[] a) {

return (int)Math.round(Arrays.stream(a).average().getAsDouble());

}

private static double calculateDeterminant(double[][] a) {

if (a.length == 1)

return a[0][0];

else {

double res = 0;

for (int i = 0; i < a.length; i++) {

double[][] arr = new double[a.length - 1][a.length - 1];

for (int row = 1, v = 0; row < a.length; row++, v++) {

for (int col = 0, t = 0; col < a[row].length; col++) {

if (col != i) {

arr[v][t++] = a[row][col];

}

}

}

res += Math.pow(-1, i + 2) \* a[0][i] \* calculateDeterminant(arr);

}

return res;

}

}

private static double sum(int[]... x) {

double sum = 0;

for (int i = 0, k; i < N; i++) {

double p = 1;

for (int j = 0; j < x.length; j++) {

p \*= x[j][i];

}

sum += p;

}

return sum;

}

}