Uso de revisiones de código modernas en pequeñas organizaciones

*Use of Modern Code Reviews in Small Organizations*

***Resumen* — En la actualidad, las revisiones de código modernas se han convertido en una práctica ampliamente adoptada en proyectos de software a gran escala. Esta modalidad de revisión ha demostrado beneficios significativos, como la mejora de la calidad del código, fomentar la colaboración en el desarrollo de software y aumentar la comprensión del código por parte de los miembros del equipo. Además, han sido objeto de interés en la comunidad de ingeniería de software en la última década. El objetivo de esta investigación fue identificar en qué medida se usan las revisiones de código modernas en pequeñas organizaciones o proyectos, y cuáles son los beneficios asociados. Los resultados revelaron poca evidencia documentada del uso de revisiones de código modernas en el contexto de pequeñas organizaciones.**
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***Abstract* — Currently, modern code reviews have become a widely adopted practice in large-scale software projects. This review approach has shown significant benefits, such as improving code quality, fostering collaboration in software development, and enhancing team members' understanding of the code. Additionally, they have garnered interest within the software engineering community in the past decade. The aim of this research was to identify the extent to which modern code reviews are used in small organizations or projects, and what associated benefits they bring. The results revealed limited documented evidence of the use of modern code reviews in the context of small organizations.**

***Keywords - modern code review; small organizations; very small entities.***

1. Introducción

En el ámbito del desarrollo de software, las revisiones de código han evolucionado de su enfoque original [1] en la detección de errores a una práctica más amplia que busca mejorar la calidad del código, fomentar la colaboración y facilitar el aprendizaje en proyectos de gran escala [2]. A diferencia de los métodos formales de inspección de código, las revisiones de código modernas (RCM) se llevan a cabo de manera asíncrona y se apoyan en herramientas que agilizan el proceso, siguiendo la metodología adoptada por la organización.

En un estudio reciente se muestran que los principales temas que se han investigado sobre las RCM están relacionados con el efecto de métodos o herramientas en las revisiones, el impacto en la calidad del producto, del proceso y en aspectos humanos como el nivel de experiencia de los revisores, la confiabilidad en los resultados de la revisión y la imparcialidad de la revisión [4].

Sin embargo, en revisiones sistemáticas de literatura como Dávila [3] y Badampudi [4] no han informado del uso de RCM en el contexto de pequeñas organizaciones o pequeños proyectos. Por lo que estamos interesados en explorar su efectividad en este contexto y las aproximaciones para su implementación. Por lo tanto, se llevó a cabo un mapeo sistemático en cuatro bases de datos relevantes en ingeniería de software. Para validar nuestros resultados, verificamos los estudios empíricos identificados en una revisión sistemática de literatura [3].

Los resultados principales de esta investigación en proceso sugieren poca evidencia respecto del estudio de revisiones de código en el contexto de pequeñas organizaciones. Los cinco artículos primarios que seleccionamos mencionan brevemente el uso de inspecciones tradicionales, sin hacer referencia a RCM.

El documento se estructura en primer lugar con una descripción del proceso de las RCM y una breve presentación del ISO/IEC 29110: perfil básico [5] en la Sección II. A continuación, se expone la metodología utilizada en el mapeo sistemático en la Sección III, seguida de la presentación de los resultados en la Sección IV. Posteriormente se discuten las implicaciones y significados de los hallazgos y se abordan las amenazas a la validez del estudio en la Sección V. Por último, se presentan las conclusiones del trabajo en la Sección VI.

1. Antecedentes

En el proceso de revisión de código moderno, existen variaciones según las metodologías y herramientas utilizadas por cada organización. En el trabajo realizado por Dávila [3], se describe un proceso típico de RCM que consta de dos fases. La primera fase involucra la planificación y configuración de la revisión. Comienza cuando se introduce un cambio en una herramienta que soporta el proceso de la RCM, y se seleccionan y notifican a los revisores correspondientes [3]. La segunda fase es la ejecución de la revisión de código, donde se inspecciona el código, se agregan comentarios sobre los cambios realizados y se toman decisiones respecto a si se rechaza, se acepta o si se requieren correcciones [3].

Un marco de referencia apropiado para definir una pequeña organización puede ser el estándar internacional ISO/IEC 29110 - Perfil Básico [5]. Este estándar se enfoca en mejorar los procesos y la calidad de los productos en empresas o proyectos de desarrollo de software que constan de hasta 25 personas. Estas organizaciones se clasifican como entidades muy pequeñas o VSE por sus siglas en inglés (*Very Small Entities*). En el caso específico del perfil básico, se refiere a un solo equipo trabajando en un solo proyecto.

El proceso de implementación de software en el ISO 29110 incluye tareas de verificación y validación como parte de la evaluación de todos los productos de trabajo generados en el proceso de implementación de software. En particular, señala que los defectos son identificados, corregidos y documentados. Con esto en cuenta, las RCM podrían ser útiles como una práctica para llevar a cabo la verificación del código de software.

1. Metodología

El mapeo sistemático de literatura se basó en Petersen et al. 2008 [6] y permitió identificar los artículos primarios que mencionan el tema de revisión de código en pequeñas organizaciones.

En la búsqueda en bases de datos, se seleccionaron cuatro bases de datos relevantes en el área de computación e ingeniería de software: IEEE Xplore, ACM DL, Scopus y Web of Science (WOS). Se utilizó una cadena de búsqueda (Fig. 1) que se basa en [3] para identificar los términos relacionados con las revisiones de código. Además, incluimos términos relacionados con el contexto de pequeñas organizaciones. Por otra parte, no se excluyeron aquellos términos referentes a otras modalidades de la revisión de código para no restringir demasiado el alcance de la investigación. La consulta se realizó sobre los campos título, resumen y palabras clave de Scopus y WOS, y se aplicó en todos los metadatos en IEEE y ACM.

|  |
| --- |
| ***Query:*** *("code review" OR "code inspection" OR "software inspection" OR "formal inspection" ) AND (29110 OR VSE OR "very small entity" OR "small company" OR "small organization" OR "small project")* |

Figura 1. Cadena de búsqueda.

Para la selección de artículos se aplicaron los siguientes criterios de inclusión: el artículo está escrito en inglés, menciona el tema de revisión de código en cualquiera de sus modalidades (e.g., inspección o revisión de código), menciona que la revisión de código se aplicó o está orientada para su uso en proyectos pequeños de software u organizaciones pequeñas. Por otra parte, los criterios de exclusión son artículos que no están publicados en inglés, revisiones asociadas a la gestión del proyecto, revisiones de código en proyectos grandes. Se realizó un análisis de los títulos, resúmenes y palabras claves de los artículos para determinar si cumplían con los criterios. Aquellos que lo cumplían fueron analizados en su totalidad.

TABLA I. Resultados de búsqueda en las bases de datos.

|  |  |  |
| --- | --- | --- |
| Base de datos | URL | # Artículos |
| IEEEXplore | http://ieeexplore.ieee.org | 0 |
| ACM DL | http://portal.acm.org | 76 |
| Scopus | https://www.scopus.com | 4 |
| Web of Science | https://www.webofscience.com | 1 |
| **Total** |  | **81** |

En cuanto a la caracterización y extracción de información relevante de los artículos seleccionados, se utilizaron los siguientes criterios de análisis: tamaño de la organización o proyecto donde se realizó la práctica, modalidad de revisión, si describen o citan el proceso de revisión realizado y el objetivo del estudio.

Para validar los resultados del mapeo sistemático presentado en este trabajo, realizamos un análisis de los estudios experimentales reportados en una revisión sistemática de literatura [3]. De 37 artículos reportados en la categoría de evaluación, siete son estudios experimentales en donde participaron estudiantes o profesionales del desarrollo de software.

1. Resultados
   1. *Búsqueda en base de datos.*

Los resultados de las consultas en cada base de datos se muestran en la Tabla 1. A pesar de la flexibilidad en los criterios de inclusión, solo cinco de los 81 estudios fueron seleccionados. Los resultados de la clasificación de los artículos primarios se presentan en la Tabla II. La columna “describe” indica si el artículo presenta detalles del proceso para realizar la revisión.

Los artículos seleccionados datan principalmente del período entre 2005 y 2010, lo que sugiere que son revisiones en la modalidad tradicional de Fagan o inspecciones formales (IF). Algunos artículos citan a Fagan al introducir el concepto de revisión o inspección [7,8,10], mientras que otros describen el proceso de revisión en la fase de análisis de requisitos [9] y en la fase de implementación de código [11] con elementos propios de las inspecciones formales.

Los artículos analizados señalan propuestas para mejorar el proceso de inspección [7,10,11], así como evaluación de métodos relacionados con el uso de inspecciones [9, 10]. Sin embargo, aunque se menciona el uso y la aplicabilidad en contextos de proyectos pequeños, los tamaños de las organizaciones involucradas en los estudios no se presentan con claridad.

En solo dos de los artículos revisados, se puede determinar el tamaño de las organizaciones en función de la cantidad de participantes. En el trabajo de Walia [9], se realizó un experimento en el que se revisaron cuatro artefactos elaborados por dos equipos de ocho estudiantes y otros dos equipos de seis. El objetivo era evaluar el uso del método de captura-recaptura para estimar la cantidad de defectos en un artefacto. En el trabajo de Phongpaibul [8], se compararon las inspecciones de software con el desarrollo en pares a través de un experimento con ocho grupos de cinco estudiantes y dos grupos conformados por profesionales. Ambos estudios pueden resultar relevantes para pequeñas organizaciones, ya que se indica que en los proyectos participaron menos de 25 personas. Sin embargo, se usan inspecciones formales y no RCM. Además, las experiencias reportadas se han realizado, en la mayoría de los casos, en contextos educativos.

TABLA II. Clasificación de artículos primarios.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Cita | Tamaño(s) | Tipo | Describe | Objetivo |
| [7] | N/A | IF | Sí | Proponer un marco de procesos de mejora en IF |
| [8] | 5 personas | IF | Sí | Comparar dos modalidades de revisión |
| [9] | 6 y 8 personas | IF | Sí | Evaluar un método de estimación en IF |
| [10] | Proyectos entre 250 y 869 persona-hora | IF | Sí | Presentar una métrica para cuantificar la calidad del proceso de IF |
| [11] | Grande | IF | Sí | Presentar el desarrollo de una herramienta de soporte para el proceso de IF |

Por otro lado, en el trabajo de Nair [10], se presenta el desarrollo de una métrica para cuantificar la calidad del proceso de inspección, pero el tamaño de los proyectos se describe en términos de personas-horas, por lo que no es posible determinar si se ajustan a la definición de pequeñas organizaciones. De manera similar, en el artículo de Holzmann [11], se propone una herramienta automatizada para las revisiones de código en las inspecciones, pero solo se menciona que la organización en la que se reportan resultados positivos es "grande", sin proporcionar ningún marco de referencia. Por último, en el trabajo de Harjumaa [7], se presenta un método basado en patrones de diseño para mejorar el proceso de revisión en la industria, pero no se menciona el tamaño del proyecto del experimento.

Por lo tanto, los resultados de la revisión sistemática nos indican que los estudios primarios que seleccionamos no muestran evidencia que se utilicen las revisiones de código modernas.

* 1. *Búsqueda en una revisión sistemática de literatura*

Dado el número limitado de artículos primarios identificados en el mapeo sistemático, verificamos nuestros resultados con los artículos experimentales identificados en [3]. Los siete estudios experimentales, a excepción de [17], presentan alguna herramienta, método o enfoque adicional con el objetivo de mejorar la efectividad y eficacia de las RCM, como se muestra en la Tabla III.

Para evaluar las propuestas de los estudios, se utilizaron técnicas de minería de repositorios de código abierto (OSS) en cuatro de los artículos seleccionados. Estos estudios complementaron sus análisis con experimentos que involucraron a participantes estudiantes [13, 14, 15], mientras que en uno de ellos se incluyeron tanto estudiantes como profesionales de la industria [18]. En el artículo [12], se llevó a cabo una encuesta a participantes con experiencia en la industria, junto con un experimento que involucró a estudiantes. Además, en el artículo [16] se presentó un análisis basado únicamente en un repositorio de código abierto, mientras que en [17] se realizó un experimento exclusivamente con estudiantes.

Para abordar la complejidad de los cambios a revisar, las propuestas de herramientas incorporaron funcionalidades adicionales para las RCM. Estas incluyeron la extracción del contexto de control y flujo de datos alrededor del código [12], el uso de analizadores semánticos [13, 18], la identificación y particionamiento de cambios compuestos [14], mejoras en la visualización de diferencias [15], y la identificación de cambios sobresalientes [16].

TABLA III. Clasificación de estudios empíricos.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Cita | Tamaño(s) | Tipo | Describe | Objetivo |
| [12] | OSS de 400 KLOC | RCM | No | Propuesta de herramienta para comprender y revisar mejor los cambios |
| [13] | N/A | RCM | No | Propuesta para medir el impacto de los cambios por revisar |
| [14] | N/A | RCM | No | Propuesta de herramienta para la descomposición de cambios por revisar |
| [15] | N/A | RCM | No | Propuesta de herramienta para visualizar los cambios |
| [16] | N/A | RCM | No | Propuesta de herramienta para revisar cambios |
| [17] | 500 LOC | RCM | No | Medir el impacto de la gamificación en el proceso de RCM |
| [18] | N/A | RCM | No | Propuesta de herramienta para revisar cambios |

Al igual que en los resultados de los estudios primarios seleccionados, el tamaño de los proyectos no se muestra con claridad. Si bien se mencionan los participantes en los experimentos y se proporciona información sobre el tamaño de los cambios a revisar o del repositorio en términos de líneas de código (LOC) [13, 14, 15, 16, 18], o en términos de la cantidad de *commits* en el repositorio [17, 18], no se ofrece información detallada sobre la cantidad de personas involucradas en los proyectos de los repositorios y los experimentos no mencionan la cantidad de personas que trabajaron en los proyectos de desarrollo de software.

1. Discusión

Encontramos pocos artículos primarios que hablen del tema de revisiones en pequeñas organizaciones. En los cinco artículos primarios seleccionados se cita a Fagan o presentan características propias de las inspecciones tradicionales. Sin embargo, dentro del conjunto de artículos primarios seleccionados no encontramos evidencia de que se hayan aplicado las RCM en el contexto de pequeñas organizaciones. Por otra parte, el análisis que hicimos en los estudios experimentales reportados en [3] mostró falta de datos que permitan categorizar el tamaño de la organización o proyecto.

Respecto de las amenazas a la validez, la selección de artículos se basó en una cadena de búsqueda aborda distintos tipos de revisión [3] y agregamos términos relacionados con las pequeñas organizaciones. El proceso de búsqueda automática identificó pocos estudios. Por lo tanto, se requiere una búsqueda más exhaustiva, considerando la técnica de bola de nieve, para validar los resultados de este estudio. Por otra parte, el proceso de selección de artículos fue validado por el segundo autor. Además, la extracción y análisis de datos también fue validada por el segundo autor.

1. Conclusiones

Este trabajo presenta un mapeo sistemático para identificar en qué medidas se usan las revisiones de código modernas en pequeñas organizaciones. El análisis de los estudios primarios seleccionados fue validado consultando revisiones sistemáticas de literatura sobre revisiones de código modernas. Los resultados evidencian que existe poca información reportada de su uso en este contexto.

Como un trabajo futuro se propone realizar una investigación exhaustiva con un alcance más amplio para confirmar si existe una brecha en el conocimiento en este campo. Además, dada el escaso número de estudios de RCM en pequeñas organizaciones, es deseable estudiar empíricamente cómo las pequeñas organizaciones están realizando las revisiones de código y cómo mejorar sus procesos de revisión para mejorar la calidad de sus productos.
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