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**Цель работы.**

Реализовать классификацию черно-белых изображений рукописных цифр (28x28) по 10 категориям (от 0 до 9). Набор данных содержит 60,000 изображений для обучения и 10,000 изображений для тестирования.

**Порядок выполнения работы.**

* Ознакомиться с представлением графических данных
* Ознакомиться с простейшим способом передачи графических данных нейронной сети
* Создать модель
* Настроить параметры обучения
* Написать функцию, позволяющая загружать изображение пользователи и классифицировать его

**Требования.**

* Найти архитектуру сети, при которой точность классификации будет не менее 95%
* Исследовать влияние различных оптимизаторов, а также их параметров, на процесс обучения
* Написать функцию, которая позволит загружать пользовательское изображение не из датасета

**Ход работы.**

Набор данных MNIST — большой (порядка 60 000 тренировочных и 10 000 проверочных объектов, помеченных на принадлежность одному из десяти классов — какая цифра изображена на картинке) набор картинок с рукописными цифрами, часто используемый для тестирования различных алгоритмов распознавания образов. Он содержит черно-белые картинки размера 28x28 пикселей, исходно взятые из набора образцов из бюро переписи населения США, к которым были добавлены тестовые образцы, написанные студентами американских университетов.

1. Найдем архитектуру сети с точностью выше 95%.

В результате тестов пришли к следующей архитектуре:

* 3 слоя:

model.add(Flatten(input\_shape=(28, 28)))

model.add(Dense(1024, activation='relu'))

model.add(Dense(10, activation='softmax'))

* Оптимизатор – adam
* batch\_size=128
* loss='categorical\_crossentropy'
* epochs=5

Точность ~98%

|  |  |
| --- | --- |
|  |  |
| а | б |

Рисунок 1 – Графики точности и потерь данной архитектуры

Рассмотрим различные оптимизаторы:

* SGD

|  |  |
| --- | --- |
|  |  |
| а | б |

Рисунок 2 – Графики точности и потерь SGD

* RMSprop

|  |  |
| --- | --- |
|  |  |
| а | б |

Рисунок 3 – Графики точности и потерь RMSprop

* Adagrad

|  |  |
| --- | --- |
|  |  |
| а | б |

Рисунок 4 – Графики точности и потерь Adagrad

* Nadam

|  |  |
| --- | --- |
|  |  |
| а | б |

Рисунок 5 – Графики точности и потерь Nadam

Как видим, все сети показывают примерно одинаковый результат, и только SGD значительно отстает. Остановимся на adam’e.

Рассмотрим различные значения параметра скорости обучения оптимизатора adam (Стандартное значение 0.001, графики для него выше)

* learning\_rate=0.1

|  |  |
| --- | --- |
|  |  |
| а | б |

* Рисунок 6 – Графики точности и потерь для learning\_rate=0.1
* learning\_rate=0.01

|  |  |
| --- | --- |
|  |  |
| а | б |

* Рисунок 7 – Графики точности и потерь для learning\_rate=0.01
* learning\_rate=0.0001

|  |  |
| --- | --- |
|  |  |
| а | б |

Рисунок 8 – Графики точности и потерь для learning\_rate=0.0001

* learning\_rate=0.00001

|  |  |
| --- | --- |
|  |  |
| а | б |

Рисунок 9 – Графики точности и потерь для learning\_rate=0.00001

Как видим, лучше оставить значение по умолчанию 0.001.

Попробуем поставить параметр amsgrad=True.

|  |  |
| --- | --- |
|  |  |
| а | б |

Рисунок 10 – Графики точности и потерь для amsgrad=True

Как видим, графики стали немного плавнее, но особых результатов в точности это не принесло.

Напишем функцию для загрузки пользовательского изображения

def getimage(path):

return (np.asarray(Image.open(path).convert("L")) / 255.0)[newaxis, :, :]

Протестируем нашу сеть на пользовательских изображениях, для этого нарисуем в paint’e цифры и уменьшим их до размера 28х28.

Функция для вывода предсказаний:

print(mainModel.predict(img))

print(np.argmax(mainModel.predict(img)))

В первой строчке – вероятность быть каждой из цифр, во второй – номер с наибольшей вероятностью – предсказание сети.

Тест 1:

Изображение:

![C:\Users\mvolo\PycharmProjects\lab4\2.bmp](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABwAAAAcCAIAAAD9b0jDAAAAAXNSR0IArs4c6QAAAIZJREFUSEvtk0EOwCAIBKX//7O1MbEGEBbTNB7wSGBYViglXzpwvgMESqy1skwitFZv0YgMKnvMlReoVOoyuD5ULbZn96FtlBXCNgH0gKetoJDSaM996K+zP38AjhbaAR86cGMHZARU9qbNGvtp9YjhaUApW1hDrw8dotQT+MCKsHdZcLQDNxcvQe+qt3tTAAAAAElFTkSuQmCC)

Результат:

![](data:image/png;base64,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)

Тест 2:

Изображение:

![C:\Users\mvolo\PycharmProjects\lab4\3.bmp](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABwAAAAcCAIAAAD9b0jDAAAAAXNSR0IArs4c6QAAAQ5JREFUSEvtlL2uRUAQgA+HgkSll3gJwUOoxBt4Cu8gWoWON1ApNRKNVkFDJxEt4udMdQvF7mxudXPPtvvNtzszu/N6fdefr4BlWfM8T9PUdV3f98uy+L7/26yapnkozvPESN8EKI7jx+6+7/d9j+NIVvOYk3+YdV2P46CGsEmv6xIEgSplA6BjHMdRYxhumqZpXddQU6qUAvA8DxZYwzB4nofUUW4KRYR8dV0XRbFtW6SUAcvzPIoihgAkCi9UkiQkjMU0TUuShEozdB9cMAdkWaZK2YAsywzDYIsh067rlmWJMZIGimma27YpigLvtKoqVVUdx8FISX8uCALbtmEyQcfDMCyKAmP8Mv+8Ah8RZGYqATg8QwAAAABJRU5ErkJggg==)

Результат:
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Тест 3:

Изображение:
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![](data:image/png;base64,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)

Как видим, сеть довольно точно определила пользовательские рисунки

**Выводы.**

В ходе выполнения данной работы было изучено представление графических данных. Была построена и протестирована на пользовательских изображениях сеть с точностью ~98%.

**ПРИЛОЖЕНИЕ А**

**ИСХОДНЫЙ КОД**

import numpy as np

from numpy import newaxis

from keras.layers import Dense, Flatten

from keras.models import Sequential

from keras.utils import to\_categorical

from keras.datasets import mnist

from keras import optimizers

from PIL import Image

import matplotlib.pyplot as plt

def getimage(path):

return (np.asarray(Image.open(path).convert("L")) / 255.0)[newaxis, :, :]

def createModel(opt, name):

(train\_images, train\_labels), (test\_images, test\_labels) = mnist.load\_data()

train\_images = train\_images / 255.0

test\_images = test\_images / 255.0

train\_labels = to\_categorical(train\_labels)

test\_labels = to\_categorical(test\_labels)

model = Sequential()

model.add(Flatten(input\_shape=(28, 28)))

model.add(Dense(1024, activation='relu'))

model.add(Dense(10, activation='softmax'))

model.compile(optimizer=opt, loss='categorical\_crossentropy', metrics=['accuracy'])

h = model.fit(train\_images, train\_labels, epochs=5, batch\_size=128, verbose=0,

validation\_data=(test\_images, test\_labels))

test\_loss, test\_acc = model.evaluate(test\_images, test\_labels)

print('test\_acc:', test\_acc)

print('test\_loss:', test\_loss)

plt.title("{} training and test accuracy".format(name))

plt.plot(h.history['accuracy'], 'g', label='Training acc')

plt.plot(h.history['val\_accuracy'], 'b', label='Validation acc')

plt.xlabel('Epochs')

plt.ylabel('Accuracy')

plt.legend()

plt.show()

plt.clf()

plt.title("{} training and test loss".format(name))

plt.plot(h.history['loss'], 'g', label='Training loss')

plt.plot(h.history['val\_loss'], 'b', label='Validation loss')

plt.xlabel('Epochs')

plt.ylabel('Loss')

plt.legend()

plt.show()

plt.clf()

return model

mainModel = createModel(optimizers.Adam(), 'Adam')

# createModel(optimizers.sgd(), 'sgd')

# createModel(optimizers.RMSprop(), 'RMSprop')

# createModel(optimizers.Adagrad(), 'Adagrad')

# createModel(optimizers.Nadam(), 'Nadam')

img = getimage('2.bmp')

print(mainModel.predict(img))

print(np.argmax(mainModel.predict(img)))

img = getimage('3.bmp')

print(mainModel.predict(img))

print(np.argmax(mainModel.predict(img)))

img = getimage('4.bmp')

print(mainModel.predict(img))

print(np.argmax(mainModel.predict(img)))