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**Цель работы.**

Для исследования организации управления памятью необходимо ориентироваться на тип основной памяти, реализованной в компьютере и способ организации, принятый в ОС. В лабораторной работе рассматривается нестраничная память и способ управления динамическими разделами. Для реализации управления памятью в этом случае строится список занятых и свободных участков памяти. Функции ядра, обеспечивающие управление основной памятью, просматривают и преобразуют этот список.

В лабораторной работе исследуются структуры данных и работа функций управления памятью ядра операционной системы.

**Необходимые сведения для составления программы.**

Учёт занятой и свободной памяти ведётся при помощи списка блоков управления памятью MCB (Memory Control Block). MCB занимает 16 байт (параграф) и располагается всегда с адреса, кратного 16 (адрес сегмента ОП) и находится в адресном пространстве непосредственно перед тем участком памяти, которым он управляет.

MCB имеет структуру, представленную в табл. 1.

Таблица 1 – Структура Memory Control Block.

|  |  |  |
| --- | --- | --- |
| Смещение | Длина поля (байты) | Содержимое поля |
| 00h | 1 | Тип MCB:  5Ah, если последний в списке;  4Dh, если не последний. |
| 01h | 2 | Сегментный адрес PSP владельца участка памяти, либо:  0000h – свободный участок;  0006h – участок принадлежит драйверу OS XMS UMB;  0007h – участок является исключённой верхней памятью драйверов;  0008h – участок принадлежит MS DOS;  FFFAh – участок занят управляющим блоком 386MAX UMB;  FFFDh – участок заблокирован 386MAX;  FFFEh – участок принадлежит 386MAX UMB; |
| 03h | 2 | Размер участка в параграфах |
| 05h | 3 | Зарезервирован |
| 08h | 8 | «SC», если участок принадлежит MS DOS, то в нём системный код;  «SD», если участок принадлежит MS DOS, то в нём системные данные. |

По сегментному адресу и размеру участка памяти, контролируемого этим MCB можно определить местоположение следующего MCB в списке.

Адрес первого MCB хранится во внутренней структуре MS DOS, называемой «List of Lists» (список списков). Доступ к указателю на эту структуру можно получить, используя функцию 52h – «Get List of Lists» int 21h. В результате выполнения этой функции ES:BX будет указывать на список списков. Слово по адресу ES:[BX-2] и есть адрес самого первого MCB.

Размер расширенной памяти находится в ячейках 30h, 31h CMOS. CMOS – это энергозависимая память, в которой хранится информация о конфигурации ПЭВМ. Объём памяти составляет 64 байта. Размер расширенной памяти в Кбайтах можно определить, обращаясь к ячейкам CMOS определённым образом.

**Ход работы.**

Написан и отлажен программный .COM модуль, который определяется и распечатывает информацию о количестве доступной памяти, размере расширенной памяти и блоках управления памятью. Результат работы модуля представлен на рис. 1.

![](data:image/png;base64,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)

Рисунок 1 – Первый программный модуль.

Первый модуль модифицирован таким образом, чтобы программа освобождала память, которую она не занимает, используя функцию 4Ah прерывания 21h. Результатом стал второй модуль, создающий новый блок, обозначаемый как пустой. Результаты можно увидеть на рис. 2.

![](data:image/png;base64,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)

Рисунок 2 – Второй программный модуль.

Второй модуль модифицирован таким образом, что после выполнения он запрашивает 64 Кбайта памяти. Для этого используется функция 48h прерывания 21h. Результатом выступил новый участок памяти, указанного размера (см. рис. 3).
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Рисунок 3 – Третий программный модуль.

Четвёртый программный модуль запрашивает 64 Кбайта памяти до освобождения памяти. Возникает ошибка, сопровождаемая сообщением о том, что память уже была выделена программе и выделение ещё 64 Кбайт память невозможно (результат представлен на рис. 4).
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Рисунок 4 – Четвёртый программный модуль.

**Контрольные вопросы.**

В: Что означает «доступный объём памяти»?

О: Доступный объём памяти – максимальный объём памяти, выделенный программе операционной системой.

В: Где MCB блок Вашей программы в списке?

О: В первой программе MCB находится в конце списка. Во второй программе блок расположен в предпоследней строчке списка. Последнюю строчку занимает блок, обозначенный, как пустой участок. В третьей программе MCB находится в пятой строчке списка. После него находятся блок памяти, выделенной по запросу и свободный блок памяти. В четвёртой программе блок MCB расположен в предпоследней строчке списка. Последнюю строку занимает блок, обозначенный как пустой участок.

В: Какой размер памяти занимает программа в каждом случае?

О: В первом случае: байт. Во втором случае: байт. В третьем случае: байт. В четвёртом случае: байт.

**Выводы.**

В ходе выполнения лабораторной работы были исследованы организация управления основной памятью, структуры данных и работа функций управления памятью ядра операционной системы.

**ПРИЛОЖЕНИЕ А**

**ИСХОДНЫЙ ТЕКСТ ПЕРВОГО МОДУЛЯ**

testpc segment

    assume cs:testpc, ds: testpc, es:nothing, ss:nothing

org 100h

start: jmp begin

AVAILABLE\_MEM       db 'Available memory (B): ', 10, 13, '$'

EXTENDED\_MEM        db 'Extended memory (KB): ', 10, 13, '$'

TABLE\_TITLE         db '| MCB Type | PSP Address | Size | SC/SD |', 10, 13, '$'

TABLE\_MCB\_DATA     db ' ', 10, 13, '$'

PRINT proc near

push ax

mov     ah, 09h

int     21h

pop ax

ret

PRINT endp

TETR\_TO\_HEX proc near

    and al,0Fh

    cmp al,09

    jbe NEXT

    add al,07

NEXT:

    add al,30h

    ret

TETR\_TO\_HEX endp

BYTE\_TO\_HEX proc near

    push cx

    mov ah, al

    call TETR\_TO\_HEX

    xchg al, ah

    mov cl, 4

    shr al, cl

    call TETR\_TO\_HEX

    pop cx

    ret

BYTE\_TO\_HEX endp

WRD\_TO\_HEX proc near

    push BX

    mov BH,ah

    call BYTE\_TO\_HEX

    mov [di], ah

    dec di

    mov [di], al

    dec di

    mov al, BH

    call BYTE\_TO\_HEX

    mov [di], ah

    dec di

    mov [di], al

    pop BX

    ret

WRD\_TO\_HEX endp

BYTE\_TO\_DEC proc near

    push cx

    push dx

    xor ah, ah

    xor dx, dx

    mov cx, 10

loop\_bd:

div cx

    or dl, 30h

    mov [si], dl

    dec si

    xor dx, dx

    cmp ax, 10

    jae loop\_bd

    cmp al, 00h

    je end\_l

    or al, 30h

    mov [si], al

end\_l:

pop dx

    pop cx

    ret

BYTE\_TO\_DEC endp

WRD\_TO\_DEC proc near

    push cx

    push dx

    mov cx, 10

loop\_b:

div cx

    or dl, 30h

    mov [si], dl

    dec si

    xor dx, dx

    cmp ax, 10

    jae loop\_b

    cmp al, 00h

    je endl

    or al, 30h

    mov [si], al

endl:

pop dx

    pop cx

    ret

WRD\_TO\_DEC endp

GET\_AVAILABLE\_MEM proc near

    push ax

    push bx

    push dx

    push si

    xor ax, ax

    mov ah, 04Ah

    mov bx, 0FFFFh

    int 21h

    mov ax, 10h

    mul bx

    mov si, offset AVAILABLE\_MEM

    add si, 27

    call WRD\_TO\_DEC

    mov dx, offset AVAILABLE\_MEM

    call PRINT

    pop si

    pop dx

    pop bx

    pop ax

    ret

GET\_AVAILABLE\_MEM endp

GET\_EXTENDED\_MEM proc near

    push ax

    push bx

    push dx

    push si

    xor dx, dx

    mov al, 30h

out 70h, al

in al, 71h

mov bl, al

mov al, 31h

out 70h, al

in al, 71h

    mov ah, al

    mov al, bl

    mov si, offset EXTENDED\_MEM

    add si, 26

    call WRD\_TO\_DEC

    mov dx, offset EXTENDED\_MEM

    call PRINT

    pop si

    pop dx

    pop bx

    pop ax

    ret

GET\_EXTENDED\_MEM endp

GET\_MCB\_TYPE proc near

    push ax

    push di

    mov di, offset TABLE\_MCB\_DATA

    add di, 5

    xor ah, ah

    mov al, es:[00h]

    call BYTE\_TO\_HEX

    mov [di], al

    inc di

    mov [di], ah

    pop di

    pop ax

    ret

GET\_MCB\_TYPE endp

GET\_PSP\_ADDRESS proc near

    push ax

    push di

    mov di, offset TABLE\_MCB\_DATA

    mov ax, es:[01h]

    add di, 19

    call WRD\_TO\_HEX

    pop di

    pop ax

    ret

GET\_PSP\_ADDRESS endp

GET\_MCB\_SIZE proc near

    push ax

    push bx

    push di

    push si

    mov di, offset TABLE\_MCB\_DATA

    mov ax, es:[03h]

    mov bx, 10h

    mul bx

    add di, 29

    mov si, di

    call WRD\_TO\_DEC

    pop si

    pop di

    pop bx

    pop ax

    ret

GET\_MCB\_SIZE endp

GET\_SC\_SD proc near

    push bx

    push dx

    push di

    mov di, offset TABLE\_MCB\_DATA

    add di, 33

mov bx, 0h

GET\_8\_BYTES:

mov dl, es:[bx + 8]

mov [di], dl

inc di

inc bx

cmp bx, 8h

    jne GET\_8\_BYTES

    pop di

    pop dx

    pop  bx

    ret

GET\_SC\_SD endp

GET\_MCB\_DATA proc near

    mov ah, 52h

    int 21h

    sub bx, 2h

    mov es, es:[bx]

FOR\_EACH\_MCB:

call GET\_MCB\_TYPE

call GET\_PSP\_ADDRESS

call GET\_MCB\_SIZE

call GET\_SC\_SD

mov ax, es:[03h]

mov bl, es:[00h]

mov dx, offset TABLE\_MCB\_DATA

call PRINT

mov cx, es

add ax, cx

inc ax

mov es, ax

cmp bl, 4Dh

je FOR\_EACH\_MCB

    ret

GET\_MCB\_DATA endp

begin:

call GET\_AVAILABLE\_MEM

    call GET\_EXTENDED\_MEM

    mov dx, offset TABLE\_TITLE

    call PRINT

    call GET\_MCB\_DATA

    xor al, al

    mov ah, 4ch

    int 21h

testpc ends

end start

**ПРИЛОЖЕНИЕ Б**

**ИСХОДНЫЙ ТЕКСТ ВТОРОГО МОДУЛЯ**

testpc segment

    assume cs:testpc, ds: testpc, es:nothing, ss:nothing

org 100h

start: jmp begin

AVAILABLE\_MEM   db 'Available memory (B): ', 10, 13, '$'

EXTENDED\_MEM    db 'Extended memory (KB): ', 10, 13, '$'

TABLE\_TITLE db '| MCB Type | PSP Address | Size | SC/SD |', 10, 13, '$'

TABLE\_MCB\_DATA db ' ', 10, 13, '$'

PRINT proc near

push ax

mov     ah, 09h

int     21h

pop ax

ret

PRINT endp

TETR\_TO\_HEX proc near

    and al, 0Fh

    cmp al, 09

    jbe NEXT

    add al, 07

NEXT:

    add al, 30h

    ret

TETR\_TO\_HEX endp

BYTE\_TO\_HEX proc near

    push cx

    mov ah, al

    call TETR\_TO\_HEX

    xchg al, ah

    mov cl, 4

    shr al, cl

    call TETR\_TO\_HEX

    pop cx

    ret

BYTE\_TO\_HEX endp

WRD\_TO\_HEX proc near

    push bx

    mov bh, ah

    call BYTE\_TO\_HEX

    mov [di], ah

    dec di

    mov [di], al

    dec di

    mov al, bh

    call BYTE\_TO\_HEX

    mov [di], ah

    dec di

    mov [di], al

    pop bx

    ret

WRD\_TO\_HEX endp

BYTE\_TO\_DEC proc near

    push cx

    push dx

    xor ah, ah

    xor dx, dx

    mov cx, 10

loop\_bd:

div cx

    or dl, 30h

    mov [si], dl

    dec si

    xor dx, dx

    cmp ax, 10

    jae loop\_bd

    cmp al, 00h

    je end\_l

    or al, 30h

    mov [si], al

end\_l:

pop dx

    pop cx

    ret

BYTE\_TO\_DEC endp

WRD\_TO\_DEC proc near

    push cx

    push dx

    mov cx,10

loop\_b:

div cx

    or dl, 30h

    mov [si], dl

    dec si

    xor dx, dx

    cmp ax, 10

    jae loop\_b

    cmp al, 00h

    je endl

    or al, 30h

    mov [si], al

endl:

pop dx

    pop cx

    ret

WRD\_TO\_DEC endp

GET\_AVAILABLE\_MEM proc near

    push ax

    push bx

    push dx

    push si

    xor ax, ax

    mov ah, 04Ah

    mov bx, 0FFFFh

    int 21h

    mov ax, 10h

    mul bx

    mov si, offset AVAILABLE\_MEM

    add si, 27

    call WRD\_TO\_DEC

    mov dx, offset AVAILABLE\_MEM

    call PRINT

    pop si

    pop dx

    pop bx

    pop ax

    ret

GET\_AVAILABLE\_MEM endp

GET\_EXTENDED\_MEM proc near

    push ax

    push bx

    push dx

    push si

    xor dx, dx

    mov al, 30h

out 70h, al

in al, 71h

mov bl, al

mov al, 31h

out 70h, al

in al, 71h

    mov ah, al

    mov al, bl

    mov si, offset EXTENDED\_MEM

    add si, 26

    call WRD\_TO\_DEC

    mov dx, offset EXTENDED\_MEM

    call PRINT

    pop si

    pop dx

    pop bx

    pop ax

    ret

GET\_EXTENDED\_MEM endp

GET\_MCB\_TYPE proc near

    push ax

    push di

    mov di, offset TABLE\_MCB\_DATA

    add di, 5

    xor ah, ah

    mov al, es:[00h]

    call BYTE\_TO\_HEX

    mov [di], al

    inc di

    mov [di], ah

    pop di

    pop ax

    ret

GET\_MCB\_TYPE endp

GET\_PSP\_ADDRESS proc near

    push ax

    push di

    mov di, offset TABLE\_MCB\_DATA

    mov ax, es:[01h]

    add di, 19

    call WRD\_TO\_HEX

    pop di

    pop ax

    ret

GET\_PSP\_ADDRESS endp

GET\_MCB\_SIZE proc near

    push ax

    push bx

    push di

    push si

    mov di, offset TABLE\_MCB\_DATA

    mov ax, es:[03h]

    mov bx, 10h

    mul bx

    add di, 29

    mov si, di

    call WRD\_TO\_DEC

    pop si

    pop di

    pop bx

    pop ax

    ret

GET\_MCB\_SIZE endp

GET\_SC\_SD proc near

    push bx

    push dx

    push di

    mov di, offset TABLE\_MCB\_DATA

    add di, 33

mov bx, 0h

GET\_8\_BYTES:

mov dl, es:[bx + 8]

mov [di], dl

inc di

inc bx

cmp bx, 8h

jne GET\_8\_BYTES

    pop di

    pop dx

    pop bx

    ret

GET\_SC\_SD endp

GET\_MCB\_DATA proc near

    mov ah, 52h

    int 21h

    sub bx, 2h

    mov es, es:[bx]

FOR\_EACH\_MCB:

call GET\_MCB\_TYPE

call GET\_PSP\_ADDRESS

call GET\_MCB\_SIZE

call GET\_SC\_SD

mov ax, es:[03h]

mov bl, es:[00h]

mov dx, offset TABLE\_MCB\_DATA

call PRINT

mov cx, es

add ax, cx

inc ax

mov es, ax

cmp bl, 4Dh

    je FOR\_EACH\_MCB

    xor al, al

    mov ah, 4ch

    int 21h

GET\_MCB\_DATA endp

begin:

call GET\_AVAILABLE\_MEM

call GET\_EXTENDED\_MEM

    mov ah, 4ah

    mov bx, offset END\_OF\_PROGRAMM

    int 21h

    mov dx, offset TABLE\_TITLE

    call PRINT

    call GET\_MCB\_DATA

    xor al, al

    mov ah, 4Ch

    int 21h

    END\_OF\_PROGRAMM db 0

testpc ends

end start

**ПРИЛОЖЕНИЕ В**

**ИСХОДНЫЙ ТЕКСТ ТРЕТЬЕГО МОДУЛЯ**

testpc segment

    assume cs:testpc, ds: testpc, es:nothing, ss:nothing

org 100h

start: jmp begin

AVAILABLE\_MEM   db 'Available memory (B): ', 10, 13, '$'

EXTENDED\_MEM    db 'Extended memory (KB): ', 10, 13, '$'

TABLE\_TITLE db '| MCB Type | PSP Address | Size | SC/SD |', 10, 13, '$'

TABLE\_MCB\_DATA db ' ', 10, 13, '$'

PRINT proc near

push ax

mov     ah, 09h

int     21h

pop ax

ret

PRINT endp

TETR\_TO\_HEX proc near

    and al, 0Fh

    cmp al, 09

    jbe NEXT

    add al, 07

NEXT:

    add al, 30h

    ret

TETR\_TO\_HEX endp

BYTE\_TO\_HEX proc near

    push cx

    mov ah, al

    call TETR\_TO\_HEX

    xchg al, ah

    mov cl, 4

    shr al, cl

    call TETR\_TO\_HEX

    pop cx

    ret

BYTE\_TO\_HEX endp

WRD\_TO\_HEX proc near

    push bx

    mov bh, ah

    call BYTE\_TO\_HEX

    mov [di], ah

    dec di

    mov [di], al

    dec di

    mov al, bh

    call BYTE\_TO\_HEX

    mov [di], ah

    dec di

    mov [di], al

    pop bx

    ret

WRD\_TO\_HEX endp

BYTE\_TO\_DEC proc near

    push cx

    push dx

    xor ah, ah

    xor dx, dx

    mov cx, 10

loop\_bd:

div cx

    or dl, 30h

    mov [si], dl

    dec si

    xor dx, dx

    cmp ax, 10

    jae loop\_bd

    cmp al, 00h

    je end\_l

    or al, 30h

    mov [si], al

end\_l:

pop dx

    pop cx

    ret

BYTE\_TO\_DEC endp

WRD\_TO\_DEC proc near

    push cx

    push dx

    mov cx, 10

loop\_b:

div cx

    or dl, 30h

    mov [si], dl

    dec si

    xor dx, dx

    cmp ax, 10

    jae loop\_b

    cmp al, 00h

    je endl

    or al, 30h

    mov [si], al

endl:

pop dx

    pop cx

    ret

WRD\_TO\_DEC endp

GET\_AVAILABLE\_MEM proc near

    push ax

    push bx

    push dx

    push si

    xor ax, ax

    mov ah, 04Ah

    mov bx, 0FFFFh

    int 21h

    mov ax, 10h

    mul bx

    mov si, offset AVAILABLE\_MEM

    add si, 27

    call WRD\_TO\_DEC

    mov dx, offset AVAILABLE\_MEM

    call PRINT

    pop si

    pop dx

    pop bx

    pop ax

    ret

GET\_AVAILABLE\_MEM endp

GET\_EXTENDED\_MEM proc near

    push ax

    push bx

    push dx

    push si

    xor dx, dx

    mov al, 30h

out 70h, al

in al, 71h

mov bl, al

mov al, 31h

out 70h, al

in al, 71h

    mov ah, al

    mov al, bl

    mov si, offset EXTENDED\_MEM

    add si, 26

    call WRD\_TO\_DEC

    mov dx, offset EXTENDED\_MEM

    call PRINT

    pop si

    pop dx

    pop bx

    pop ax

    ret

GET\_EXTENDED\_MEM endp

GET\_MCB\_TYPE proc near

    push ax

    push di

    mov di, offset TABLE\_MCB\_DATA

    add di, 5

    xor ah, ah

    mov al, es:[00h]

    call BYTE\_TO\_HEX

    mov [di], al

    inc di

    mov [di], ah

    pop di

    pop ax

    ret

GET\_MCB\_TYPE endp

GET\_PSP\_ADDRESS proc near

    push ax

    push di

    mov di, offset TABLE\_MCB\_DATA

    mov ax, es:[01h]

    add di, 19

    call WRD\_TO\_HEX

    pop di

    pop ax

    ret

GET\_PSP\_ADDRESS endp

GET\_MCB\_SIZE proc near

    push ax

    push bx

    push di

    push si

    mov di, offset TABLE\_MCB\_DATA

    mov ax, es:[03h]

    mov bx, 10h

    mul bx

    add di, 29

    mov si, di

    call WRD\_TO\_DEC

    pop si

    pop di

    pop bx

    pop ax

    ret

GET\_MCB\_SIZE endp

GET\_SC\_SD proc near

    push bx

    push dx

    push di

    mov di, offset TABLE\_MCB\_DATA

    add di, 33

mov bx, 0h

GET\_8\_BYTES:

mov dl, es:[bx + 8]

mov [di], dl

inc di

inc bx

cmp bx, 8h

    jne GET\_8\_BYTES

    pop di

    pop dx

    pop bx

    ret

GET\_SC\_SD endp

GET\_MCB\_DATA proc near

    mov ah, 52h

    int 21h

    sub bx, 2h

    mov es, es:[bx]

FOR\_EACH\_MCB:

call GET\_MCB\_TYPE

call GET\_PSP\_ADDRESS

call GET\_MCB\_SIZE

call GET\_SC\_SD

mov ax, es:[03h]

mov bl, es:[00h]

mov dx, offset TABLE\_MCB\_DATA

call PRINT

mov cx, es

add ax, cx

inc ax

mov es, ax

cmp bl, 4Dh

je FOR\_EACH\_MCB

    xor al, al

    mov ah, 4ch

    int 21h

GET\_MCB\_DATA endp

begin:

call GET\_AVAILABLE\_MEM

call GET\_EXTENDED\_MEM

    mov ah, 4ah

    mov bx, offset END\_OF\_PROGRAMM

    int 21h

    mov ah, 48h

    mov bx, 1000h

    int 21h

    mov dx, offset TABLE\_TITLE

    call PRINT

    call GET\_MCB\_DATA

    xor al, al

    mov ah, 4Ch

    int 21h

    END\_OF\_PROGRAMM db 0

testpc ends

end start

**ПРИЛОЖЕНИЕ Г**

**ИСХОДНЫЙ ТЕКСТ ЧЕТВЁРТОГО МОДУЛЯ**

testpc segment

    assume cs:testpc, ds: testpc, es:nothing, ss:nothing

org 100h

start: jmp begin

AVAILABLE\_MEM   db 'Available memory (B): ', 10, 13, '$'

EXTENDED\_MEM    db 'Extended memory (KB): ', 10, 13, '$'

TABLE\_TITLE db '| MCB Type | PSP Address | Size | SC/SD |', 10, 13, '$'

TABLE\_MCB\_DATA db ' ', 10, 13, '$'

ERROR\_MEM       db 'Memory allocation error', 10, 13, '$'

PRINT proc near

push ax

mov     ah, 09h

int     21h

pop ax

ret

PRINT endp

TETR\_TO\_HEX proc near

    and al, 0Fh

    cmp al, 09

    jbe NEXT

    add al, 07

NEXT:

    add al, 30h

    ret

TETR\_TO\_HEX endp

BYTE\_TO\_HEX proc near

    push cx

    mov ah, al

    call TETR\_TO\_HEX

    xchg al, ah

    mov cl, 4

    shr al, cl

    call TETR\_TO\_HEX

    pop cx

    ret

BYTE\_TO\_HEX endp

WRD\_TO\_HEX proc near

    push bx

    mov bh, ah

    call BYTE\_TO\_HEX

    mov [di], ah

    dec di

    mov [di], al

    dec di

    mov al, bh

    call BYTE\_TO\_HEX

    mov [di], ah

    dec di

    mov [di], al

    pop bx

    ret

WRD\_TO\_HEX endp

BYTE\_TO\_DEC proc near

    push cx

    push dx

    xor ah, ah

    xor dx, dx

    mov cx, 10

loop\_bd:

div cx

    or dl, 30h

    mov [si], dl

    dec si

    xor dx, dx

    cmp ax, 10

    jae loop\_bd

    cmp al, 00h

    je end\_l

    or al, 30h

    mov [si],al

end\_l:

pop dx

    pop cx

    ret

BYTE\_TO\_DEC endp

WRD\_TO\_DEC proc near

    push cx

    push dx

    mov cx, 10

loop\_b:

div cx

    or dl, 30h

    mov [si], dl

    dec si

    xor dx, dx

    cmp ax, 10

    jae loop\_b

    cmp al, 00h

    je endl

    or al, 30h

    mov [si], al

endl:

pop dx

    pop cx

    ret

WRD\_TO\_DEC endp

GET\_AVAILABLE\_MEM proc near

    push ax

    push bx

    push dx

    push si

    xor ax, ax

    mov ah, 04Ah

    mov bx, 0FFFFh

    int 21h

    mov ax, 10h

    mul bx

    mov si, offset AVAILABLE\_MEM

    add si, 27

    call WRD\_TO\_DEC

    mov dx, offset AVAILABLE\_MEM

    call PRINT

    pop si

    pop dx

    pop bx

    pop ax

    ret

GET\_AVAILABLE\_MEM endp

GET\_EXTENDED\_MEM proc near

    push ax

    push bx

    push dx

    push si

    xor dx, dx

    mov al, 30h

out 70h, al

in al, 71h

mov bl, al

mov al, 31h

out 70h, al

in al, 71h

    mov ah, al

    mov al, bl

    mov si, offset EXTENDED\_MEM

    add si, 26

    call WRD\_TO\_DEC

    mov dx, offset EXTENDED\_MEM

    call PRINT

    pop si

    pop dx

    pop bx

    pop ax

    ret

GET\_EXTENDED\_MEM endp

GET\_MCB\_TYPE proc near

    push ax

    push di

    mov di, offset TABLE\_MCB\_DATA

    add di, 5

    xor ah, ah

    mov al, es:[00h]

    call BYTE\_TO\_HEX

    mov [di], al

    inc di

    mov [di], ah

    pop di

    pop ax

    ret

GET\_MCB\_TYPE endp

GET\_PSP\_ADDRESS proc near

    push ax

    push di

    mov di, offset TABLE\_MCB\_DATA

    mov ax, es:[01h]

    add di, 19

    call WRD\_TO\_HEX

    pop di

    pop ax

    ret

GET\_PSP\_ADDRESS endp

GET\_MCB\_SIZE proc near

    push ax

    push bx

    push di

    push si

    mov di, offset TABLE\_MCB\_DATA

    mov ax, es:[03h]

    mov bx, 10h

    mul bx

    add di, 29

    mov si, di

    call WRD\_TO\_DEC

    pop si

    pop di

    pop bx

    pop ax

    ret

GET\_MCB\_SIZE endp

GET\_SC\_SD proc near

    push bx

    push dx

    push di

    mov di, offset TABLE\_MCB\_DATA

    add di, 33

mov bx, 0h

GET\_8\_BYTES:

mov dl, es:[bx + 8]

mov [di], dl

inc di

inc bx

cmp bx, 8h

    jne GET\_8\_BYTES

    pop di

    pop dx

    pop bx

    ret

GET\_SC\_SD endp

GET\_MCB\_DATA proc near

    mov ah, 52h

    int 21h

    sub bx, 2h

    mov es, es:[bx]

FOR\_EACH\_MCB:

call GET\_MCB\_TYPE

call GET\_PSP\_ADDRESS

call GET\_MCB\_SIZE

call GET\_SC\_SD

mov ax, es:[03h]

mov bl, es:[00h]

mov dx, offset TABLE\_MCB\_DATA

call PRINT

mov cx, es

add ax, cx

inc ax

mov es, ax

cmp bl, 4Dh

je FOR\_EACH\_MCB

    xor al, al

    mov ah, 4ch

    int 21h

GET\_MCB\_DATA endp

begin:

call GET\_AVAILABLE\_MEM

call GET\_EXTENDED\_MEM

    mov ah, 48h

    mov bx, 1000h

    int 21h

    jnc not\_error

mov dx, offset ERROR\_MEM

call PRINT

not\_error:

mov bx, offset END\_OF\_PROGRAMM

mov ah, 4ah

int 21h

    mov dx, offset TABLE\_TITLE

    call PRINT

    call GET\_MCB\_DATA

    xor al, al

    mov ah, 4Ch

    int 21h

    END\_OF\_PROGRAMM db 0

testpc ends

end start