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1 Цель работы

Научиться создавать клиент-серверные приложения c использованием стандартных классов Java.

2 Формулировка задания

Модифицировать приложение из предыдущей лабораторной работы, реализовав клиент-серверную архитектуру, обеспечивающую распределенное вычисление определенного интеграла на нескольких вычислительных узлах (клиентах) при этом каждый узел использует несколько нитей, как в предыдущей работе. Сервер не занимается вычислениями, а лишь реализует взаимодействие с пользователем и агрегацию результатов вычислений от клиентов. Использовать TCP.

3 Описание программы

Программа построена на основе лабораторной работы № 5.

Текст программы приведен в приложении А.

Программа представляет собой серверное приложение с графическим интерфейсом (GUI) для вычисления интегралов с использованием многопоточности. Программа использует библиотеку Swing для создания GUI для работы с сетевыми соединениями.

Классы RecIntegral и ThreadIntegral:

RecIntegral: Класс, представляющий диапазон интегрирования и шаг (h).

ThreadIntegral: Класс, наследующий Thread, для вычисления интеграла на заданном участке.

Класс ServerGUI:

Основной класс, отвечающий за создание графического интерфейса и запуск сервера для распределения задач между клиентами.

Включает текстовые поля для ввода начала и конца диапазона интегрирования, количества частей и кнопку для запуска сервера.

Методы ServerGUI:

startServer(): Запускает серверный сокет, принимает подключения клиентов и распределяет задачи по вычислению интегралов.

distributeTasks(): Разбивает задачу на части, создаёт и запускает потоки для вычисления интегралов на поддиапазонах, собирает и выводит результаты.

Общий ход выполнения программы:

Пользователь вводит начало, конец диапазона интеграции и количество частей в соответствующие текстовые поля и нажимает кнопку "Start".

Запускается серверный сокет, который начинает ожидать подключений от клиентов.

После подключения нужного количества клиентов сервер распределяет задачи по вычислению интегралов между потоками.

Каждый поток вычисляет интеграл на своём поддиапазоне и возвращает результат.

Результаты всех потоков суммируются и выводятся

Класс Client:

В методе main устанавливается соединение с сервером, читается задача, выполняются вычисления и отправляется результат обратно на сервер.

Пошаговое описание работы программы

Установка соединения с сервером:

Socket socket = new Socket("localhost", 9999); - создаётся сокет для подключения к серверу на локальном хосте (localhost) и порту 9999.

Создание потоков для ввода и вывода:

BufferedReader in = new BufferedReader(new InputStreamReader(socket.getInputStream())); - создаётся поток для чтения данных, получаемых от сервера.

PrintWriter out = new PrintWriter(socket.getOutputStream(), true); - создаётся поток для отправки данных на сервер.

Чтение задачи от сервера:

String task = in.readLine(); - клиент читает строку с задачей от сервера.

String[] parts = task.split(" "); - задача разбивается на части (начало, конец диапазона и шаг).

Выполнение вычислений:

double result = integrate(start, end, step); - вызывается метод integrate, который вычисляет интеграл на заданном диапазоне.

Отправка результата серверу:

out.println(result); - результат вычислений отправляется обратно на сервер.

Закрытие соединения:

socket.close(); - клиент закрывает сокет, завершая соединение с сервером.

Клиентское приложение подключается к серверу, получает задачу по вычислению интеграла, выполняет численное интегрирование методом трапеций и отправляет результат обратно на сервер.

4 Программа и методика испытаний

Для проверки правильности работы программы подготовлен вручную тестовый набор данных в таблице 1.

Таблица 1 – Тестовый набор данных

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| a | b | h | Результат работы программы | Результат ручного просчета |
| 2 | 4 | 0,2 | 0,1047 | 0,1047 |
| 1 | 4 | 0,3 | 0,1526 | 0,1526 |
| 100 | 100000 | 0,01 | -19,9084 | -19,9084 |
| 24 | 200 | 0,02 | 106,2013 | 106,2013 |

При работе программы с тестовыми данными получены результаты, приведенные в Приложении Б. Результаты, приведенные в таблице 1, совпадают с результатами работы программы на рисунке Б.1. Таким образом, можно сделать вывод, что программа работает правильно.

Вывод

Результатом выполнения данной лабораторной работы является изучение создания клиент-серверного приложения c использованием стандартных классов Java.

ТЕКСТ ПРОГРАММЫ

Приложение А

(обязательное)

package my.javaapplication1;

import javax.swing.\*;

import java.awt.\*;

import java.awt.event.\*;

import java.io.\*;

import java.net.\*;

import java.util.ArrayList;

import java.util.List;

class RecIntegral {

private double a;

private double b;

private double h;

public RecIntegral(double a, double b, double h) {

this.a = a;

this.b = b;

this.h = h;

}

public double getA() {

return a;

}

public double getB() {

return b;

}

public double getH() {

return h;

}

}

class ThreadIntegral extends Thread {

private double Res = 0;

private RecIntegral RecInt;

ThreadIntegral(String name, RecIntegral RecInt) {

super(name);

this.RecInt = RecInt;

}

public double getRes() {

return this.Res;

}

void findIntegral(double a, double b, double h) {

for (double i = a; i < b; i += h) {

this.Res += ((Math.sin(i \* Math.PI / 180) + Math.sin((i + h) \* Math.PI / 180)) \* (h / 2));

}

}

public void run() {

findIntegral(RecInt.getA(), RecInt.getB(), RecInt.getH());

}

}

public class ServerGUI extends JFrame {

private JTextField startField;

private JTextField endField;

private JTextField partsField;

private JTextArea logArea;

private JButton startButton;

private ServerSocket serverSocket;

private List<Socket> clientSockets;

private int clientCount = 0;

public ServerGUI() {

setTitle("Integration Server");

setSize(500, 400);

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

initUI();

}

private void initUI() {

JPanel panel = new JPanel(new GridLayout(4, 2));

panel.add(new JLabel("Start:"));

startField = new JTextField("");

panel.add(startField);

panel.add(new JLabel("End:"));

endField = new JTextField("");

panel.add(endField);

panel.add(new JLabel("Parts:"));

partsField = new JTextField("");

panel.add(partsField);

startButton = new JButton("Start");

startButton.addActionListener(new ActionListener() {

@Override

public void actionPerformed(ActionEvent e) {

startServer();

}

});

panel.add(startButton);

logArea = new JTextArea();

logArea.setEditable(false);

add(panel, BorderLayout.NORTH);

add(new JScrollPane(logArea), BorderLayout.CENTER);

}

private void startServer() {

try {

int parts = Integer.parseInt(partsField.getText());

double start = Double.parseDouble(startField.getText());

double end = Double.parseDouble(endField.getText());

double interval = (end - start) / parts;

serverSocket = new ServerSocket(9999);

clientSockets = new ArrayList<>();

logArea.append("Server started. Waiting for clients...\n");

new Thread(() -> {

try {

while (clientCount < parts) {

Socket clientSocket = serverSocket.accept();

clientSockets.add(clientSocket);

logArea.append("Client connected: " + clientSocket + "\n");

clientCount++;

}

distributeTasks(start, interval, parts);

} catch (IOException ex) {

ex.printStackTrace();

}

}).start();

} catch (IOException ex) {

ex.printStackTrace();

}

}

private void distributeTasks(double start, double interval, int parts) {

try {

List<ThreadIntegral> threads = new ArrayList<>();

for (int i = 0; i < parts; i++) {

double subStart = start + i \* interval;

double subEnd = subStart + interval;

double step = (subEnd - subStart) / 1000;

RecIntegral recInt = new RecIntegral(subStart, subEnd, step);

ThreadIntegral thread = new ThreadIntegral("Thread-" + (i + 1), recInt);

threads.add(thread);

thread.start();

}

for (ThreadIntegral thread : threads) {

thread.join();

logArea.append(thread.getName() + " result: " + thread.getRes() + "\n");

}

double totalResult = threads.stream().mapToDouble(ThreadIntegral::getRes).sum();

logArea.append("Total Result: " + totalResult + "\n");

} catch (InterruptedException ex) {

ex.printStackTrace();

}

}

public static void main(String[] args) {

SwingUtilities.invokeLater(new Runnable() {

@Override

public void run() {

ServerGUI server = new ServerGUI();

server.setVisible(true);

}

});

}

}

package my.javaapplication1;

import java.io.\*;

import java.net.\*;

public class Client {

public static void main(String[] args) {

try {

Socket socket = new Socket("localhost", 9999);

BufferedReader in = new BufferedReader(new InputStreamReader(socket.getInputStream()));

PrintWriter out = new PrintWriter(socket.getOutputStream(), true);

String task = in.readLine();

String[] parts = task.split(" ");

double start = Double.parseDouble(parts[0]);

double end = Double.parseDouble(parts[1]);

double step = Double.parseDouble(parts[2]);

double result = integrate(start, end, step);

out.println(result);

socket.close();

} catch (IOException e) {

e.printStackTrace();

}

}

private static double integrate(double start, double end, double step) {

double sum = 0.0;

for (double x = start; x < end; x += step) {

sum += ((Math.sin(x \* Math.PI / 180) + Math.sin((x + step) \* Math.PI / 180)) \* (step / 2));

}

return sum;

}

}

РЕЗУЛЬТАТЫ ИСПЫТАНИЙ

Приложение Б

(обязательное)

![](data:image/png;base64,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)

Рисунок Б.1 – Вычисление определенного интеграла
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Рисунок Б.2 – Результаты выполнения программы Клиента
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Рисунок Б.3 – Результаты выполнения программы Сервера