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PHASE-I:

1. Project Definition:

Project Definition: The project involves analyzing public transportation data to assess service efficiency, on-time performance, and passenger feedback. The objective is to provide insights that support transportation improvement initiatives and enhance the overall public transportation experience. This project includes defining analysis objectives, collecting transportation data,

designing relevant visualizations in IBM Cognos, and using code for data analysis.

1. Data Collection:

To proceed with the analysis, we need to acquire the necessary public transportation data. The dataset for this project can be accessed through the following link:

https://[www.kaggle.com/datasets/rednivrug/unisys/code](http://www.kaggle.com/datasets/rednivrug/unisys/code)

This dataset encompasses a range of information related to public transportation, including schedules, real-time updates, and passenger feedback. Prior to analysis in IBM Cognos, we will download and perform necessary preprocessing. This may involve tasks such as data cleaning,

transformation, and handling of missing values, format discrepancies, and potential outliers. This ensures that the dataset is primed for meaningful analysis and visualization.

1. Visualization Technique:
2. Chart Selection: Choose suitable chart types (e.g., bar charts, line charts) based on the nature of the data (e.g., time series, categorical) to effectively represent key performance metrics.
3. Comparative Visuals: Create visualizations that facilitate easy comparison between different aspects of public transportation, such as on-time performance across routes or modes.
4. Interactive Filters: Enable users to interactively filter data by relevant factors like date, route, or mode, allowing for customized views of the information.
5. Clear Labels and Legends: Ensure that visualizations include clear labels and legends to provide context and aid interpretation.
6. Dynamic Elements: Leverage IBM Cognos' capabilities to create dynamic visualizations that can adapt to different data sets and user inputs.

This simplified strategy aims to streamline the visualization process while still providing effective insights into public transportation data.

1. Insights Generation:

The primary aim of this public transportation analysis project is to extract valuable insights that can inform decision-making and improve the overall transportation experience. The insights may

encompass:

* Identifying Routes with High or Low Efficiency:
* Determine routes with exceptional or subpar service efficiency metrics to focus on optimization efforts.
* Analyzing Peak Hour Performance:
* Recognize trends in on-time performance during peak travel hours to allocate resources effectively.
* Evaluating Passenger Feedback Trends:
* Understand common feedback themes to address specific concerns and enhance passenger satisfaction.
* Impact of External Factors:
* Investigate how external factors (e.g., weather, holidays) influence transportation efficiency and passenger experience.
* Spotlight on Unusual Patterns:
* Highlight anomalies or irregularities in performance data, which may require special attention.

1. Next Steps:

In the next phase, we'll preprocess the data, ensuring accuracy. We'll then integrate it into IBM Cognos for seamless analysis and visualization. Our focus will be on creating insightful visualizations,

backed by rigorous statistical analysis. Regular collaboration among team members will be pivotal for project success and aligning with defined objectives.

1. Timeline:

A tentative timeline for the project is as follows:

* Data Collection and Preprocessing: 2 weeks
* IBM Cognos Setup and Visualization Design: 3 weeks
* Data Analysis and Insights Generation: 4 weeks
* Documentation and Reporting: 2 weeks
* Review and Finalization: 1 week

1. *Data Collection and Integration:*

* Implement an extensive network of IoT sensors and GPS devices on public transportation vehicles and at stations.
* Collect real-time data on vehicle location, passenger counts, traffic conditions, weather, and maintenance status.
* Utilize APIs to integrate data from various sources, including traffic management systems, weather services, and urban development databases.

1. *Data Processing and Analytics:*

* Store data in a secure and scalable cloud infrastructure to facilitate real-time processing and analysis.
* Utilize big data analytics and machine learning algorithms to process and extract insights from the collected data.
* Develop data dashboards for transportation authorities to visualize key performance indicators.

1. *Predictive Modeling:*

* Create predictive models for passenger demand, traffic congestion, and service disruptions.
* Implement machine learning algorithms that continuously update models based on real-time data.
* Utilize predictive modeling to optimize routes, schedules, and vehicle deployment.

1. *Passenger-Centric Solutions:*

* Develop a user-friendly mobile application for passengers.
* Provide real-time information on vehicle locations, estimated arrival times, and service updates.
* Enable mobile ticketing and contactless payment options.

1. *Traffic Management Integration:*

* Collaborate with urban traffic management systems to prioritize public transportation vehicles.
* Implement traffic signal synchronization to minimize delays and congestion.

1. *Sustainability Initiatives:*

* Introduce electric and eco-friendly vehicles into the public transportation fleet.
* Explore renewable energy sources for powering transit systems.
* Monitor and report on the carbon footprint of public transportation.

1. *Accessibility Enhancement:*

* Invest in infrastructure improvements to enhance accessibility for people with disabilities.
* Implement low-floor buses, ramps, and tactile information for the visually impaired.

1. *Public-Private Partnerships:*

* Collaborate with private transportation providers to offer a seamless and integrated multi-modal transportation network.
* Facilitate fare integration and shared data to optimize passenger journeys.

1. *Real-time Feedback and Crowdsourcing:*

* Develop a feedback system within the mobile application for passengers to report issues and provide suggestions.
* Leverage crowdsourced data to identify and address problems in real time.

1. *Open Data and APIs:*

* Make data on public transportation systems available to developers through open APIs.
* Encourage third-party developers to create innovative applications that enhance the passenger experience and contribute to data analysis.

1. *Autonomous Vehicles:*

- Research and implement autonomous vehicles in the public transportation system to improve efficiency and reduce operational costs.

1. *Public Awareness Campaigns:*

- Launch public awareness campaigns to promote the benefits of public transportation, such as reduced congestion and environmental sustainability.

1. *Funding and Policy Support:*

- Advocate for government funding and supportive policies to implement the IPTOS system and ensure long-term sustainability.

1. *Continuous Improvement:*

- Establish a dedicated team for monitoring system performance, conducting regular assessments, and making necessary adjustments based on data and passenger feedback.

The Integrated Public Transportation Optimization System (IPTOS) aims to revolutionize public transportation by making it more efficient, accessible, and sustainable, resulting in improved urban mobility and reduced environmental impact.

Data Preprocessing :

Data preprocessing in public transportation analysis is a crucial step that involves cleaning, transforming, and organizing raw transportation data to make it suitable for analysis. Public transportation systems generate vast amounts of data from various sources, such as ticketing systems, GPS trackers, sensors, and schedules. Preprocessing this data is necessary to extract meaningful insights, improve data quality, and ensure that it's ready for analytical and modeling tasks. Here are the key aspects of data preprocessing in public transportation analysis:

1. Data Collection:
   * Data collection involves gathering information from various sources, such as fare collection systems, vehicle sensors, passenger counts, and scheduling systems. This raw data can be in different formats and structures.
2. Data Cleaning:
   * Data cleaning is the process of identifying and correcting errors, inconsistencies, and missing values in the dataset. This can include dealing with duplicated records, removing outliers, and addressing data entry errors.
3. Data Integration:
   * Public transportation data often comes from different sources and in various formats. Data integration involves merging, aligning, and transforming data so that it can be analyzed as a cohesive dataset.
4. Data Transformation:
   * Transformation tasks may include converting data into a standardized format, resampling temporal data, and aggregating data to different time intervals (e.g., hourly or daily) to align with analysis requirements.
5. Geospatial Data Processing:
   * Public transportation analysis often involves geospatial data, including GPS coordinates, routes, and geographical boundaries. Preprocessing may involve geocoding, spatial indexing, and the calculation of distances or travel times between locations.

The code used :

#!/usr/bin/env python # coding: utf-8

# In[2]:

#Importing necessary libraries import pandas as pd

import numpy as np

import matplotlib.pyplot as plt import seaborn as sns

# In[3]:

#Loading the dataset data =

pd.read\_csv("C:\\Users\\Maha\\Downloads\\Dataset\\PublicTransportDataset.CS V", low\_memory=False)

# In[4]:

#Displaying the first 20 rows data.head(20)

# In[5]:

# Dropping records which have duplicate values data.drop\_duplicates(inplace=True)

# In[6]:

# Filling missing values with mean data.fillna(data.mean(), inplace=True)

# In[7]:

# Printing the first few rows print(data.head())

# In[8]:

# Generating descriptive statistics of the dataset print(data.describe())

# In[9]:

# Generating concise summary of the dataset

print(data.info()) # In[11]:

# Shape of the dataset print(data.shape)

# In[12]:

# Displaying first few rows after preprocessing data.head()

In [2]:

*#Importing necessary libraries* import pandas as pd

import numpy as np

import matplotlib.pyplot as plt import seaborn as sns

In [3]:

*#Loading the dataset*

data = pd.read\_csv("C: Users AbiramiSV Downloads Dataset PublicT

In [4]:

*#Displaying the first 20 rows* data.head(20)

**3** 23633 100 12266 Zone A Arndale

00:00:00

2013-06-30

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Out[4]: |  | | | | |
|  |  | **TripID** | **RouteID** | **StopID** | **StopName WeekBeginning NumberOfBoardings** |
|  | **0** | 23631 | 100 | 14156 | 181 Cross Rd 2013-06-30 1  00:00:00 |
|  | **1** | 23631 | 100 | 14144 | 177 Cross Rd 2013-06-30 1  00:00:00 |
|  | **2** | 23632 | 100 | 14132 | 175 Cross Rd 2013-06-30 1 |

00:00:00 2

|  |  |  |  |
| --- | --- | --- | --- |
|  | | | Interchange |
| **4** 23633 | 100 | 14147 | 178 Cross Rd |
| **5** 23634 | 100 | 13907 | 9A Marion Rd |
| **6** 23634 | 100 | 14132 | 175 Cross Rd |
| **7** 23634 | 100 | 13335 | 9A Holbrooks Rd |
| **8** 23634 | 100 | 13875 | 9 Marion Rd |
| **9** 23634 | 100 | 13045 | 206 Holbrooks Rd |
| **10** 23635 | 100 | 13335 | 9A Holbrooks Rd |
| **11** 23635 | 100 | 13383 | 8A Marion Rd |
| **12** 23635 | 100 | 13586 | 8D Marion Rd |
| **13** 23635 | 100 | 12726 | 23 Findon Rd |
| **14** 23635 | 100 | 13813 | 8K Marion Rd |
| **15** 23635 | 100 | 14062 | 20 Cross Rd |
| **16** 23636 | 100 | 12780 | 22A Crittenden Rd |
| **17** 23636 | 100 | 13383 | 8A Marion Rd |
| **18** 23636 | 100 | 14154 | 180 Cross Rd |
| **19** 23636 | 100 | 13524 | 8C Marion Rd |

2013-06-30

00:00:00 1

2013-06-30

00:00:00 1

2013-06-30

00:00:00 1

2013-06-30

00:00:00 1

2013-06-30

00:00:00 1

2013-06-30

00:00:00 1

2013-06-30

00:00:00 1

2013-06-30

00:00:00 1

2013-06-30

00:00:00 2

2013-06-30

00:00:00 1

2013-06-30

00:00:00 1

2013-06-30

00:00:00 1

2013-06-30

00:00:00 1

2013-06-30

00:00:00 1

2013-06-30

00:00:00 2

2013-06-30

00:00:00 3

In [5]:

*# Dropping records which have duplicate values* data.drop\_duplicates(inplace=True)

In [6]:

*# Filling missing values with mean* data.fillna(data.mean(), inplace=True)

In [7]:

*# Printing the first few rows* print(data.head())

TripID RouteID StopID StopName WeekBeg inning \

0 23631 100 14156 181 Cross Rd 2013-06-30 0

0:00:00

1 23631 100 14144 177 Cross Rd 2013-06-30 0

0:00:00

2 23632 100 14132 175 Cross Rd 2013-06-30 0

0:00:00

3 23633 100 12266 Zone A Arndale Interchange 2013-06-30 0

0:00:00

4 23633 100 14147 178 Cross Rd 2013-06-30 0

0:00:00

NumberOfBoardings 0 1

1 1

2 1

3 2

4 1

In [8]:

*# Generating descriptive statistics of the dataset* print(data.describe())

|  |  |  |  |
| --- | --- | --- | --- |
|  | TripID | StopID | NumberOfBoardings |
| count | 1.085723e+07 | 1.085723e+07 | 1.085723e+07 |
| mean | 2.952100e+04 | 1.366132e+04 | 4.743737e+00 |
| std | 1.960938e+04 | 1.971760e+03 | 9.382286e+00 |
| min | 7.900000e+01 | 1.000100e+04 | 1.000000e+00 |
| 25% | 1.191700e+04 | 1.231100e+04 | 1.000000e+00 |
| 50% | 2.747900e+04 | 1.334600e+04 | 2.000000e+00 |
| 75% | 4.885800e+04 | 1.491600e+04 | 4.000000e+00 |
| max | 6.553500e+04 | 1.871500e+04 | 9.770000e+02 |

In [9]:

*# Generating concise summary of the dataset* print(data.info())

<class 'pandas.core.frame.DataFrame'> Int64Index: 10857234 entries, 0 to 10857233 Data columns (total 6 columns):

# Column Dtype

1. TripID int64
2. RouteID object
3. StopID int64
4. StopName object
5. WeekBeginning object
6. NumberOfBoardings int64 dtypes: int64(3), object(3) memory usage: 579.8+ MB

None

In [11]:

*# S ape of the dataset* print(data.shape)

(10857234, 6)

In [12]:

*# Displaying first few rows after preprocessing* data.head()

**3** 23633 100 12266 Zone A Arndale

Interchange

00:00:00

2013-06-30

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Out[12]: |  | | | | |
|  |  | **TripID** | **RouteID** | **StopID** | **StopName WeekBeginning NumberOfBoardings** |
|  | **0** | 23631 | 100 | 14156 | 181 Cross Rd 2013-06-30 1  00:00:00 |
|  | **1** | 23631 | 100 | 14144 | 177 Cross Rd 2013-06-30 1  00:00:00 |
|  | **2** | 23632 | 100 | 14132 | 175 Cross Rd 2013-06-30 1 |

00:00:00 2

**4** 23633 100 14147 178 Cross Rd 2013-06-30 1

00:00:00

In [ ]:

**External Features**

Some Important external data fields calculation

* + - **IsHoliday** Number of public holidays within that week
    - **DistanceFromCentre** Distance measure from the city centre

For Calculating Distance between centre with other bus stops by using Longitude and Latitude we have used the Haversine formula

from math import sin, cos, sqrt, atan2, radiansdef calc\_dist(lat1,lon1):

*## approximate radius of earth in km*

R = 6373.0

dlon = radians(138.604801) - radians(lon1)

dlat = radians(-34.921247) - radians(lat1)

In [8]:

a = sin(dlat / 2)\*\*2 + cos(radians(lat1)) \* cos(radians(-34.921247)) \* sin(dl on / 2)\*\*2

c = 2 \* atan2(sqrt(a), sqrt(1 - a))

return R \* c

In [9]:

out\_geo['dist\_from\_centre'] = out\_geo[['latitude','longitude']].apply(lambda x:

calc\_dist(\*x), axis=1)

In [10]:

*##Fill the missing values with mode*out\_geo['type'].fillna('street\_address',inpl ace=True)out\_geo['type'] = out\_geo['type'].apply(lambda x: str(x).split(',')[-1])

In [11]:

out\_geo['type'].unique()

array(['street\_address', 'transit\_station', 'premise', 'political', 'school', 'route', 'intersection', 'point\_of\_interest',

Out[11]:

'subpremise', 'real\_estate\_agency', 'university', 'travel\_agency', 'restaurant', 'supermarket', 'store', 'post\_office'], dtype=object)

Adding the details regarding the Public holidays from June 2013 to June 2014

In [12]:

*'''Holidays--2013-09-01,Father's Day2013-10-07,Labour day2013-12-25,Chr istmas day2013-12-26,Proclamation Day2014-01-01,New Year2014-01-27,A ustralia Day2014-03-10,March Public Holiday2014-04-18,Good Friday2014*

*-04-19,Easter Saturday2014-04-21,Easter Monday2014-04-25,Anzac Day201 4-06-09,Queen's Birthday'''*

Out[12]:

"Holidays--\n2013-09-01,Father's Day\n2013-10-07,Labour day\n2013-12-25, Christmas day\n2013-12-26,Proclamation Day\n2014-01-01,New Year\n2014- 01-27,Australia Day\n2014-03-10,March Public Holiday\n2014-04-18,Good Fr iday\n2014-04-19,Easter Saturday\n2014-04-21,Easter Monday\n2014-04-25,A nzac Day\n2014-06-09,Queen's Birthday"

In [13]:

def holiday\_label (row):

if row == datetime.date(2013, 9, 1) :

return '1'

if row == datetime.date(2013, 10, 6) :

return '1'

if row == datetime.date(2013, 12, 22) :

return '2'

if row == datetime.date(2013, 12, 29):

return '1'

if row == datetime.date(2014, 1, 26):

return '1'

if row == datetime.date(2014, 3, 9):

return '1'

if row == datetime.date(2014, 4, 13) :

return '2'

if row == datetime.date(2014, 4, 20):

return '2'

if row == datetime.date(2014, 6, 8):

return '1'

return '0'

In [14]:

data['WeekBeginning'] = pd.to\_datetime(data['WeekBeginning']).dt.date

In [15]:

data['holiday\_label'] = data['WeekBeginning'].apply (lambda row: holiday\_la bel(row))

# Data Aggregation

Combine the Geolocation,Routes and main input file to get final Output File.

In [16]:

data= pd.merge(data,out\_geo,how='left',left\_on = 'StopName',right\_on = 'inp ut\_string')

In [17]:

data = pd.merge(data, route, how='left', left\_on = 'RouteID', right\_on = 'route

\_id')

Columns to keep for further analysis

In [18]:

col = ['TripID', 'RouteID', 'StopID', 'StopName', 'WeekBeginning','NumberOf Boardings','formatted\_address',

'latitude', 'longitude','postcode','type','route\_desc','dist\_from\_centre','holid ay\_label']

data = data[col]

In [19]:

In [20]:

*##saving the final dataset*data.to\_csv('Weekly\_Boarding.csv',index=False)

In [21]:

*## getting the addresses for geolocation api.# Address data['StopName'].uniq ue()# sub = pd.DataFrame({'Address': Address})# sub=sub.reindex(columns*

*=["Address"])# sub.to\_csv('addr.csv')*

Aggregate the Data According to Weeks and Stop names

* + - **NumberOfBoardings\_sum** Number of Boardings within particular week for each Bus stop
    - **NumberOfBoardings\_count** Number of times data is recorded within week
    - **NumberOfBoardings\_max** Maximum number of boarding done at single time within week

In [22]:

*# st\_week\_grp1 = pd.DataFrame(data.groupby(['StopName','WeekBeginning ','type']).agg({'NumberOfBoardings': ['sum', 'count']})).reset\_index()*grouped

= data.groupby(['StopName','WeekBeginning','type']).agg({'NumberOfBoardi ngs': ['sum', 'count','max']})grouped.columns = ["\_".join(x) for x **in** grouped.c olumns.ravel()]

In [23]:

st\_week\_grp = pd.DataFrame(grouped).reset\_index()st\_week\_grp.shapest\_w eek\_grp.head()

(207864, 6)

Out[23]:

Out[23]:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | Stop Name | WeekBe ginning | type | NumberOfBoa rdings\_sum | NumberOfBoar dings\_count | NumberOfBoa rdings\_max |
| 0 | 1  Anza c Hwy | 2013-06-  30 | street\_a ddress | 1003 | 378 | 51 |
| 1 | 1  Anza c Hwy | 2013-07-  07 | street\_a ddress | 783 | 360 | 28 |
| 2 | 1  Anza c Hwy | 2013-07-  14 | street\_a ddress | 843 | 343 | 45 |
| 3 | 1  Anza c | 2013-07-  21 | street\_a ddress | 710 | 356 | 28 |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | Stop Name | WeekBe ginning | type | NumberOfBoa rdings\_sum | NumberOfBoar dings\_count | NumberOfBoa rdings\_max |
|  | Hwy |  |  |  |  |  |
| 4 | 1  Anza c Hwy | 2013-07-  28 | street\_a ddress | 898 | 379 | 41 |

Gathering only the Stop Name which having all 54 weeks of Data

In [24]:

st\_week\_grp1 = pd.DataFrame(st\_week\_grp.groupby('StopName')['WeekBeg inning'].count()).reset\_index()

In [25]:

aa=list(st\_week\_grp1[st\_week\_grp1['WeekBeginning'] == 54]['StopName'])

In [26]:

bb = st\_week\_grp[st\_week\_grp['StopName'].isin(aa)]

*## save the aggregate data*bb.to\_csv('st\_week\_grp.csv', index=False)

In [27]:

# Data Exploration

Total Having 1 Year of Data from date 2013-06-30 till 2014-07-06 in a Weekly interval based.

Having Total of 4165 Stops in South Australian Metropolitan Area.

data.nunique() TripID 39282

RouteID 619

StopID 7397

StopName 4165

WeekBeginning 54

NumberOfBoardings 400

formatted\_address 3242

|  |  |
| --- | --- |
| latitude | 3029 |
| longitude | 3008 |
| postcode | 207 |
| type | 16 |
| route\_desc | 440 |

dist\_from\_centre 3033

holiday\_label 3

dtype: int64 data.shapedata.columnsdata.head(3) (10857234, 14)

Index(['TripID', 'RouteID', 'StopID', 'StopName', 'WeekBeginning',

'NumberOfBoardings', 'formatted\_address', 'latitude', 'longitude',

In [28]:

Out[28]:

In [29]:

Out[29]:

Out[29]:

'postcode', 'type', 'route\_desc', 'dist\_from\_centre', 'holiday\_label'],

dtype='object')

Out[29]:

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | T  ri pI D | R  ou teI D | St o pI D | Sto pN am e | Wee kBeg innin g | Numb erOfB oardin gs | forma tted\_ addre ss | lati tud e | lon gitu de | po stc od e | type | rou te\_ des c | dist\_ from  \_cent re | holi day  \_lab el |
| 0 | 2  3  6  3  1 | 10  0 | 1  4  1  5  6 | 18  1  Cr oss Rd | 2013  -06-  30 | 1 | 181  Cross Rd, West bourn e Park SA 5041,  Austr alia | -  34.  96  66  56 | 138  .59  214  8 | 50  41 | stre et\_a ddre ss | via W  oo dvi lle Ro ad, Ho lbr oo ks Ro ad, Ma rio n Ro a... | 5.18  0961 | 0 |
| 1 | 2  3  6  3  1 | 10  0 | 1  4  1  4  4 | 17  7  Cr oss Rd | 2013  -06-  30 | 1 | 177  Cross Rd, West bourn e Park SA 5041,  Austr alia | -  34.  96  66  07 | 138  .59  230  1 | 50  41 | stre et\_a ddre ss | via W  oo dvi lle Ro ad, Ho lbr oo ks Ro ad, Ma rio n Ro a... | 5.17  2525 | 0 |
| 2 | 2 | 10 | 1 | 17 | 2013 | 1 | 175 | - | 138 | 50 | stre | via | 5.18 | 0 |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | T  ri pI D | R  ou teI D | St o pI D | Sto pN am e | Wee kBeg innin g | Numb erOfB oardin gs | forma tted\_ addre ss | lati tud e | lon gitu de | po stc od e | type | rou te\_ des c | dist\_ from  \_cent re | holi day  \_lab el |
|  | 3  6  3  2 | 0 | 4  1  3  2 | 5  Cr oss Rd | -06-  30 |  | Cross Rd, West bourn e Park SA 5041,  Austr alia | 34.  96  67  58 | .59  271  5 | 41 | et\_a ddre ss | W  oo dvi lle Ro ad, Ho lbr oo ks Ro ad, Ma rio n Ro a... | 0709 |  |

data.isnull().sum() TripID 0

RouteID 0

StopID 0

StopName 0

WeekBeginning 0

NumberOfBoardings 0

formatted\_address 3506

latitude 0

longitude 0

postcode 425081

type 0

route\_desc 2106618

In [30]:

Out[30]:

dist\_from\_centre 0

holiday\_label 0

dtype: int64

How Many different type of Unique Data in the dataset

data['WeekBeginning'].unique() array([datetime.date(2013, 6, 30), datetime.date(2013, 7, 7),

datetime.date(2013, 7, 14), datetime.date(2013, 7, 21),

datetime.date(2013, 7, 28), datetime.date(2013, 8, 4),

datetime.date(2013, 8, 11), datetime.date(2013, 8, 18),

datetime.date(2013, 8, 25), datetime.date(2013, 9, 1),

datetime.date(2013, 9, 8), datetime.date(2013, 9, 15),

datetime.date(2013, 9, 22), datetime.date(2013, 9, 29),

datetime.date(2013, 10, 6), datetime.date(2013, 10, 13),

datetime.date(2013, 10, 20), datetime.date(2013, 10, 27),

datetime.date(2013, 11, 3), datetime.date(2013, 11, 10),

datetime.date(2013, 11, 17), datetime.date(2013, 11, 24),

datetime.date(2013, 12, 1), datetime.date(2013, 12, 8),

datetime.date(2013, 12, 15), datetime.date(2013, 12, 22),

datetime.date(2013, 12, 29), datetime.date(2014, 1, 5),

datetime.date(2014, 1, 12), datetime.date(2014, 1, 19),

datetime.date(2014, 1, 26), datetime.date(2014, 2, 2),

datetime.date(2014, 2, 9), datetime.date(2014, 2, 16),

datetime.date(2014, 2, 23), datetime.date(2014, 3, 2),

datetime.date(2014, 3, 9), datetime.date(2014, 3, 16),

datetime.date(2014, 3, 23), datetime.date(2014, 3, 30),

datetime.date(2014, 4, 6), datetime.date(2014, 4, 13),

In [31]:

Out[31]:

datetime.date(2014, 4, 20), datetime.date(2014, 4, 27),

datetime.date(2014, 5, 4), datetime.date(2014, 5, 11),

datetime.date(2014, 5, 18), datetime.date(2014, 5, 25),

datetime.date(2014, 6, 1), datetime.date(2014, 6, 8),

datetime.date(2014, 6, 15), datetime.date(2014, 6, 22),

datetime.date(2014, 6, 29), datetime.date(2014, 7, 6)], dtype=object)

# Data Visualization

In [32]:

*##can assign the each chart to one axes at a time*fig,axrr=plt.subplots(3,2,figs ize=(18,18))

data['NumberOfBoardings'].value\_counts().sort\_index().head(20).plot.bar(ax

=axrr[0][0])data['WeekBeginning'].value\_counts().plot.area(ax=axrr[0][1])dat a['RouteID'].value\_counts().head(20).plot.bar(ax=axrr[1][0])data['RouteID'].v alue\_counts().tail(20).plot.bar(ax=axrr[1][1])data['type'].value\_counts().head (5).plot.bar(ax=axrr[2][0])data['type'].value\_counts().tail(10).plot.bar(ax=axrr [2][1])

<matplotlib.axes.\_subplots.AxesSubplot at 0x7f1726f9e860>

<matplotlib.axes.\_subplots.AxesSubplot at 0x7f1615adbb38>

<matplotlib.axes.\_subplots.AxesSubplot at 0x7f1645050f28>

<matplotlib.axes.\_subplots.AxesSubplot at 0x7f171ef36588>

<matplotlib.axes.\_subplots.AxesSubplot at 0x7f171ef5dc50>

<matplotlib.axes.\_subplots.AxesSubplot at 0x7f171ef0d2e8>

Out[32]:

Out[32]:

Out[32]:

Out[32]:

Out[32]:

Out[32]:
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# Inferences:

* + - More than 40 lakhs times only single person board from the bus stop.
    - There are average of 1.8 lakhs people travel every week by bus in adelaide metropolitan area.
    - G10,B10,M44,H30 are the most busiest routes in the city while FX8,FX3,FX10,FX1,FX2 are the least.
    - Most of the Bus stops are Street\_Address Type while there are very few which are store or post office.

data['postcode'].value\_counts().head(20).plot.bar()
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![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYIAAAD8CAYAAAB6paOMAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAfgElEQVR4nO3df7xcdX3n8dc7iUEQSQLcjZhEk2IqRvAH3A1x1TYQDYlYQpXFYB8mYCRtjWKLfUiw7oYVtWGXbiot4iM1KcmWCilVySoQYoDa2g3k8kMDBOQKgSTlxzUJgYqKwc/+cb6XDMPM3DN3zr13cs/7+Xicx5z5nnM+3+/5MfOZOec7ZxQRDAdHH310TJ48eaibYWZ2ULnrrrt+NmqoG1GUyZMn09XVNdTNMDM7qEh6bMRQN8LMzIaWE4GZWck5EZiZlZwTgZlZyTkRmJmVnBOBmVnJORGYmZWcE4GZWcmNkrQa+CDwdEQcXzlR0meBy4GOiPiZJAFfBT4APA+cGxF3p3kXAl9Ii34pItak8pOAq4FDgRuBz0RESDoSuA6YDGwHzo6IvY3qaMbkpd/rc57ty09vNqyZ2bAzguxNek71BEmTgNnA4xXFc4GpaVgMXJXmPRJYBpwMTAeWSRqXlrkKOL9iud66lgKbImIqsCk9r1uHmZkNjBER8QNgT41pK4DPAZU3I5oHrI3MZmCspGOA04CNEbEnIvYCG4E5adoREbE5spsarQXOrIi1Jo2vqSqvVYeZmQ2AmtcIJM0DdkXEj6omTQB2VDzfmcoale+sUQ4wPiKeSONPAuP7qKNWOxdL6pLU1dPTU2sWMzPrwysSgaTDgM8D/32wGpG+LTR9G9SIWBkRnRHR2dHRMQAtMzMb/mp9IzgWmAL8SNJ2YCJwt6TXAbuASRXzTkxljcon1igHeKr3lE96fDqV14tlZmYD4BWJICK2RsR/iojJETGZ7NTMiRHxJLAeWKDMDGBfOr2zAZgtaVy6SDwb2JCmPStpRuoNtAC4IVW1HliYxhdWldeqw8zMBsAoSd8EZgJHS9oJLIuIVXXmv5GsW2c3WdfO8wAiYo+kS4Etab4vRkTvBehPcqD76E1pAFgOrJO0CHgMOLtRHWZmNjBGRcQ5jWZI3wp6xwNYUme+1cDqGuVdwPE1yncDs2qU163DzMyK518Wm5mVnBOBmVnJORGYmZWcE4GZWck5EZiZlZwTgZlZyTkRmJmVnBOBmVnJORGYmZWcE4GZWck5EZiZlZwTgZlZyTkRmJmVnBOBmVnJORGYmZWcE4GZWck5EZiZlZwTgZlZyTkRmJmVnBOBmVnJjZC0WtLTku7rLZT0vyQ9KOnHkr4taWzFtIsldUt6SNJpFeVzUlm3pKUV5VMk3ZHKr5M0OpUfkp53p+mT+6rDzMyKNwK4GphTVb4ROD4i3gb8BLgYQNI0YD7w1rTM1ySNlDQSuBKYC0wDzknzAlwGrIiINwF7gUWpfBGwN5WvSPPVraPg9TYzs2RERPwA2FNZGBG3RMT+9HQzMDGNzwOujYhfRcSjQDcwPQ3dEfFIRLwAXAvMkyTgVOD6tPwa4MyKWGvS+PXArDR/vTrMzGwA5LlG8HHgpjQ+AdhRMW1nKqtXfhTwTEVS6S1/Waw0fV+av16sV5C0WFKXpK6enp4cq2JmZtUaJgJJfw7sB64ZnOY0JyJWRkRnRHR2dHQMdXPMzA5Ko+pNkHQu8EFgVkREKt4FTKqYbWIqo075bmCspFHpU3/l/L2xdkoaBYxJ8zeqw8zMClbzG4GkOcDngDMi4vmKSeuB+anHzxRgKnAnsAWYmnoIjSa72Ls+JZDbgLPS8guBGypiLUzjZwG3pvnr1WFmZgNglKRvAjOBoyXtBJaR9RI6BNiYXb9lc0T8UUTcL2kd8ADZKaMlEfEigKRPARuAkcDqiLg/1XERcK2kLwH3AKtS+Srg/0jqJrtYPR+gUR1mZlY8HTjrc3Dr7OyMrq6ul55PXvq9PpfZvvz0gWySmVnbk3SXf1lsZlZyTgRmZiXnRGBmVnJOBGZmJedEYGZWck4EZmYl50RgZlZyTgRmZiXnRGBmVnJOBGZmJedEYGZWck4EZmYl50RgZlZyTgRmZiXnRGBmVnJOBGZmJedEYGZWck4EZmYl50RgZlZyTgRmZiU3QtJqSU9Luq+3UNKRkjZKejg9jkvlknSFpG5JP5Z0YsUyC9P8D0taWFF+kqStaZkrJKm/dZiZWfFGAFcDc6rKlwKbImIqsCk9B5gLTE3DYuAqyN7UgWXAycB0YFnvG3ua5/yK5eb0pw4zMxsYIyLiB8CeqvJ5wJo0vgY4s6J8bWQ2A2MlHQOcBmyMiD0RsRfYCMxJ046IiM0REcDaqljN1GFmZgOg3jWC8RHxRBp/EhifxicAOyrm25nKGpXvrFHenzpeQdJiSV2Sunp6euqsipmZNdLnxeL0ST4GshH9rSMiVkZEZ0R0dnR0DEDLzMyGv3qJ4Kne0zHp8elUvguYVDHfxFTWqHxijfL+1GFmZgOgXiJYD/T2/FkI3FBRviD17JkB7EundzYAsyWNSxeJZwMb0rRnJc1IvYUWVMVqpg4zMxsAoyR9E5gJHC1pJ1nvn+XAOkmLgMeAs9P8NwIfALqB54HzACJij6RLgS1pvi9GRO8F6E+S9Uw6FLgpDTRbh5mZDYxREXFOnWmzqgvSufwltWaOiNXA6hrlXcDxNcp3N1uHmZkVz78sNjMrOScCM7OScyIwMys5JwIzs5JzIjAzKzknAjOzknMiMDMrOScCM7OScyIwMys5JwIzs5JzIjAzKzknAjOzknMiMDMrOScCM7OScyIwMys5JwIzs5JzIjAzKzknAjOzknMiMDMrOScCM7OSa5gIJP2ppPsl3Sfpm5JeLWmKpDskdUu6TtLoNO8h6Xl3mj65Is7FqfwhSadVlM9JZd2SllaU16zDzMyKVzcRSJoAXAB0RsTxwEhgPnAZsCIi3gTsBRalRRYBe1P5ijQfkqal5d4KzAG+JmmkpJHAlcBcYBpwTpqXBnWYmVnB+jo1NAo4VNIo4DDgCeBU4Po0fQ1wZhqfl56Tps+SpFR+bUT8KiIeBbqB6WnojohHIuIF4FpgXlqmXh1mZlawuokgInYBlwOPkyWAfcBdwDMRsT/NthOYkMYnADvSsvvT/EdVllctU6/8qAZ1vIykxZK6JHX19PTkWV8zM6vS6NTQOLJP81OA1wOvITu10zYiYmVEdEZEZ0dHx1A3x8zsoNTo1ND7gEcjoicifg18C3g3MDadKgKYCOxK47uASQBp+hhgd2V51TL1ync3qMPMzArWKBE8DsyQdFg6bz8LeAC4DTgrzbMQuCGNr0/PSdNvjYhI5fNTr6IpwFTgTmALMDX1EBpNdkF5fVqmXh1mZlawRtcI7iC7YHs3sDXNuxK4CLhQUjfZ+fxVaZFVwFGp/EJgaYpzP7COLIncDCyJiBfTNYBPARuAbcC6NC8N6jAzs4Ip+wB+8Ovs7Iyurq6Xnk9e+r0+l9m+/PSBbJKZWduTdJd/WWxmVnJOBGZmJedEYGZWck4EZmYl50RgZlZyTgRmZiXnRGBmVnJOBGZmJedEYGZWck4EZmYl50RgZlZyTgRmZiXnRGBmVnJOBGZmJedEYGZWck4EZmYl50RgZlZyTgRmZiXnRGBmVnJOBGZmJdcwEUgaK+l6SQ9K2ibpXZKOlLRR0sPpcVyaV5KukNQt6ceSTqyIszDN/7CkhRXlJ0nampa5QpJSec06zMyseH19I/gqcHNEHAe8HdgGLAU2RcRUYFN6DjAXmJqGxcBVkL2pA8uAk4HpwLKKN/argPMrlpuTyuvVYWZmBaubCCSNAX4HWAUQES9ExDPAPGBNmm0NcGYanwesjcxmYKykY4DTgI0RsSci9gIbgTlp2hERsTkiAlhbFatWHWZmVrBG3wimAD3A30m6R9I3JL0GGB8RT6R5ngTGp/EJwI6K5XemskblO2uU06AOMzMrWKNEMAo4EbgqIt4J/JyqUzTpk3wMXPMa1yFpsaQuSV09PT0D2Qwzs2GrUSLYCeyMiDvS8+vJEsNT6bQO6fHpNH0XMKli+YmprFH5xBrlNKjjZSJiZUR0RkRnR0dHo/U0M7M66iaCiHgS2CHpzaloFvAAsB7o7fmzELghja8HFqTeQzOAfen0zgZgtqRx6SLxbGBDmvaspBmpt9CCqli16jAzs4KN6mP6p4FrJI0GHgHOI0se6yQtAh4Dzk7z3gh8AOgGnk/zEhF7JF0KbEnzfTEi9qTxTwJXA4cCN6UBYHmdOszMrGANE0FE3At01pg0q8a8ASypE2c1sLpGeRdwfI3y3bXqMDOz4vmXxWZmJedEYGZWck4EZmYl50RgZlZyTgRmZiXnRGBmVnJOBGZmJedEYGZWck4EZmYl50RgZlZyTgRmZiXnRGBmVnJOBGZmJedEYGZWck4EZmYl50RgZlZyTgRmZiXnRGBmVnJOBGZmJedEYGZWck4EZmYl12cikDRS0j2SvpueT5F0h6RuSddJGp3KD0nPu9P0yRUxLk7lD0k6raJ8TirrlrS0orxmHWZmVrw83wg+A2yreH4ZsCIi3gTsBRal8kXA3lS+Is2HpGnAfOCtwBzgaym5jASuBOYC04Bz0ryN6jAzs4I1TASSJgKnA99IzwWcClyfZlkDnJnG56XnpOmz0vzzgGsj4lcR8SjQDUxPQ3dEPBIRLwDXAvP6qMPMzArW1zeCvwI+B/wmPT8KeCYi9qfnO4EJaXwCsAMgTd+X5n+pvGqZeuWN6ngZSYsldUnq6unp6WNVzMyslrqJQNIHgacj4q5BbE9TImJlRHRGRGdHR8dQN8fM7KA0qsG0dwNnSPoA8GrgCOCrwFhJo9In9onArjT/LmASsFPSKGAMsLuivFflMrXKdzeow8zMClb3G0FEXBwREyNiMtnF3lsj4g+A24Cz0mwLgRvS+Pr0nDT91oiIVD4/9SqaAkwF7gS2AFNTD6HRqY71aZl6dZiZWcH68zuCi4ALJXWTnc9flcpXAUel8guBpQARcT+wDngAuBlYEhEvpk/7nwI2kPVKWpfmbVSHmZkVrNGpoZdExO3A7Wn8EbIeP9Xz/BL4r3WW/zLw5RrlNwI31iivWYeZmRXPvyw2Mys5JwIzs5JzIjAzKzknAjOzkst1sbi0LhnTx/R9g9MOM7MB5EQwwE5Yc0LD6VsXbh2klpiZ1eZTQ2ZmJedvBAeBbce9peH0tzy4reF0M7NG/I3AzKzk/I2gBK78o1v7nGfJ108dhJaYWTtyIrBc/vIjH2w4/bPXfXeQWmJmRXMisEGzc+m/NJw+cfl7B6klZlbJ1wjMzErOicDMrOR8asgOKpdccklL083slfyNwMys5JwIzMxKzqeGrFQ23Xpsn/PMOvWnDae/7rZ7G05/8pR3NNUms6HmbwRmZiXnRGBmVnJ1Tw1JmgSsBcYDAayMiK9KOhK4DpgMbAfOjoi9kgR8FfgA8DxwbkTcnWItBL6QQn8pItak8pOAq4FDyf7E/jMREfXqKGytzYbY5KXfazh9+/LTB6klZo2/EewHPhsR04AZwBJJ04ClwKaImApsSs8B5gJT07AYuAogvakvA04GpgPLJI1Ly1wFnF+x3JxUXq8OMzMrWN1vBBHxBPBEGn9O0jZgAjAPmJlmWwPcDlyUytdGRACbJY2VdEyad2NE7AGQtBGYI+l24IiI2JzK1wJnAjc1qMPMEn+rsKLkukYgaTLwTuAOYHxKEgBPkp06gixJ7KhYbGcqa1S+s0Y5DeqobtdiSV2Sunp6evKsipmZVekzEUg6HPgn4E8i4tnKaenTfwxQ2/qsIyJWRkRnRHR2dHQMZDPMzIatholA0qvIksA1EfGtVPxUOuVDenw6le8CJlUsPjGVNSqfWKO8UR1mZlawuokg9QJaBWyLiP9dMWk9sDCNLwRuqChfoMwMYF86vbMBmC1pXLpIPBvYkKY9K2lGqmtBVaxadZiZWcEa/bL43cDHgK2Sen9K+XlgObBO0iLgMeDsNO1Gsq6j3WTdR88DiIg9ki4FtqT5vth74Rj4JAe6j96UBhrUYWZFuWRMjnn2NZx8wpoTGk7funBrn1X4P7mHXqNeQ/8KqM7kWTXmD2BJnVirgdU1yruA42uU765Vh5mZFc/3GjKzg5r/k7t1TgRmVnp9/Sc3DO//5XYiMDMrwMH8n9xOBGZmbaLVf+Dr723WffdRM7OScyIwMys5JwIzs5JzIjAzKzknAjOzknMiMDMrOScCM7OScyIwMys5JwIzs5JzIjAzKzknAjOzknMiMDMrOScCM7OScyIwMys5JwIzs5JzIjAzK7m2TgSS5kh6SFK3pKVD3R4zs+GobROBpJHAlcBcYBpwjqRpQ9sqM7Php20TATAd6I6IRyLiBeBaYN4Qt8nMbNhRRAx1G2qSdBYwJyI+kZ5/DDg5Ij5VMc9iYHF6+mbgoT7CHg38rIVmtbr8cIrRDm0oIkY7tKFdYrRDG9olRju0YbBivPGg/vP6iFgJrMw7v6SuiOjsb32tLj+cYrRDG4qI0Q5taJcY7dCGdonRDm0YzBjtfGpoFzCp4vnEVGZmZgVq50SwBZgqaYqk0cB8YP0Qt8nMbNhp21NDEbFf0qeADcBIYHVE3N9i2NynkQZo+eEUox3aUESMdmhDu8Rohza0S4x2aMOgxWjbi8VmZjY42vnUkJmZDQInAjOzknMiMDMrOScCM7OSG7aJQNIYSR+RdGEaPiJpbJMxjpB0bI3ytxXX0j7bcIakVw9Q7Pf3c7kpkj4k6bjBbIek0ZIWSHpfev5RSX8jaYmkVxXRlv6Q9JWhqru/JL2h97hS5jxJfy3pjyX1uzehpLX9WGbIX2dFK/o1krPOfr9XDMteQ5IWAMuAWzjwI7SJwPuB/xERfR6sks4G/gp4GngVcG5EbEnT7o6IE3PEuAD4dkTs6NeKZDF+AfwcuAn4JrAhIl7sb7yq2I9HxBtyzPediDgzjc8j2y63A/8F+IuIuHqQ2nENWZfnw4BngMOBbwGzyI7lhTli/BbwIbIfK74I/AT4h4h4Nmdbr6guAj4GrAWIiAtyxjkOmADcERH/UVE+JyJuzhnjNLLjelNEbK8o/3hErO5j2fuA6RHxvKTLgGOB7wCnpvX4eI76q3/XI+AU4NYU44wcMYp4nbW8LavivYfsXmf3RcQtOZcp/DXSbDtaeq+IiGE3kN1zaGyN8nHAT3LGuBc4Jo1PBx4Efj89vydnjH3AvwP/AnwS6OjHutyT2n0+sAl4Cvg68Ls5l19fZ/i/wM/ztqFi/N+AKWn8aOBHg9iOH6fHUWk7jEzP1Tutj+UvIPtw8IW0HlcCXwYeAGbmbMMO4O+BBcDCNPT0jueMcUE6Rr8DbAfmVUy7O2eMrwA/IHvD+Snw6WZiAA9UjN8FjKh4nnef3p22xUzgd9PjE2k87/HZ0uusoG15Z8X4+alNy4AfAksH8TXSUjto4b2iz8YdjAPZp7wxNcrHAA/njLG16vkx6QVzQRMH2D1kp99mA6vSG8bN6U3jtTlj3F31/HWpDf8P2JFj+b3A6b0vzophJvBUs22oPFh71zFnjCLacR8wOh3szwFHpvJXA9vy7FMOJI/DgNvT+BuaWI/Xkr35/gPw+lT2SJPH51bg8DQ+GegCPtPk9twKjErjY4EbgRV5Y5D9UPPUNP5PwBvT+FFNvHGNAP4U2Ai8o7/boup5U6+zgrZl5Zv4FtIHNuA11e1rEKOI10hL7ajeXjTxXtG2vyxu0ZeBuyXdQvYJDrIX+/uBS3PGeE7SsRHxU4CIeELSKcC3gbfmjBER8RuyT6G3pPPYc4FzgMuBjhwxVBXwSeAK4ApJb8yx/Gbg+Yj451cElvq6W2uvt0t6NrXlEEnHpO0xmuxX33kU0Y5VZJ8YRwJ/DvyjpEeAGWS3Kc9jFNkpoUPITi0REY/nvcYQEc8BfyLpJOAaSd+j+WttIyKdwoiI7ZJmAten/amGSx4wKiL2pxjPSPo9YKWkfyRLln35BLBW0iVk31zvlXQvWVK5ME8D0rG9ItW5QtJTNH+3glZfZ0VsyxGSxpHtR0VET4r3c0n7c8Yo4jXSajv6/17RTPY+mAayT43zgc+mYT4wronl3w5MrVH+KuAPms3wNaYdljPGzKHelg3aNhZ41yDX+XoOfBIfC5xFdq47z7KfAX4M/C1ZQjkvlXcAP+hHWwQsAf6+yeVuJX2CrigbRXad4cWcMb5Lja/8wJeA3zTRlreQ/c/Hh4GTqThF1I/tcTrwlSaXael1VtC23A48AjyaHntPVR0O3Nvi8Zr7NdJqO1p5rxiWF4t7SRpPdhEJYFdEPNXk8i996pJ0OHAc2VffPTmX/+2I+EkzdTaI1dK6VMU6Mu86FBmj1e2ZlhPZueSXtgXZV/FcB7Kkt5K9+d0XEQ820/4GMZvaFpImAvsj+8RWPe3dEfHDHDEOBYiIX9SYNiEict2pt8jjqiru4VFx4bbJZc+IiFw3mCxiWzaIfRgwPiIe7efyudejqHb0+zXWSrZr1wF4B9mpiG1k5y+/T/YJcDNwYs4Y5wK7ya43zCXL0JvITjWd0892vYnsk9e0fq7L95tdF+Ddadn7yT7xbSS7uLiD/J9UiojR8vYku9bSTdYr4htpuDmVzR6k/dHytqiI1QG8E3gb6Tx3Qcf/cQN9XOWI/3jO+T5UNXwYeLL3eVHbpI82vKJjST9iFLYe/T0uWnmNDfhGHoqB7Gr7yTXKZ5D/QthWsiv+U4BngWNT+Xhy9FBJ894GHJ3GP5Z20DdS7E/njNHSugB3AicA7yL7l6L3pPITgR/mbEMRMYrYntuAyTXKp5DvYnER+6OIbTEtvfF2Ay8Ad5CdDriaGp0c+nH89/kmXNBr5MI6w2eBPTlj/JrsNNdq4O/S8Fx6XJ1j+RPIktcOsrtsjquYdmfONuxP+2MR/UwKra5HEcdFK6+xlg64dh1o0DOI7H+Q88S4t2L836um5X3juq9ifAtwVBo/rIkYLa0LL++JsK1qWu7eTwXEKGJ7PkzqKVNVPjrntihifxSxLTYDb07j04E1afx84PqcMa6oM/w18OxAH1dpvl+Sdb5YVmN4JmeM/0z2qfWPK8oezbNsmvdfgTlk5+L/jOybWu8bYDM9sD4IXEP2ifoGsmuKhzbRjpbWo4jjopXX2HDtNXRT6s2xlgO9hiaR9f3O+wOTxyX9BVl3wQcl/SXZj5feR9ZXOo9fV5yv/Q+yH3sA/Ir8PQlaXZfKHi0XV03L07ukqBhFbM/VwBZJ1/LybTGfrEdRX4rYH0Vsi0Mj4iGAiLhT0tfT+N9KytVjBziP7JP3r2pMOyfH8kW8Ru4GvhMRd1VPkPSJPAEiYouyX5Z/WtJtwEVAMxcuXxsHfjR2uaS7gJuV/cd53ji/jojvAt9N115+j+yYulLShoj46CCsB7R+XPT7NTZsLxZLmkvWG6LyouL6iLgx5/JHkPUICeBvyD51nAs8DlwaEX2+eaWubFeS9dM+kuz0wQbgPWS/+rt8oNdF0hnA9yPi+aryY4EPR8T/HKQYLW/PFKe3l0v1tnggx7IzaXF/FLQtvkX2G5Nbyc4hj4uIj6curPdFxJtzxLgV+EJE/FuNaY9GxJQcMVp9jbyZ7BRQT41p46P5zhkTgBVAZ0T8Vs5lfgT8TkTsqyh7G2kfR8RROWLcExHvrFE+BjgzItbkXYe0XNPrkZZr6bho5TU2bBNBu0gH00eB3ybr1rYTuCEK6rFizWmH/aHsnlefJzsn/CNgeUQ8l9r2lojYnCPGkcAvqxNS2Uj6KFmvmM1V5W8A/ltEnJ8jxp/l/VA2kIo4LvqtmXNYB8tA9gvi5WQXF/eQnffblspyXQyqiPFgf2O0w7oUsR7tEqOP+DcN8v4Y0uNiqI+rg+W4GILtOWTr0UobhuvdR9eR3dLglIjo/Xp4CtmNytY1GWNmf2MouwPqckkPStojabekbaks751QW12XeuuxN+96DHCMZrbniXWGk8i6Q/a1fJH7o9/boqId21poR6P4N+WYbSBfI4N2bBWxT4fRcdH/19hQZ9IByowP9WfaAMTYQHbR6HUVZa9LZbcMRjvaaFsUEeNFsvOnt9UYfnEw7I8C23FineEk4ImDaJ+2enwXsS2HxXHRShv6bNzBOJDd2+dzZL/G6y0bnzbo9wcxRhEHR0vtaKNtUUSM+6hxO4I0Lc8N+IZ8fxTYjlaTYrvs01aP7yFPRu1yXLTShuF6augjZHdR/GdJeyXtIbs3+JHA2YMY4zFJn1P2M34g600h6SIOdNkb6Ha0y7YoIsYl1L/B26dzLN8O+6OodmwD/jAiTqkeyH7oNhjr0Q4xitiWw+W46HcbStFrSNJ7yX6gsTVy/tFEETGU3UlwKVkXvfFk3bqeIrsP/2XRj/v9tLouQ7UtBihGs3/c0Rb7o4h2SDor1fmKO7dKOjMivpN/LdpqnzYVo6BtOWyOi363Ic9XloNt4OV/8PAJsr65y2jujyZajlEj5nvJfgSU+744rbajXbbFAMTo1x+IDPX+KKodNWK8h+z2DrlitOk+bXl7FrQtD8rjopU29GtDtftAMX80UUSMIl4orf5ZRbtsiyGP0Q77o8B2tPxvVkO9P9ponw6L46KVNgzXW0wU8UcTRcSo/LOTPyTL7D2SLie7r8jyQWhHu2yLdojRDvujqHZUxlgMvL/JGO2wP4qIUfS2PJiPi363YbgmgjFkf3cnIHTg34IOJ/+/FhURo4iDo9V2tMu2aIcY7bA/impHqzHaYX8UEaMdtmUR61FEO/rdhmGZCCJicp1JvwF+f7BiUMDB0Wo72mVbtEmMId8fRbWj1Rhtsj/aYp8WEaMdjotW2lCKXkPtRi3+85EVq132RxHtaJd1GWrDaVsORjv+P/UEzNfQL33PAAAAAElFTkSuQmCC)

In [34]:

*# data['dist\_from\_centre'].nunique()*bb\_grp = data.groupby(['dist\_from\_centr e']).agg({'NumberOfBoardings': ['sum']}).reset\_index()bb\_grp.columns = bb\_ grp.columns.get\_level\_values(0)bb\_grp.head()bb\_grp.columns

Out[34]:

|  |  |  |
| --- | --- | --- |
|  | dist\_from\_centre | NumberOfBoardings |
| 0 | 0.000018 | 1892443 |
| 1 | 0.131368 | 167535 |
| 2 | 0.309089 | 356518 |
| 3 | 0.314937 | 1484824 |
| 4 | 0.326005 | 120061 |

Index(['dist\_from\_centre', 'NumberOfBoardings'], dtype='object') trace0 = go.Scatter(

x = bb\_grp['dist\_from\_centre'],

Out[34]:

In [35]:

y = bb\_grp['NumberOfBoardings'],mode = 'lines+markers',name = 'X2 Kin g William St')

data1 = [trace0]layout = dict(title = 'Distance Vs Number of boarding',

xaxis = dict(title = 'Distance from centre'),

yaxis = dict(title = 'Number of Boardings'))fig = dict(data=data1, lay out=layout)iplot(fig)

05k10k15k00.5M1M1.5M2MExport to plot.ly »Distance Vs Number of boardingDistance from centreNumber of Boardings

# Inferences:

* + - As we move away from centre the number of Boarding decreases
    - There are cluster of bus stops near to the main Adelaide city as oppose to outside.so that's why most of boardings are near to center

# Using Bokeh

Plot the Bus stop on the Google Map using the latitude and longitude of the bus stop address

In [36]:

lat = out\_geo['latitude'].tolist()long = out\_geo['longitude'].tolist()nam = out\_g eo['input\_string'].tolist()

In [37]:

map\_options = GMapOptions(lat=-34.96, lng=138.592, map\_type="roadmap ", zoom=9)key = open('../input/geolockey/api\_key.txt').read()p = gmap(key, map\_options, title="Adelaide South Australia")source = ColumnDataSource (data=dict(lat=lat,lon=long,nam=nam))

p.circle(x="lon", y="lat", size=5, fill\_color="blue", fill\_alpha=0.8, source=so urce)TOOLTIPS = [("Place", "@nam")]p.add\_tools( HoverTool(tooltips=TO OLTIPS))output\_notebook()show(p)

Out[37]:

# Inferences:

* + It has Geospatial coverage Area from Lat: 34.3862 to -35.3655 and Lon: 138.4126 to 139.1089. Which is Total 152 KM long Area from Daniel Road to Mosquito Creek Road on one side and Total 162 KM Stretch from Truro to Myponga Beach on the other side.
  + There are cluster of bus stops near to the main Adelaide city as oppose to outside.

source\_6 = bb[bb['StopName'] == '57A Hancock Rd'].reset\_index(drop = Tru e)source\_7 = bb[bb['StopName'] == '37 Muriel Dr'].reset\_index(drop = True) source\_8 = bb[bb['StopName'] == '18B Springbank Rd'].reset\_index(drop = T rue)source\_9 = bb[bb['StopName'] == '27E Sir Ross Smith Av'].reset\_index(d

rop = True)source\_10 = bb[bb['StopName'] == '46A Baldock Rd'].reset\_index (drop = True)

In [42]:

trace0 = go.Scatter(

x = source\_6['WeekBeginning'],

y = source\_6['NumberOfBoardings\_sum'],mode = 'lines+markers',name = ' 57A Hancock Rd')trace1 = go.Scatter(

x = source\_7['WeekBeginning'],

y = source\_7['NumberOfBoardings\_sum'],mode = 'lines+markers',name = ' 37 Muriel Dr')trace2 = go.Scatter(

x = source\_8['WeekBeginning'],

y = source\_8['NumberOfBoardings\_sum'],mode = 'lines+markers',name = ' 18B Springbank Rd')trace3 = go.Scatter(

x = source\_9['WeekBeginning'],

y = source\_9['NumberOfBoardings\_sum'],mode = 'lines+markers',name = ' 27E Sir Ross Smith Av')trace4 = go.Scatter(

x = source\_10['WeekBeginning'],

y = source\_10['NumberOfBoardings\_sum'],mode = 'lines+markers',name =

'46A Baldock Rd')

data = [trace0,trace1,trace2,trace3,trace4]layout = dict(title = 'Weekly Boardi ng Total',

xaxis = dict(title = 'Week Number'),

yaxis = dict(title = 'Number of Boardings'),

shapes = [{*# Holidays Record: 2013-09-01*'type': 'line','x0': '2013-09- 01','y0': 0,'x1': '2013-09-02','y1': 80,'line': {

'color': 'rgb(55, 128, 191)','width': 1,'dash': 'dashdot'},},

{*# 2013-10-07*'type': 'line','x0': '2013-10-07','y0': 0,'x1': '2013-10-07','

y1': 80,'line': {

'color': 'rgb(55, 128, 191)','width': 1,'dash': 'dashdot'},},

y1': 80,'line': {

{*# 2013-12-25*'type': 'line','x0': '2013-12-25','y0': 0,'x1': '2013-12-26','

'color': 'rgb(55, 128, 191)','width': 3,'dash': 'dashdot'},},

y1': 80,'line': {

{*# 2014-01-27*'type': 'line','x0': '2014-01-27','y0': 0,'x1': '2014-01-28','

'color': 'rgb(55, 128, 191)','width': 1,'dash': 'dashdot'},},

y1': 80,'line': {

{*# 2014-03-10*'type': 'line','x0': '2014-03-10','y0': 0,'x1': '2014-03-11','

'color': 'rgb(55, 128, 191)','width': 1,'dash': 'dashdot'},},

y1': 80,'line': {

{*# 2014-04-18*'type': 'line','x0': '2014-04-18','y0': 0,'x1': '2014-04-19','

'color': 'rgb(55, 128, 191)','width': 3,'dash': 'dashdot'},},

y1': 80,'line': {

{*# 2014-06-09*'type': 'line','x0': '2014-06-09','y0': 0,'x1': '2014-06-10','

'color': 'rgb(55, 128, 191)','width': 1,'dash': 'dashdot'},},])fig = dict(data= data, layout=layout)iplot(fig)
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# Inferences:

* + Same decreasing affect of Holidays on number of people travelling through bus can be seen in other city bus stops also.
  + The width of vertical blue line shows the number of holidays come within that week period.
  + Two thickest blue lines shows Christmas and New year period while other one was easter & Good friday period.on both the occassion number of public holidays within week period was 3.