WEEK- 7: Applications-Practice:Iris dataset from scikit learn perform data exploration,preprocessing and splitting

Session No.3

# Data Cleaning With Python Pandas

In [7]:

**import**

numpy

**as**

np

**import**

pandas

**as**

pd

**import**

seaborn

**as**

sns

**import**

os

1

2

3
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[8]:

1 print(os.listdir())

['.anaconda', '.bash\_history', '.conda', '.condarc', '.continuum', '.gitconf ig', '.idea', '.ipynb\_checkpoints', '.ipython', '.jupyter', '.lesshst', '.ma tplotlib', '.packettracer', '.viminfo', '.VirtualBox', '.vscode', '1st inter nal.ipynb', '87.py', 'aiml', 'AIML files', 'AIML\_CIE1-2.b.ipynb', 'anaconda 3', 'anakonda', 'AppData', 'Application Data', 'area.py', 'Assignment Week 4 & 5.ipynb', 'Atlassian', 'BFS.py', 'BOSTON\_KERAS.ipynb', 'Cal.csv', 'calc.p y', 'Cars Pro.ipynb', 'Cars Program.ipynb', 'CIE 2.b Ans.ipynb', 'CIE 2.ipyn b', 'CIE 3 Question Paper.ipynb', 'CIE-2.b.ipynb', 'CIE-3.ipynb', 'Cisco Pac ket Tracer 8.1.1', 'Company\_web', 'Confusion matrix and Accuracy.ipynb', 'Co ntacts', 'Cookies', 'Cross validation 1.ipynb', 'Data Integration 4Week.ipyn b', 'DataVisualization MATPLOTLIB.ipynb', 'DC with PP.ipynb', 'Decision Tre

e.ipynb', 'DFS.py', 'Documents', 'Downloads', 'Dtree BreastCancer.ipynb', 'E mp1.py', 'Emp11.py', 'Emp2.py', 'Emp3.py', 'Emp4.py', 'Emp5.py', 'Emp6.py', 'Emp7.py', 'Emp8.py', 'Emp9.py', 'ex.py', 'exp.py', 'exp1.py', 'exp2.py', 'e xp3.py', 'Factorial.py', 'Favorites', 'Fibonacci.py', 'first python.py', 'fi rst.py', 'Geometry.py', 'Grouping pandas .ipynb', 'Hash.py', 'hello.py.ipyn b', 'hello.txt', 'import libraries.py', 'IntelGraphicsProfiles', 'K-means Cl ustering.ipynb', 'LinearRegression.ipynb', 'LinearRegression1.ipynb', 'Linke dList.py', 'LinkedList1.py', 'Links', 'Local Settings', 'Logistic Regressio

n.ipynb', 'main.py', 'MediaGet2', 'ML Library.ipynb', 'Movie\_data.ipynb', 'M TCars.csv File.ipynb', 'Multiple Linear Regression.ipynb', 'Music', 'My Docu ments', 'NetHood', 'New Microsoft Excel Worksheet.xlsx', 'New Microsoft Word

Document.docx', 'NTUSER.DAT', 'ntuser.dat.LOG1', 'ntuser.dat.LOG2', 'NTUSER.

DAT{1c2b59c6-c5f5-11eb-bacb-000d3a96488e}.TM.blf', 'NTUSER.DAT{1c2b59c6-c5f5

df

**=**

pd

.

read\_csv

(

"C:\\Users\\maths\\aiml\\flights.csv"

)

1

-11eb-bacb-000d3a96488e}.TMContainer00000000000000000001.regtrans-ms', 'NTUS

ER.DAT{1c2b59c6-c5f5-11eb-bacb-000d3a96488e}.TMContainer0000000000000000000

2.regtrans-ms', 'ntuser.ini', 'Numpy DataFrame.ipynb', 'Numpy Moduls.ipynb',

'OneDrive', 'Pandas DataFrame.ipynb', 'pictures1.py', 'Polynomial Regressio

n.ipynb', 'Precision, Recall, F1 Score.ipynb', 'PrintHood', 'PriorityQueue.p y', 'PycharmProjects', 'python.py', 'python1.py', 'python2.py', 'python3.p y', 'python4.py', 'python5.py', 'python6.py', 'python7.py', 'python8. py.tx t', 'python9.py', 'Queue.py', 'Random Forest.ipynb', 'Recent', 'Reg no.43.ip ynb', 'Regression Matrics.ipynb', 'Saved Games', 'seaborn-data', 'Searches', 'SendTo', 'sh.py.ipynb', 'Shru', 'shru.DB', 'shru.main.py', 'shru.num.py', 'shru.py', 'shru.set.py', 'shru.tuple.py', 'shru1.py', 'shrushti.py', 'Simpl e Linear Regression .ipynb', 'skill test.py', 'sonu.DB', 'sonu.py', 'stack.p y', 'stack\_main.py', 'Start Menu', 'stu.py', 'Support Vector Machine.ipynb', 'Templates', 'testrepo', 'Time Series.ipynb', 'ubuntu-2022-07-10-14-26-58.lo g', 'Univariate Pro.ipynb', 'Untitled Folder', 'Untitled.ipynb', 'Untitled1 0.ipynb', 'Untitled11.ipynb', 'Untitled12.ipynb', 'Untitled13.ipynb', 'Untit led14.ipynb', 'Untitled15.ipynb', 'Untitled16.ipynb', 'Untitled17.ipynb', 'U ntitled18.ipynb', 'Untitled19.ipynb', 'Untitled2.ipynb', 'Untitled20.ipynb', 'Untitled21.ipynb', 'Untitled22.ipynb', 'Untitled23.ipynb', 'Untitled24.ipyn b', 'Untitled25.ipynb', 'Untitled26.ipynb', 'Untitled27.ipynb', 'Untitled28. ipynb', 'Untitled29.ipynb', 'Untitled3.ipynb', 'Untitled30.ipynb', 'Untitled 31.ipynb', 'Untitled32.ipynb', 'Untitled33.ipynb', 'Untitled4.ipynb', 'Untit led5.ipynb', 'Untitled6.ipynb', 'Untitled7.ipynb', 'Untitled8.ipynb', 'Untit led9.ipynb', 'usermodule.py', 'Videos', 'VirtualBox VM', 'VirtualBox VMs', 'VirtualBox VMs1', 'volume.py', 'Week-6.ipynb', '\_\_init\_.py']

In [9]:

[10]:

1 df

Out[10]:

**Unnamed: 0 year month passenger**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **0** | 0 | 1949.0 | January | 112.0 |
| **1** | 1 | NaN | February | 118.0 |
| **2** | 2 | 1949.0 | March | NaN |
| **3** | 3 | 1949.0 | April | 129.0 |
| **4** | 4 | 1949.0 | May | 121.0 |
| **5** | 5 | 1949.0 | June | 113.0 |
| **6** | 6 | 1949.0 | July | 124.0 |
| **7** | 7 | 1949.0 | August | 126.0 |
| **8** | 8 | 1949.0 | Septmber | 132.0 |
| **9** | 9 | 1949.0 | Octomber | 116.0 |
| **10** | 10 | NaN | November | 114.0 |
| **11** | 11 | 1949.0 | December | 117.0 |

In [11]:

df

.

isnull

().

sum

()

1

Out[11]:

Unnamed: 0 0 year 2 month 0 passenger 1 dtype: int64

# Handling the program

**Step 1: Detecting NA N/A and na Values**

In [14]:

1. missing\_value**=**["N/a","na",np.nan]
2. df**=**pd.read\_csv("C:\\Users\\maths\\aiml\\flights.csv",na\_values**=**missing\_value) [15]:

1 df.isnull().sum()

Out[15]:

Unnamed: 0 0 year 2 month 0 passenger 1 dtype: int64 In [16]:

df

.

isnull

().

any

()

1

Out[16]:

Unnamed: 0 False year True month False passenger True dtype: bool In [19]:

sns

.

heatmap

(

df

.

isnull

()

,

yticklabels

**=**

**False**

,

annot

**=**

**True**

)

1

Out[19]:

<AxesSubplot:>

![](data:image/png;base64,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)

# Step 2: Lets learn how to to Remove this Values

In

[25]:

df1

**=**

pd

.

DataFrame

(

data

**=**

{

"year"

:[

1

,

np

.

nan

,

3

,

2

,

3

]

,

"month"

:[

22

,

np

.

nan

,

2

,

np

.

nan

,

22

]

})

1

2

3

4

[26]:

1df1

Out[26]:

**year**

|  |  |
| --- | --- |
| **0** 1.0 | 22.0 |
| **1** NaN | NaN |
| **2** 3.0 | 2.0 |
| **3** 2.0 | NaN |
| **4** 3.0 | 22.0 |

In [28]:

df1

.

dropna

()

1

Out[28]:

**year month**

**0** 1.0 22.0

**2** 3.0 2.0

**4** 3.0 22.0

In [29]:

df1

.

dropna

(

how

**=**

'all'

)

1

Out[29]: **year month**

|  |  |
| --- | --- |
| **0** 1.0 | 22.0 |
| **2** 3.0 | 2.0 |
| **3** 2.0 | NaN |
| **4** 3.0 | 22.0 |

[30]:

1df1

Out[30]:

**year**

|  |  |
| --- | --- |
| **0** 1.0 | 22.0 |
| **1** NaN | NaN |
| **2** 3.0 | 2.0 |
| **3** 2.0 | NaN |
| **4** 3.0 | 22.0 |

In [31]:

df1

.

fillna

(

0

)

1

Out[31]: **year month**

|  |  |
| --- | --- |
| **0** 1.0 | 22.0 |
| **1** 0.0 | 0.0 |
| **2** 3.0 | 2.0 |
| **3** 2.0 | 0.0 |
| **4** 3.0 | 22.0 |

In [32]:

*# Forward fill*

df1

.

fillna

(

method

**=**

'ffill'

)

1

2

Out[32]: **year month**

|  |  |
| --- | --- |
| **0** 1.0 | 22.0 |
| **1** 1.0 | 22.0 |
| **2** 3.0 | 2.0 |
| **3** 2.0 | 2.0 |
| **4** 3.0 | 22.0 |

[33]:

1df1

Out[33]:

**year**

|  |  |
| --- | --- |
| **0** 1.0 | 22.0 |
| **1** NaN | NaN |
| **2** 3.0 | 2.0 |
| **3** 2.0 | NaN |
| **4** 3.0 | 22.0 |

In [34]:

*# Backward fill*

df1

.

fillna

(

method

**=**

'bfill'

)

1

2

Out[34]: **year month**

|  |  |
| --- | --- |
| **0** 1.0 | 22.0 |
| **1** 3.0 | 2.0 |
| **2** 3.0 | 2.0 |
| **3** 2.0 | 22.0 |
| **4** 3.0 | 22.0 |

In [35]:

df1

.

interpolate

()

1

Out[35]: **year month**

|  |  |
| --- | --- |
| **0** 1.0 | 22.0 |
| **1** 2.0 | 12.0 |
| **2** 3.0 | 2.0 |
| **3** 2.0 | 12.0 |
| **4** 3.0 | 22.0 |

In [36]:

df\_drop

**=**

df

.

dropna

()

1

[37]: 1 df\_drop Out[37]:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **0** | 0 | 1949.0 | January | 112.0 |
| **1** | 1 | NaN | February | 118.0 |
| **2** | 2 | 1949.0 | March | NaN |
| **3** | 3 | 1949.0 | April | 129.0 |
| **4** | 4 | 1949.0 | May | 121.0 |
| **5** | 5 | 1949.0 | June | 113.0 |
| **6** | 6 | 1949.0 | July | 124.0 |
| **7** | 7 | 1949.0 | August | 126.0 |
| **8** | 8 | 1949.0 | Septmber | 132.0 |
| **9** | 9 | 1949.0 | Octomber | 116.0 |
| **10** | 10 | NaN | November | 114.0 |
| **11** | 11 | 1949.0 | December | 117.0 |

**Unnamed: 0 year month passenger**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **0** | 0 | 1949.0 | January | 112.0 |
| **3** | 3 | 1949.0 | April | 129.0 |
| **4** | 4 | 1949.0 | May | 121.0 |
| **5** | 5 | 1949.0 | June | 113.0 |
| **6** | 6 | 1949.0 | July | 124.0 |
| **7** | 7 | 1949.0 | August | 126.0 |
| **8** | 8 | 1949.0 | Septmber | 132.0 |
| **9** | 9 | 1949.0 | Octomber | 116.0 |
| **11** | 11 | 1949.0 | December | 117.0 |

In [38]:

df

1

Out[38]:

**Unnamed: 0 year month passenger**

[39]:

Out[39]:

df

.

fillna

({

'year'

:

232323

})

1

2

3

**Unnamed: 0 year month passenger**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **0** | 0 | 1949.0 | January | 112.0 |
| **1** | 1 | 232323.0 | February | 118.0 |
| **2** | 2 | 1949.0 | March | NaN |
| **3** | 3 | 1949.0 | April | 129.0 |
| **4** | 4 | 1949.0 | May | 121.0 |
| **5** | 5 | 1949.0 | June | 113.0 |
| **6** | 6 | 1949.0 | July | 124.0 |
| **7** | 7 | 1949.0 | August | 126.0 |
| **8** | 8 | 1949.0 | Septmber | 132.0 |
| **9** | 9 | 1949.0 | Octomber | 116.0 |
| **10** | 10 | 232323.0 | November | 114.0 |
| **11** | 11 | 1949.0 | December | 117.0 |

In [ ]:

**Training and Testing Data**

In

[74]:

Out[74]:

**import**

pandas

**as**

pd

df

**=**

pd

.

read\_csv

(

"C:\\Users\\maths\\aiml\\carPrice.csv"

)

df

.

head

()

1

2

3

**Mileage Age(yrs) Sell Price($)**

|  |  |  |
| --- | --- | --- |
| **0** 69000 | 6 | 18000 |
| **1** 35000 | 3 | 34000 |
| **2** 57000 | 5 | 26100 |
| **3** 225000 | 2 | 40000 |
| **4** 46000 | 4 | 31500 |

In

[75]:

In

[76]:

Out[76]:

**import**

matplotlib

.

pyplot

**as**

plt

**%**

matplotlib

inline

plt

.

scatter

(

df

[

'Mileage'

]

,

df

[

'Sell Price($)'

])

1

2

1

2

In

[77]:

In

[78]:

<

matplotlib.collections.PathCollection at

0x2297842d130>

![](data:image/png;base64,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)

Out[78]:

x

**=**

df

[[

'Mileage'

,

'Age(yrs)'

]]

y

**=**

df

[

'Sell Price($)'

]

x

1

2

1

**Mileage Age(yrs)**

|  |  |
| --- | --- |
| **0** 69000 | 6 |
| **1** 35000 | 3 |
| **2** 57000 | 5 |
| **3** 225000 | 2 |
| **4** 46000 | 4 |
| **5** 59000 | 5 |
| **6** 52000 | 5 |
| **7** 72000 | 6 |
| **8** 91000 | 8 |
| **9** 67000 | 6 |

In [79]:

y

Out[79]:

1. 18000
2. 34000
3. 26100
4. 40000
5. 31500
6. 26750
7. 32000
8. 19300
9. 12000
10. 22000

Name: Sell Price($), dtype: int64 In [80]:

**from**

sklearn

.

model\_selection

**import**

train\_test\_split

x\_train

,

x\_test

,

y\_train

,

y\_test

**=**

train\_test\_split

(

x

,

y

,

test\_size

**=**

0.2

)

In

[81]:

X: 10

X\_train: 8

print

(

"X:"

,

len

(

x

))

print

(

"X\_train:"

,

len

(

x\_train

))

print

(

"X\_test:"

,

len

(

x\_test

))

X\_test: 2 In [82]:

x\_train

Out[82]: **Mileage Age(yrs)**

**8** 91000 8

**2** 57000 5

**5** 59000 5

**0** 69000 6

**9** 67000 6

**3** 225000 2

**7** 72000 6

**6** 52000 5

In [83]:

x\_test

Out[83]: **Mileage Age(yrs)**

**4** 46000 4

**1** 35000 3

In [84]:

y\_train

Out[84]:

8 12000

2 26100

5 26750

0 18000

9 22000

3 40000

7 19300

6 32000

Name: Sell Price($), dtype: int64 In [85]:

y\_test

Out[85]:

4 31500

1 34000

Name: Sell Price($), dtype: int64 In