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**ROLL NO:SU92-BSSEM-S24-071**

**LAB 4**

#include <iostream>

using namespace std;

class ListNode {

public:

int data;

ListNode\* nextNode;

ListNode(int val) {

data = val;

nextNode = NULL;

}

};

class LinkedList {

public:

ListNode\* first;

LinkedList() {

first = NULL;

}

void insertAtPosition(int position, int value) {

if (position < 1) {

cout << "Invalid position!" << endl;

return;

}

ListNode\* newNode = new ListNode(value);

if (position == 1) {

newNode->nextNode = first;

first = newNode;

return;

}

ListNode\* temp = first;

int index = 1;

while (temp != NULL && index < position - 1) {

temp = temp->nextNode;

index++;

}

if (temp == NULL) {

cout << "Position out of bounds!" << endl;

delete newNode;

return;

}

newNode->nextNode = temp->nextNode;

temp->nextNode = newNode;

}

void printList() {

if (first == NULL) {

cout << "The list is empty!" << endl;

return;

}

ListNode\* temp = first;

while (temp != NULL) {

cout << temp->data << " -> ";

temp = temp->nextNode;

}

cout << "NULL" << endl;

}

};

int main() {

LinkedList myList;

myList.insertAtPosition(1, 5);

myList.insertAtPosition(2, 10);

myList.insertAtPosition(3, 15);

myList.insertAtPosition(2, 20);

myList.insertAtPosition(10, 25);

myList.printList();

return 0;

}

**OUTPUT**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAacAAABmCAYAAABvLF49AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABSYSURBVHhe7Z17yBTVG8fHTPPWz7yUaKmhiJSm0cVLf5RdKLNUJE2JvBSFpaallQoagpIa3bRUJAgzgkwjUHuziLSLmZaRt0o0w8ykTE1EzfLy43OcZ5sdZ/edXXdfZ/f9fuAw1505z5mZ53vOc87O1OjUqdMpTwghhEgQ5/lTIYQQIjFInIQQQiQOiZMQQojEkbHP6dixY97hw4fdlHTixAl/ixCiqqlZs6Z3wQUXuNSgQQOvdu3a/hYhypMzxOnUqVPe/v37vYMHD/prhBBJo1GjRi4JUa6khfVOnjzp/frrrxImIRLOgQMHvN27d7vKpBDlSJo40WL6999//SUhRJIh3I5ICVGOpMTp6NGj3qFDh/wlIUQpQJQDkYpDVbeyGjZs6M9VDWpFlhdOnLioDH7QxRWitOCZPXLkSKxnt0aNGv5ceVLu9lU3UuKkcJ4Qpck///yjiqUoO1LixA0uhCg9COtlEqfqKloS69LHiROj9PQ/JiFKk+PHj2d0xtU11KUQX+mTGhCRC8uWLXODJ+Ik9m3VqpX/SyFEMVBLQZQbOYsTYlO/fn2vQ4cO3oUXXpg1sQ/7zpkzx/+1EKJUuOOOO/w5IaqenMWpR48e3rBhw7xffvnFX5MZ9mFffiNEdeTRRx/17rnnHn8pHSIKzz//vL+UPEaNGuXPCVH15BXW27JlS2QILyqxr8gMzotyOld899133qJFi/ylZFNKeTX++OMP78UXXzxDoBCmjz76yF8SQoTJS5yiQnjZUr5Qq/zxxx9TQsd8ENseBgcWdvjFFoEbbrjBHT9T/5ptj8pvITCbLe3cudObNGmSv7V4ZLLbyjuY1qxZ49YXA+w/21ZIZdcwH959911v7NixaQJlwrR8+XLvySefdOuqM02bNvXnziTbNlHe5CVOVQF9W8OHD/e2bdvmPf300y7xMAeZPXu2e/llprBJVfLll196P/30kzd58mR/TToTJ05070K79NJLi5pfKyve+PHYY4/5a4tHZXa//fbbLj/z58931+q5554rikD16tXLa9mypb+UH5XZki9BgcJ2CVM6L730knf//ff7S//BOraJ6kne4kQt9ffff3cpXEOndUAtNF9w3vRT4dh69+7tzZs3zyV7mAnvkOjTImw4cuRItz4u1Fw/+eSTVI3+tddec+s5L8dlHXZZTdxaAdY6YT9spnXCMlOO+fHHH3u33367+02YLl26OIeEQEXl18qT4yHMhp3XCC9H0aRJEzddt26dm3ItaLXwWxI2RrUOKBPygH3YHGy1BvPE79kXuzluNru//fbb1LVjH97fOGTIELctU3lnuj5BgnllH0CgbJ7rY/lnv2D+KT/OyzrbbufOZsvZgEDNmDHDifOGDRsSJ0wMfqA8gumSSy45Y92ECRP8XxSOJ554wuvfv3+aQDHPOraJ6kne4jRgwACvX79+3pQpU7y77rrLreOBBx6+adOmufl86Nmzp5tOnTrVTcNs3brVJWAkIKMCo5xtJqgZt2jRwv2Oh3LFihVuPTVbjksocsSIEa7lFhRZzkErAEdDq2Tx4sVuX5wnQonDqVOnzhktA3N8bEegovJLrb9Zs2bu+Aiz/SZXcH7jx493rZS1a9e6dbQIVq9e7c5LYlu4dcD52Ibd2Pf++++7vGKfDWpBCAz2xf5x48ZltDsMZbRx40avTZs2bjlTeWe6PkY4rxY6rqiocPMcgzLgPrRjUzkIinrbtm1d+bB91apVqXPHtSVXuN5jxoxxeezWrVtaWSaBDz/80FUEg4n+svA6BLbQ/Pnnn95DDz2UEigTJtaxTVRP8hanxo0bO6dHrbh79+5u3dVXX+2mTz31lHMeQceeC//73//cNNOIwIEDB7oEOCfezJxLKIbaPOE1nNUDDzzgff31185ZYJPVvhcsWOD27dy5s5sCjhh7Yc+ePU6gqU3u27fPrQNaK9YyMG677Ta3Pw7vr7/+8urVq+eNHj3a33oas4fj07rKN0SFsyWRDxy0XQNewrl06VJnK3ZaGQOOE+f8yiuvuPI02rdv7yocVhbUpA1arDhy7gGIsjsK/lrw999/Zy3vqOtjZMprEH4DwXtkx44dzh6DMrYKFPcr2LWOa0tcyLOF8shTuA9KpAuUhElA3uJEeIaHi2Q1Ums5ISrURvNtPfFbiArnRMFDHxWKCbZOgsPZEQBq5OST3+G0zfHScjEHTzIxAnPEgBDTcsDZBvtRpk+f7nXs2DElCkyppZOsVQN33323m0ZRt25dfy5/qKEDDpeWRp8+fbwlS5Z4119/vetXCcPLQ7t27eoveU4s2rVr5/qKKIcwe/fu9edOE7Y7Cq4HlRbOn628o65PkHBewwSFNxMIpHHZZZf5c6eJY0tcgsKEmANiKYE6E8Tovvvuc0nCJPIWJ4Rj7ty5Lm3atMmts5YTUBvFIecDzgkHNmjQICd8OH76EEwEmdo8hEMxs2bNclP7Lc4ZcbIaOE4Hp00tFsdBmItz4vSoMeNQSNlCa+SHARmEvBBqsxUB27x5swvhAAMhOG7QAePwaRkEnZ/ZwzlpUZhAc2wT2XDfXhTYS+L8nJfwHK0wnPHChQudODVv3tzf+zSIAC2RYDiRPNAipVyylYMRttu45pprUtfg888/d+uwI1t5R10fIyqvwLFokULw+gMCQCgx2ALjetn9QiXKygoy2ZIPtJCDwmSYQHH/iP/gOpCEyFmcuHFwJDzQ9JGQolpIOJHWrVunHGuuUNO3+Ly1OMyJEZ4JhmiAUAxhNsC5zJw50/Vb8NvBgwe7MJQ5gltuucV17BJOomZuLTT6JnCE7Isjw7Fmgn429iMhpAiVgZMj30BfB/sEYV/KEeEycKzkh7wiXjhvIG84VrZlay0Y2Eui9UV/INeBigKj98gHTpIQYxiuIeVNyAynTX+fnTfud3mCdhtUMOwaUE70U1oLNFN5Z7o+RjivgJgjWAyCsOtPXjgGFSi2P/zww25fIKzH79mOUJEXysqIsiUfKO+wMBkIFP04SYV+SiHOFTU6dep0is9l7Nq1y1+VHfpYCGXh6IMPcxQICeEhvhVV7IeQ2jaduoSNKstXVcBINpxqlHCXM6VgNy0qKjfBln4UpXQNaR3XqlXLX0oGVGr4GKIQ+ZBzywmRQWyo6VLrzJaoEVeFMAG1ZfJUyI7ss4Fw1FVXXeUvVR/Kye7qeg2FSAI5t5yEKHXitpxKCbWcRLmR94AIIUoVBlqUkzBlQx8bFKWKxEmIMkYfGxSlisRJCCFE4pA4CVFNKPdQl0J55cV5XNATJ074i0KIcqWqQ11VPRhCobzywonTsWPH/EUhRCnCM3zy5El/SYjS5zyGkfMyUiFE6cJrroiASKBEuVCjYcOGpxTWE6L0Of/8872LLrrIq127tlezZk237vjx425aHaE8ROlSo0GDBupFFEIIkSg0Wk8IIUTikDgJIYRIHBInIYQQiUPiJIQQInFInIQQQiQOiZMQQojEIXESQgiROCROQgghEofESQghROKQOAkhhEgciRCnnj17eqNGjfKX8qdQx6nOUIZvvvmmt2rVKpdmzZrlb6mc+fPnu98kmfHjxyc+j0KIkDiZcwkmnFP37t39PYrD6NGjvf79+zvHGIZ1OJQrrrjCX5OZbMcpRXKxvRBwnSdMmOA1adLEXfsPPvjA27Bhg79VAOXCNRFCFJfIlhNOifTVV1957dq18yZPnlxUB1lRUeGc4Pr16/01/9G5c2fvzjvv9Fq3bu2vyUy245QiudheCPr27eumU6dO9aZMmeLNnDnTe/311906IYSoSiLFCadEohY9e/Zsr169et7AgQP9rYXn1Vdf9caMGePt3bvXX5MfhTpOdaVRo0berl27vDVr1vhrhBDi3JD2yQzCeu3bt/d69OjhrzkNoYytW7d6w4cPd8v33nuvN2DAAO/iiy/2jhw54m3cuNF74YUX0kSB0EfHjh29li1b+ms8t53fASErxC9I8Lz8nlZDJmzfyo5jVJZnbEeEV65c6UKDzGPzggULcnbWcc4FVp4QXBfX9rjEuV4Qla9csPtn4cKFqTJE7N566y1vxYoV/l5nXz7AcmXXi+OPGzfO69atm1vmPj569Kgr2/C9lu1eDWLhTipvQojikfOACBzLiBEj3DwP6bZt29zDP23aNLcOGJRgztVChJaMnTt3ptbhVMIQngtuI8Ro+5OMyo4DcfIMOKeuXbt6n376qTsfjtZ+F5e458pGXNvjUFl+rF+L1LhxY5dsmZRPOPfmm2/21q1b5xw5/VdUHuw4hSgfo7LrxTE5NuXIuZo3b+5dd911/tbTxLlXhRBVT6XihDOBPXv2uOmtt97qps8884yrPRJG4+HHMZgDop8K5s6dmwoRkoL9Fz/88ENq/Y4dO/y1/0FNO7gNR2f7k4zKjgNx8my8/PLLbh8cKg4vWJuOQy7nykRc2+NQWX6sX4tES4Nky6R8+rueffZZ12dFIiwMffr0cdNClE+QTNcLOzgmx6a1xT5RLcI492qYw4cP+3NCiGIRKU5Wa54xY4ariRJ6WbRokdtmDzyiYJgTNUe2evVq95vp06e7Yck4KRO5c0GcPBvBfQ4cOODPxSeXc1UFleUHR0yIi8R+JFsmBcNxcQmeK/z7QpdPput17bXXuqkd29iyZYs/d5p87tXt27f7c0KIYhEpTlZr7tSpkwsxMXor6AQq45133vGGDh3q+h52797tdejQwYkcD3+uVJdaKn0mYcrB9kL9DSGqfApBrvcqFbZyGQ0qRJKJFCerNffq1cuFXYIDAqj1UvsNhmDatGnjpvT/GHQoExoh3ELHMqEpQi65OiurpbZo0cJN8yFungtB3HMFnS0hqKjwYanZHsWgQYPc9LPPPnPTQpZPNuxY4bJDfMLkcq8ePHjQnxNCFJNYo/WCWIc2D/Q333zjHn76LXA6FtMnJFi3bl03MgoYokwrDBA8ePDBB53TAZwT57VOaFprFg5inzfeeMPN08lux8TZIZpxjhMnz1G2YwctyGzlESbOuah901FP/n777beUc2YwAp37DImHymyPQ5z8GFGj5HLBytDKn8EH2ICzJ1wGhSqfONfL9gkeh2OQJ9snzr1qcK8NGTLEHY9KmxCieOQ8Wo8wCJ3HgCOgQ5mO6EmTJrl1wAPOwx8MDzIqi/CgwSgr244DAVvGWRk4MTrV9+3bl3ZMI85x4uS5UMQ5F8OmcXDk76abbvLee+89tx6nybBoozLb41CVtlufj+Vz//797twmTFDI8qkMjmnH4VwM6kEQg8S5Vw0Ejv6pfPoihRC5kdZyEkIIIZJAzi0nIYQQothInIQQQiQOiZMQQojEIXESQgiROCROQgghEofESQghROKQOAkhhEgcaf9zivo2EkS9TSAp8MdMvtnDnyd55Q1/kuRtCnPmzHF/YjV4M0Hv3r3da2lsn+CfQ5MGr/fhDd78yZg8Z7oG5WhXKd6H9jaKJUuWpN7wYW+s4I0XvKmEN2WEbTBbbZ+oN1+EibOPEKVOZMuJB8i+aUNau3atv6VwBN+tli8IE6/34VU3fLCOvPJxOx7akSNH+nuddgC8MqdOnTpp+xTDiRfCLuATE7wNgbcsZKJc7TJK5T4MgugKIc6eSHHiMwNxv22TL48//rh783Pw3Xi5QsuImurEiRNd7ZO8UitlffAFn9Rewb4hxD44Phx5vufORCHsgqVLl7qXkGZ7h1u52mWUyn1o0HLN9MJYIURuZOxzolZOKhabNm1yNX5epEnrh7BGPg81Div8ElRq5UFHw/vbcNrBz35YLdy++1MoCmUXeQ2GJaMoV7uClMp9CLRcuR59+/b11wgh8iVSnKiR0xIhVVRUuFploSEuTw0aZ0BIjj4j++Ab/ShnA2+exkkY9EXxsk4Ei34AnB0v8YTgS2YLQTHtClOudhmleB9SOeAYQoizI02c+FYNTp1QGQ8rH2ADapVxa5M4SDp+MyWcaBA6gXE+DGqg5klYxD7lnQ84FJx1uH8CJ45zw+H169fPXxufc21XJsrRrlK+Dy30WAwhFaI6kSZOhMfot6A2ycPKg7ZgwQK37cYbb3TTyuAjb8FO7HDiEwYGIsJDTC113rx5XpMmTdznE+ycuYLjGjZsmHMu4f4JvtlDfwfnz6dj/VzalY1ytKvU70NaYIVuuQpR3ThjKDm11mAfDg/u4sWL3QNNp3ShYEQZHfdAHwTHX7ZsWU79EUEQpsmTJ7tvH40dOzbtOISEECwcnoEzoibOt4X4xlChKLRdQE2flkQw/1CudpXifcjwbsAW7kVCgwgcI0lp/SGyUfbS0mfEpe2joeRCnCat5TR69Gjn2IPwHxo4fPiwmxaK5s2bu4eXh5KYP7XjfBwdTosQDc4ARx0WJuDjcTzMwWHDNuR35cqVblooCmVXHMrVrlK8D4Mgqhwj3PeEMNmXeI0rr7zSTfX5dyHSSWs54eTpu+AhYhgvIaMuXbq4bUOHDi2aMzobZs2a5UIoDOPlE95BCN1QG6UmTn8C+edLqPY5d2qyxfhPUCGgBWROjGtieQfCeIx6K1e7SvE+DLacYNSoUamv9lqryNZRidq8ebP7Ci8tK5YHDx7s9rVWES24MHY/x9lHiFKnZu3atVNebPXq1V6zZs28tm3bOod/+eWXe99//70LEeEokgiDAJo2berVqlXLDa0OpkOHDjmbtm/f7sQLuxhizSg31ifVgcMjjzziHBd2QP369VN24diwqVztKsX70Fp2y5cvd9Off/45Ndrviy++cHbx9g7satWqlbOLVtT69evd9eI6AsfhfrYyCSa7n+PsI0Spo8+0CyGESBwZ/4QrhBBCnCskTkIIIRKHxEkIIUTikDgJIYRIHBInIYQQiUPiJIQQInFInIQQQiQOiZMQQojEIXESQgiROCROQgghEofESQghROKQOAkhhEgcEichhBCJQ+IkhBAicUichBBCJA6JkxBCiMQhcRJCCJE4JE5CCCESh8RJCCFE4pA4CSGESBwSJyGEEIlD4iSEECJxSJyEEEIkDM/7P6GLZjXz7iasAAAAAElFTkSuQmCC)**

**EXPLANATION**

* ListNode Class – Represents a node with data and nextNode.
* LinkedList Class – Manages the linked list using first.
* insertAtPosition – Inserts a new node at a specific position.
* Handles Invalid Positions – Prevents out-of-bounds insertions.
* printList – Displays the linked list.
* main Function – Inserts nodes at different positions.
* Final Output – Prints the updated linked list.