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Gradient Boosting Tree

1. **What does the model you have implemented do, and when should it be used?**

Gradient Boosting Tree (GBT) is an algorithm used in supporting machine learning for regression problems. It develops an additive model that is constructed sequentially through using predictions from decisions trees which each step aims at capturing residuals of the trees employed earlier on. This approach makes it flexible for use when dealing with large amounts of datasets, and good for recognizing non-linear patterns.

When to use it:

* When you are working with numeric features and your target variable is a continuous variable (regression problem).
* When it is difficult to express a dependence between an independent variable and a target by reference to the linear equation of regression.
* When it is necessary to understand, which features affect models’ decisions in decision trees.
* It is most appropriate for datasets of considerable size but not for datasets to which a large number of observations is attributed as the GBT models can be resource demanding when used on large datasets.

1. **How did you test your model to determine if it is working reasonably correctly?**

Synthetic Dataset:

To further evaluate this model, we tested it on a synthetic data which was created using a linear weighted sum of all the features with some noise added. The use of the model was an efficient approach to reducing the Mean Squared Error (MSE) and proposed values that were near the actual numbers.

Real Datasets:

Applied the model to various real-world datasets:

* Energy Efficiency Dataset: Predicted heating loads in buildings.
* Medical Cost Dataset: Forecast of insurance to charges depending on demographic and health characteristics.
* Auto MPG Dataset: In these models fuel efficiency in terms of car’s MPG has been predicted based on vehicle characteristics.
* Wine Quality Dataset: To reflect the quality of wine three general metrics of quality where used to predict the quality scores of the wine given in function of the chemical features.

Validation Metrics:

* Summarized the model’s validation by manually calculating the Mean Squared Error (MSE) for accuracy’s sake, not without prebuilt libraries.
* Calculated probabilities of the light level to ensure that they were realistic, that is, within the optimal range of the target values and consistent with the data trends.

Debugging:

* Measures the numbers of input features, targets, and prediction to standardization among datasets.
* The findings were then analyzed relative to baseline models such as mean predictions to establish improved outcomes.

1. **What parameters have you exposed to users of your implementation in order to tune performance?**

The following parameters are exposed in the implementation:

n\_estimators: Number of decision trees to train.

* Higher values allow better learning but increase training time.
* Default: 50.

learning\_rate: Determines the contribution of each tree to the final prediction.

* Smaller values prevent overfitting but require more trees.
* Default: 0.1.

max\_depth: Maximum depth of individual trees.

* Controls the complexity of each tree and prevents overfitting.
* Default: 3.

loss: Loss function for computing gradients.

* Current implementation supports squared error for regression

1. **Are there specific inputs that your implementation has trouble with?**

Categorical Features:

It is also important to note that the current development does not directly cater for categorical variables. Such features must be encoded by users using one-hot encoding or label encoding.

Large Datasets:

An important limitation of handling very large datasets (e.g., millions of samples) involves high computational costs, owing to the sequential structure of gradient boosting.

Imbalanced Data:

In the case of having highly skewed distributions in a target variable, it becomes hard for a model to predict an event that rarely occurs.

High-Dimensional Features:

In particular, if the number of features is large enough and varies, for example, in thousands, then the splits of the decision tree are also large enough and may not generalize well, so the model will begin to over-fit.

**Given more time, could you work around these, or is it fundamental?**

Yes, most of these issues can be addressed with additional time:

* Categorical Handling: One of the modifications carried out is to try to incorporate directly splits of categorical variables in the decision tree.
* Scalability: The use of parallelization, or incremental boosting technique such as chunking of the data will go a long way in ensuring that the techniques do not give out negative results.
* Loss Function Extension: It will also enhance its support for other types of losses such as absolute error, Huber, or type of classification loss.

However, some challenges such as overfitting when working with high dimensional features are all inherent characteristics of a decision tree model and may only be solved either with external data preprocessing tools or by use of other architectures of the model.

**How to run the code**

Step 1:

Clone or download the code: Ensure all the datasets are in the correct paths as mentioned in the code.

Step 2:

Install necessary dependencies
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Step 3:

Run the script

![](data:image/png;base64,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)

Step 4:

Ensure all the datasets are properly loaded and called

Note: Update paths in the script, if required.

**Basic Usage:**

* For Synthetic Data, you can run this code directly

CODE:

import numpy as np

class DecisionTreeRegressor:

"""

A simple decision tree regressor for fitting residuals.

"""

def \_\_init\_\_(self, max\_depth=3):

self.max\_depth = max\_depth

self.tree = None

def \_split(self, X, y):

"""

Find the best split for a dataset.

"""

best\_split = {"feature": None, "threshold": None, "loss": float("inf")}

n\_samples, n\_features = X.shape

for feature in range(n\_features):

thresholds = np.unique(X[:, feature])

for threshold in thresholds:

left\_mask = X[:, feature] <= threshold

right\_mask = ~left\_mask

if np.sum(left\_mask) == 0 or np.sum(right\_mask) == 0:

continue

left\_residuals = y[left\_mask]

right\_residuals = y[right\_mask]

# Mean squared error as loss

loss = (

np.sum((left\_residuals - np.mean(left\_residuals)) \*\* 2) +

np.sum((right\_residuals - np.mean(right\_residuals)) \*\* 2)

)

if loss < best\_split["loss"]:

best\_split = {

"feature": feature,

"threshold": threshold,

"loss": loss,

"left\_mask": left\_mask,

"right\_mask": right\_mask,

}

return best\_split

def \_build\_tree(self, X, y, depth):

"""

Recursively build the decision tree.

"""

if depth >= self.max\_depth or len(set(y)) == 1:

return {"value": np.mean(y)}

split = self.\_split(X, y)

if split["feature"] is None:

return {"value": np.mean(y)}

left\_tree = self.\_build\_tree(X[split["left\_mask"]], y[split["left\_mask"]], depth + 1)

right\_tree = self.\_build\_tree(X[split["right\_mask"]], y[split["right\_mask"]], depth + 1)

return {

"feature": split["feature"],

"threshold": split["threshold"],

"left": left\_tree,

"right": right\_tree,

}

def fit(self, X, y):

self.tree = self.\_build\_tree(X, y, 0)

def \_predict\_one(self, x, tree):

"""

Predict a single sample using the tree.

"""

if "value" in tree:

return tree["value"]

feature = tree["feature"]

threshold = tree["threshold"]

if x[feature] <= threshold:

return self.\_predict\_one(x, tree["left"])

else:

return self.\_predict\_one(x, tree["right"])

def predict(self, X):

return np.array([self.\_predict\_one(x, self.tree) for x in X])

class GradientBoostingTree:

"""

Gradient Boosting Tree implementation with explicit gamma calculation.

"""

def \_\_init\_\_(self, n\_estimators=100, learning\_rate=0.1, max\_depth=3, loss="squared\_error"):

self.n\_estimators = n\_estimators

self.learning\_rate = learning\_rate

self.max\_depth = max\_depth

self.trees = []

self.init\_prediction = None

self.loss = loss

def \_gradient(self, y, y\_pred):

"""

Compute the gradient of the loss function.

"""

if self.loss == "squared\_error":

return y - y\_pred

raise ValueError("Unsupported loss function")

def \_gamma(self, residuals, region):

"""

Compute the optimal gamma for a region as per Equation (10.30).

"""

return np.mean(residuals[region])

def fit(self, X, y):

"""

Train the gradient boosting tree model.

"""

self.init\_prediction = np.mean(y) # Start with the mean prediction

predictions = np.full\_like(y, self.init\_prediction, dtype=np.float64)

for \_ in range(self.n\_estimators):

# Compute residuals (negative gradients)

residuals = self.\_gradient(y, predictions)

# Train a decision tree on residuals

tree = DecisionTreeRegressor(max\_depth=self.max\_depth)

tree.fit(X, residuals)

self.trees.append(tree)

# Update predictions with the tree's contribution

tree\_predictions = tree.predict(X)

for region in np.unique(tree\_predictions):

mask = tree\_predictions == region

gamma = self.\_gamma(residuals, mask)

predictions[mask] += self.learning\_rate \* gamma

def predict(self, X):

"""

Predict target values for input data X.

"""

predictions = np.full((X.shape[0],), self.init\_prediction, dtype=np.float64)

for tree in self.trees:

predictions += self.learning\_rate \* tree.predict(X)

return predictions

# Example Usage

if \_\_name\_\_ == "\_\_main\_\_":

# Import necessary libraries

import numpy as np

# Generate synthetic regression data

def make\_synthetic\_regression(n\_samples=100, n\_features=7, noise=0.1, random\_state=42):

np.random.seed(random\_state)

X = np.random.rand(n\_samples, n\_features) # Features: random values in [0, 1]

coefficients = np.random.rand(n\_features) # Random coefficients for linear relation

y = X @ coefficients + noise \* np.random.randn(n\_samples) # Linear relationship + noise

return X, y

# Compute mean squared error manually

def mean\_squared\_error(y\_true, y\_pred):

return np.mean((y\_true - y\_pred) \*\* 2)

# Generate data

X, y = make\_synthetic\_regression(n\_samples=100, n\_features=7, noise=0.1, random\_state=42)

y = y / np.std(y) # Normalize target for simplicity

# Train Gradient Boosting Tree

model = GradientBoostingTree(n\_estimators=50, learning\_rate=0.1, max\_depth=3, loss="squared\_error")

model.fit(X, y)

# Predict

predictions = model.predict(X)

# Evaluate

mse = mean\_squared\_error(y, predictions)

print(f"Mean Squared Error: {mse:.4f}")

print("Predictions for new data:", predictions[:10]) # Display first 10 predictions

* For other datasets

Ensure the correct dataset is loaded and is in the correct directory.

Define X and y for the corresponding features and target variables.

Once you've modified the file path, you can use pytest to run all tests, including real-world datasets and synthetic dataset

* Open a terminal in the directory containing your test script.
* Run Pytest with the following command: pytest test\_datasetname.py