**Inheritance:**

Inheritance allows you to define a class in terms of another class, which makes it easier to create and maintain an application. To use inheritance, you start with a base (parent) class and then derive a child class from the base class. Inheritance works under the “is a” relationship model.

What is unique about an “is a” relation is that it works only in one direction, which is a child to parent. The following diagram demonstrates the “is a” relationship for some animals.
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The base class is Animal and the derived classes (children) are Dog, Cat, and Monkey. Translating one of the relationships into a statement, you would get along the lines of “A monkey is an animal”. Notice that the other way around doesn’t work. The phrase, “An animal is a monkey” is not a true statement.

Inheritance is one of the most important aspects of Object Oriented Programming (OOP). The key to understanding Inheritance is that it provides code re-usability. In place of writing the same code, again and again, we can simply inherit the properties of one class into the other.

OOP is all about real-world objects and inheritance is a way of representing real-world relationships. Here’s an example – **car, bus, bike** – all of these come under a broader category called **Vehicle**. That means they’ve inherited the properties of class vehicles i.e all are used for transportation.

We can represent this relationship in code with the help of inheritance.

**What is Inheritance in Object Oriented Programming:**

Inheritance is the procedure in which one class inherits the attributes and methods of another class. The class whose properties and methods are inherited is known as the Parent class. And the class that inherits the properties from the parent class is the Child class.

**The interesting thing is, along with the inherited properties and methods, a child class can have its own properties and methods.**

You may use the following syntax:\ to implement inheritance in Python:

class parent\_class:

body of parent class

class child\_class( parent\_class):

body of child class

Let’s see the implementation:

class Car: #parent class

   def \_\_init\_\_(self, name, mileage):

       self.name = name

        self.mileage = mileage

   def description(self):

        return f"The {self.name} car gives the mileage of {self.mileage}km/l"

class BMW(Car): #child class

pass

class Audi(Car): #child class

def audi\_desc(self):

return "This is the description method of class Audi."

obj1 = BMW("BMW 7-series",39.53)

print(obj1.description())

obj2 = Audi("Audi A8 L",14)

print(obj2.description())

print(obj2.audi\_desc())

**Output:**
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We have created two child classes namely “BMW” and “Audi” that have inherited the methods and properties of the parent class “Car”.  We have provided no additional features and methods in the class BMW. Whereas there is one additional method inside the class Audi.

Notice how the instance method description() of the parent class is accessible by the objects of child classes with the help of obj1.description() and obj2.description(). And the separate method of class Audi is also accessible using obj2.audi\_desc().

We can check the base or parent class of any class using a built-in class attribute **\_\_bases\_\_**

print(BMW.\_\_bases\_\_, Audi.\_\_bases\_\_)

![Inheritance in Object Oriented Programming - Print Class](data:image/png;base64,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)

As we can here, the base class of both sub-classes is **Car.**Now, let’s see what happens when using \_\_base\_\_ with the parent class Car:

print( Car.\_\_bases\_\_ )

![Inheritance in Object Oriented Programming - Print sub-class](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI0AAAAtCAMAAACknBh5AAACZFBMVEX///////j///H4/////+r//+P//9zx/////9X/+PH4+P/q/////8f/+Or39/f/+Nzj////+NX/+M7c////+MD/+Lnc+P/O////8bnH////8bL/8av/6sfO+P/A///x6urq6vHq6uP/6qTO8f/A+P/j6uO5+P/q49X/453j49zq48e58f/g4ODV4+P/3Jbj3Me54/+r6v//1Yn/1YLx1aSk6v/U1NSr4/Hxzp2y3Pjjzp251eOW3P//uW2rztzVwKuJ1f/VwJ3cwInxuWakx9z4smaWx/G8vLzxsl+Wx9zqsmbqsl/xq1/OspZ7x//xq1h7x/h0x/jVq3t0wP/qpFiwsLB0wPiWsuPjnUpmuf9mufikpMC5nauCq+Nmsvjclkp7q9xfq+pYq/GYmJjViUNYpOPVgjzOgjxRneNmlsdKltzHdDyre1+ye0qre1jHdC7AdDzAdC5ficCAgIBfiaTAbS5DidVme7K5Zi5Dgs6JbYKyZi48gs6yZiedZkM8e86rXzVDe7KrXy41e8edXzVDdLKWXzU1dMdKbasudMeWSieWSiEnX7KJQzxtUTwnX6s8WII8WHs8UZ01WIknWKttSjWCPDWJPCFtQy4nUZ0uSpY8SmYnSp17NScnSpY1SmZEREQuQ4InQ4ltLjx0LidmNSdtLjV0LiEnQ3QuPIJmLidRLlg1PFFKLl9fLidmJycnNXtfJy5RLidDNSdYJzUnNWZDJ1gnLnRDLicnNUonLm1DJ0MnNUMnJ20hLlgnJ2YtLS08IUMsLCwhJ18uJyEnJy4nJychJy4hIUonISEhISchISH3Dl3qAAACR0lEQVR42mPgG0yAYdQ1uF0zuIAOUWDUNaOuGXXNqGtGuGu8Jgkg9PIsiYSzSzuJs4+jN5BqrhGaFsaA3TVBCdjNT+9hRxXwniVMnGtCi6EgFJdrnFeK43ANLoDhGpHFAcS5pvg0FBTjcA1TdTuYNuk7sjOTm4FnScnUYxMNGBjYuk+fBscUf96O4xMtGRgYBHM2H53txpAPNq4G2ULGinZmIl0DoXG6hmduEoiSWNqq67QplYFn+T5P/bZ5wvB0w9Iw2Vo9d6EsA2vTChdV31hsYcMQsUiYJNfgjCnpjcEgymeXCgND+jxhnuVlDAx6ux3grjHaZsrAILrMj8H4oAOumGJw3StHkmt0dMyK3bG5RmmLH4hKmynAwOCxV45nSRwDg+j6KLhrPE6CIuZUHIPPdjmcrrHdr0aia3SSD7ljcQ3UZtyu2S4JUegDY2Bxjf8GSZJcA8pbC1CcA1XM1pWFP6Z2QyMIKab6oa7hVYAm3vQp3KS75gAW1zCkgE2SWtWo67QpA5yKtVrmIFIxKPFq2ldpgxh2io7hDAwMIVvNuSCOOGED9VEGA8kxdQBbTDForDYFURZTT+4pAufwGccmGCCVxfw5m0+tKRdjYBDM23x8vhuovKw7As7hjIWHDcEK9dYaMlAnFTMwFZRhN4axtplAjTC9HhxTjNmVzAzUyeEMDDLRAlgM4ZS3WpeI3zUaqyFBwhajzMBAndIPF4g/fbxDmNp1OMGaga4tCsK15mhra9Q1o64Zdc2oa0bBKBgFo4AkAABiH6cdwcfkzQAAAABJRU5ErkJggg==)

Whenever we create a new class in Python 3.x, it is inherited from a built-in basic class called **Object.** In other words, the Object class is the root of all classes.

### Inheritance:

Inheritance allows classes to inherit features of other classes. Put another way, parent classes extend attributes and behaviors to child classes. **Inheritance supports reusability**.

If basic attributes and behaviors are defined in a parent class, child classes can be created extending the functionality of the parent class, and adding additional attributes and behaviors.

For example, herding dogs have the unique ability to herd animals. In other words, all herding dogs are dogs, but not all dogs are herding dogs. We represent this difference by creating a child class HerdingDog from the parent class Dog, and then add the unique herd() behavior.

The benefits of inheritance are programs can create a generic parent class, and then create more specific child classes as needed. This simplifies overall programming, because instead of recreating the structure of the Dog class multiple times, **child classes automatically gain access to functionalities within their parent class.**

In the following code snippet, child class HerdingDog inherits the method bark from the parent class Dog, and the child class adds an additional method, herd().

/Parent class Dog

class Dog{

    //Declare protected (private) fields

    \_attendance = 0;

    constructor(namee, birthday) {

        this.name = name;

        this.birthday = birthday;

    }

    getAge() {

        //Getter

        return this.calcAge();

    }

    calcAge() {

        //calculate age using today's date and birthday

        return this.calcAge();

    }

    bark() {

        return console.log("Woof!");

    }

    updateAttendance() {

        //add a day to the dog's attendance days at the petsitters

        this.\_attendance++;

}

}

//Child class HerdingDog, inherits from parent Dog

class HerdingDog extends Dog {

    constructor(name, birthday) {

        super(name);

        super(birthday);

    }

    herd() {

        //additional method for HerdingDog child class

        return console.log("Stay together!")

    }

}

Notice that the HerdingDog class does not have a copy of the bark() method, it inherits the bark() method defined in the parent Dog class.

When the code calls fluffy.bark() method, the bark() method walks up the chain of child to parent classes, to find where the bark method is defined.

//Parent class Dog

class Dog{

    //Declare protected (private) fields

    \_attendance = 0;

    constructor(namee, birthday) {

        this.name = name;

        this.birthday = birthday;

    }

    getAge() {

        //Getter

        return this.calcAge();

    }

    calcAge() {

        //calculate age using today's date and birthday

        return this.calcAge();

    }

    bark() {

        return console.log("Woof!");

    }

    updateAttendance() {

        //add a day to the dog's attendance days at the petsitters

        this.\_attendance++;

}

}

//Child class HerdingDog, inherits from parent Dog

class HerdingDog extends Dog {

    constructor(name, birthday) {

        super(name);

        super(birthday);

    }

    herd() {

        //additional method for HerdingDog child class

        return console.log("Stay together!")

    }

}

//instantiate a new HerdingDog object

const fluffy = new HerdingDog("Fluffy", "1/12/2019");

fluffy.bark();

**Note:** Parent class is also known as super class, or base class. Child class can also be called derived class, or extended class.

In JavaScript, inheritance is also known as [**prototyping**](https://www.educative.io/blog/understanding-and-using-prototypal-inheritance-in-javascript). A prototype object acts as a template for another object to inherit properties and behaviors from. There can be multiple prototype object templates, creating a prototype chain.

This is the same concept as the parent/child inheritance. Inheritance is from parent to child. In our example all three dogs can bark, but only Maisel and Fluffy can herd.

The herd() method is defined in the child HerdingDog class, so the two objects, Maisel and Fluffy, instantiated from the HerdingDog class have access to the herd() method.

Rufus is an object instantiated from the parent class Dog, so Rufus only has access to the bark() method.

| Object | Instantiated from Class | Parent Class | Methods |
| --- | --- | --- | --- |
| Rufus | Dog | N/A | bark() |
| Maisel | Herding Dog | Dog | bark(), herd() |
| Fluffy | Herding Dog | Dog | bark(), herd() |