\Chapter{Szintaktikai elemzés}

% TODO: Formális nyelvekkel, fordítóprogramokkal kapcsolatos könyvek hivatkozásai.

% http://www.informatik.uni-bremen.de/agbkb/lehre/ccfl/Material/ALSUdragonbook.pdf

Ennek a célja az, hogy megállapítsa, hogy érvényes programról van-e szó, illetve hogy majd egyszerűen fa struktúrába rendezhető legyen a program. (AST és CST problémaköre)

Ide kerül a szintaktikai elemzés elemzés elterjedt módjainak a bemutatása. Elvi szinten

\subsection{Példa az összehasonlításhoz}

Az alábbiakban a programozási nyelv nyelvtanának felírása történik meg Extended Backus-Naur From és szintaxis diagram segítségével.

Space ::= " ";

Tabulator ::= "\t";

LineBreak ::= "\n";

Operator ::= "+" | "-" | "\*" | "/";

Whitespace ::= " " | "\n" | "\t" | "\r" | "\r\n";

Digit ::= "0" | non\_zero\_digit;

NonZeroDigit ::= "1" | "2" | "3" | "4" | "5" | "6" | "7" | "8" | "9";

Number ::= [ "-" ], non\_zero\_digit, {digit};

Character ::= "a" | "b" | "c" | "d" | "e" | "f" | "g" | "h" | "i" | "j" | "k" | "l" | "m" | "n" | "o" | "p" | "q" | "r" | "s" | "t" | "u" | "v" | "w" | "x" | "y" | "z";

String ::= '"', ({Character – '"'} | Space), '"';

Identifier ::= Character, {Character | Digit};

Assignment ::= Identifier, "=", (Number | Identifier | String);

Function ::= 'funct', Space, Identifier, "(", {Identifier} ")", LineBreak,

{Tabulator, Assignment, LineBreak},

{Tabulator, Identifier, Operator, Identifier, LineBreak};

Class ::= 'Create', Space, Identifier, "(", {Space, Identifier}, ")", LineBreak,

{Tabulator, Assignment, LineBreak},

{Tabulator, Function, LineBreak};

Program ::= {class};

A szintaxis diagrammal történő felírás

Egy Character leírása

![](data:image/png;base64,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)

NonZeroDigit

![](data:image/png;base64,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)

Number

![](data:image/png;base64,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)

String

![](data:image/png;base64,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)

Identifier

![](data:image/png;base64,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)

Assignment

![](data:image/png;base64,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)

Egy példa forráskód részlet , melyben egy osztály és a benne lévő elemek láthatók

Create NewLangExample(elsoParam, masodikParam)

harmadikParam = 10

funct addAllParam()

elsoParam + masodikParam + harmadikParam

Az alábbiakban a fenti osztály példányosítása és használatának példája látható

pelda = NewLangExample(1, 3)

pelda.setElsoParam(5)

szam = pelda.addAllParam

\section{Java parser generátorok}

Az interneten sokféle parser generátor található, mely segítsétével a szintaktikai elemzés könnyebbé válik, megoldható.

A feladat megoldásához olyan parser generátorra van szükség, mely Java nyelvű, mivel a fordítóprogram ezen a nyelvek kerül megírása.

Emellett a parser generátorok feldolgozás szempontjából is sokfélék, és jelen feladathoz olyan generátort kellett keresni, mely reguláris nyelvvel képes működni.

Az alábbiakban a legelterjedtebb ilyen generátorokat vizsgáljuk meg.

\subsection{AnnoFlex}

Az Annoflex egy Java alapú parser generátor, mely szabadon letölthető és használható, sőt módosítható is. Az AnnoFlex implementálható mind az Eclipse, mind a InteliJ fejlesztőpi környezetekbe, külső eszközként, így bármikor használható lesz.

AZ AnnoFlex megalkotáskor is a használata minél egyszerűbbé tétele volt a fő szempont, legegyszerűbb esetben az alábbi kódot kell megírnunk:

/\*\*

\* **@option** methodName = getNextToken

\* **@option** statistics = enabled

\*/

**public** **class** Example\_Annoflex {

/\*\* **@expr** [0-9]+ \*/ String createNumber() { **return** "number"; }

/\*\* **@expr** [a-zA-Z]+ \*/ String createIdentifier() { **return** "identifier"; }

/\*\* **@expr** [ \n\r\t\f]+ \*/ String createWhitespace() { **return** "whitespace"; }

//%%LEX-MAIN-START%%

//%%LEX-MAIN-END%%

}

Az AnnoFlexnek meg kell adni a beállításokat, méghozzá a megvalósítása szerint az osztálynév előtt és komment formájában kell megadni őket, valamint fontos, hogy a @option annotáció előzze meg őket. Példánkban a metódus nevét állítottuk be, illetve azt, hogy a generálás során statisztikát jelenítsen meg a program.

Ezután az osztályon belül meg kell adni a kifejezéseket és a metódusokat. Itt találkozhatunk több megkötéssel is az AnnoFlex tekintetében. A megadáskor mindenképpen @expr kifejezéssel kell kezdeni, melyet szintén kommentben kell elhelyezni.

A kifejezés után csak és kizárólag reguláris kifejezés állhat. A komment után magát a metódust kell megírni, melynél szintén van megkötés. A metódusok nem lehetnek static módosítóval ellátva, visszatérési értékük nem lehet csak primitív típus vagy String, de mindenképpen az összes így megadott metódusnak ugyanolyan visszatérési értékkel kell bírnia, egyetlen kivétellel, ami a void. Void visszatérési érték állhat más visszetérési érték mellett. További megkötés, hogy a metódusoknak nem lehet paraméterük, csak visszatérési értékük.

Minden egyes metódust csak egy darab reguláris kifejezés előzhet meg, ha több reguláris kifejezés is kellene, hogy ott álljon, akkor a reguláris kifejezések uniójával oldható ez meg, melyhez a | operátor használható.

Ez után következik egy tagek által határolt üres rész, ezt mindig a //%%LEX-MAIN-START%% és //%%LEX-MAIN-END%% határolja, és ide kerül legenerálásra a tulajdonképpeni kód. Ebben ad nagy segítséget az AnnoFlex.

Amennyiben elkészültünk a kifejezések megírásával, akkor a fejlesztőkörnyezetben lefuttathatjuk a AnnoFlex programot, mely eredménye a következő lesz:

/\*\*

\* **@option** methodName = getNextToken

\* **@option** statistics = enabled

\*/

**public** **class** Example\_Annoflex {

/\*\* **@expr** [0-9]+ \*/ String createNumber() { **return** "number"; }

/\*\* **@expr** [a-zA-Z]+ \*/ String createIdentifier() { **return** "identifier"; }

/\*\* **@expr** [ \n\r\t\f]+ \*/ String createWhitespace() { **return** "whitespace"; }

/\*\* **@expr** [^] \*/ String createMisc() { **return** "misc"; }

//%%LEX-MAIN-START%%

//================================================

// \_ \_\_\_\_\_ \_

// / \ \_ \_\_ \_ \_\_ \_\_\_ | \_\_\_| | \_\_\_ \_ \_\_

// / \_ \ | \_ \| \_ \ / \_ \| |\_ | |/ \_ \ \/ /

// / \_\_\_ \| | | | | | | (\_) | \_| | | \_\_/> <

// /\_/ \\_\\_| |\_|\_| |\_|\\_\_\_/|\_| |\_|\\_\_\_/\_/\\_\

//

//================================================

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* Generation Statistics \*

\* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \* \*

\* \*

\* Rules: 4 \*

\* Lookaheads: 0 \*

\* Alphabet length: 4 \*

\* NFA states: 15 \*

\* DFA states: 5 \*

\* Static size: 308 Bytes \*

\* Instance size: 24 Bytes \*

\* \*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

//=================

// Table Constants

//=================

/\*\*

\* Maps Unicode characters to DFA input symbols.

\*/

**private** **static** **final** **byte**[] ***CHARACTER\_MAP*** = *createCharacterMap*(

"\0\t\3\2\0\1\3\2\0\22\3\1\0\17\1\n\0\7\2\32\0\6\2\32");

/\*\*

\* The transition table of the DFA.

\*/

**private** **static** **final** **byte**[][] ***TRANSITION\_TABLE*** = *createTransitionTable*(

"\5\1\2\1\3\1\4\1\0\1\2\1\0\2\0\2\3\1\0\1\0\3\4\1\0\4");

/\*\*

\* Maps state numbers to action numbers.

\*/

**private** **static** **final** **byte**[] ***ACTION\_MAP*** = *createActionMap*(

"\0\1\1\1\2\1\3\1\4\1");

//===============

// String Fields

//===============

/\*\*

\* The current string to be scanned.

\*/

**private** String string = "";

//===============

// Region Fields

//===============

/\*\*

\* The start of the scan region.

\*/

**private** **int** regionStart;

/\*\*

\* The end of the scan region.

\*/

**private** **int** regionEnd;

//============

// Dot Fields

//============

/\*\*

\* The start position of the next scan.

\*/

**private** **int** dot;

//==============

// Match Fields

//==============

/\*\*

\* The start of the last match.

\*/

**private** **int** matchStart;

/\*\*

\* The end of the last match.

\*/

**private** **int** matchEnd;

//===============

// Table Methods

//===============

/\*\*

\* Creates the character map of the scanner.

\*

\* **@param** characterMapData The compressed data of the character map.

\* **@return** The character map of the scanner.

\*/

**private** **static** **byte**[] createCharacterMap(String characterMapData) {

**byte**[] characterMap = **new** **byte**[123];

**int** length = characterMapData.length();

**int** i = 0;

**int** j = 0;

**while** (i < length) {

**byte** curValue = (**byte**)characterMapData.charAt(i++);

**for** (**int** x=characterMapData.charAt(i++);x>0;x--) {

characterMap[j++] = curValue;

}

}

**return** characterMap;

}

/\*\*

\* Creates the transition table of the scanner.

\*

\* **@param** transitionTableData The compressed data of the transition table.

\* **@return** The transition table of the scanner.

\*/

**private** **static** **byte**[][] createTransitionTable(String transitionTableData) {

**byte**[][] transitionTable = **new** **byte**[5][4];

**int** length = transitionTableData.length();

**int** i = 0;

**int** j = 0;

**int** k = 0;

**while** (i < length) {

**byte** curValue = (**byte**)((**short**)transitionTableData.charAt(i++) - 1);

**for** (**int** x=transitionTableData.charAt(i++);x>0;x--) {

transitionTable[j][k++] = curValue;

}

**if** (k == 4) {

k = 0;

j++;

}

}

**return** transitionTable;

}

/\*\*

\* Creates the action map of the scanner.

\*

\* **@param** actionMapData The compressed data of the action map.

\* **@return** The action map of the scanner.

\*/

**private** **static** **byte**[] createActionMap(String actionMapData) {

**byte**[] actionMap = **new** **byte**[5];

**int** length = actionMapData.length();

**int** i = 0;

**int** j = 0;

**while** (i < length) {

**byte** curValue = (**byte**)((**short**)actionMapData.charAt(i++) - 1);

**for** (**int** x=actionMapData.charAt(i++);x>0;x--) {

actionMap[j++] = curValue;

}

}

**return** actionMap;

}

//================

// String Methods

//================

/\*\*

\* Sets the string to be scanned. The scan region is set to the entire

\* string.

\*

\* **@param** string The new string to be scanned.

\*/

**public** **void** setString(String string) {

**this**.string = string != **null** ? string : "";

regionStart = 0;

regionEnd = **this**.string.length();

dot = 0;

matchStart = 0;

matchEnd = 0;

}

/\*\*

\* Returns the current string to be scanned.

\*

\* **@return** The current string to be scanned.

\*/

**public** String getString() {

**return** string;

}

//================

// Region Methods

//================

/\*\*

\* Sets the scan region. The dot is clipped to the region if necessary.

\*

\* **@param** start The start of the scan region (inclusive).

\* **@param** end The end of the scan region (exclusive).

\* **@throws** IllegalArgumentException If the region is out of range

\*/

**public** **void** setRegion(**int** start, **int** end) {

**if** ((start < 0) || (end > string.length()) || (start > end)) {

**throw** **new** IllegalArgumentException("region offsets out of range");

}

regionStart = start;

regionEnd = end;

**if** (dot < start) {

dot = start;

}

**if** (dot > end) {

dot = end;

}

}

/\*\*

\* Returns the start of the scan region.

\*

\* **@return** The start of the scan region.

\*/

**public** **int** getRegionStart() {

**return** regionStart;

}

/\*\*

\* Returns the end of the scan region.

\*

\* **@return** The end of the scan region.

\*/

**public** **int** getRegionEnd() {

**return** regionEnd;

}

//=============

// Dot Methods

//=============

/\*\*

\* Sets the position at which the next scan starts.

\*

\* **@param** dot The new position at which the next scan starts.

\* **@throws** IllegalArgumentException If the position is out of range

\*/

**public** **void** setDot(**int** dot) {

**if** ((dot < regionStart) || (dot > regionEnd)) {

**throw** **new** IllegalArgumentException("dot out of range");

}

**this**.dot = dot;

}

/\*\*

\* Returns the position at which the next scan starts.

\*

\* **@return** The position at which the next scan starts.

\*/

**public** **int** getDot() {

**return** dot;

}

//===============

// Match Methods

//===============

/\*\*

\* Returns the start (inclusive) of the last match.

\*

\* **@return** The start (inclusive) of the last match.

\*/

**public** **int** getMatchStart() {

**return** matchStart;

}

/\*\*

\* Returns the end (exclusive) of the last match.

\*

\* **@return** The end (exclusive) of the last match.

\*/

**public** **int** getMatchEnd() {

**return** matchEnd;

}

/\*\*

\* Returns the length of the last match.

\*

\* **@return** The length of the last match.

\*/

**public** **int** getMatchLength() {

**return** matchEnd - matchStart;

}

/\*\*

\* Returns the text of the last match.

\*

\* **@return** The text of the last match.

\*/

**public** String getMatchText() {

**return** string.substring(matchStart,matchEnd);

}

/\*\*

\* Returns a character relative to the start of the last match.

\*

\* **@param** index The index of the character relative to the last match.

\* **@return** The character at the specified position.

\* **@throws** IndexOutOfBoundsException If the specified index is invalid

\*/

**public** **char** getMatchChar(**int** index) {

**int** stringIndex = matchStart + index;

**if** ((stringIndex < regionStart) || (stringIndex >= regionEnd)) {

**throw** **new** IndexOutOfBoundsException("match character not available");

}

**return** string.charAt(stringIndex);

}

//==============

// Scan Methods

//==============

/\*\*

\* Performs at the current position the next step of the lexical analysis

\* and returns the result.

\*

\* **@return** The result of the next step of the lexical analysis.

\* **@throws** IllegalStateException If a lexical error occurs

\*/

**public** String getNextToken() {

**if** (dot < regionEnd) {

// find longest match

**int** curState = 0;

**int** iterator = dot;

**int** matchState = -1;

**int** matchPosition = 0;

**do** {

**char** curChar = string.charAt(iterator);

curState = ***TRANSITION\_TABLE***[curState][curChar >= 123 ?

0 : ***CHARACTER\_MAP***[curChar]];

**if** (curState == -1) {

**break**;

}

**if** (***ACTION\_MAP***[curState] != -1) {

matchState = curState;

matchPosition = iterator;

}

} **while** (++iterator < regionEnd);

// match found, perform action

**if** (matchState != -1) {

**int** endPosition = matchPosition + 1;

matchStart = dot;

matchEnd = endPosition;

dot = endPosition;

**switch**(***ACTION\_MAP***[matchState]) {

**case** 0: **return** createNumber();

**case** 1: **return** createIdentifier();

**case** 2: **return** createWhitespace();

**case** 3: **return** createMisc();

}

}

// no match found, set match values and report as error

matchStart = dot;

matchEnd = dot;

**throw** **new** IllegalStateException("invalid input");

}

// no match found, set match values and return to caller

matchStart = dot;

matchEnd = dot;

**return** **null**;

}

//%%LEX-MAIN-END%%

}

A fenti kódban látható, hogy a program legenerálta a szükséges metódusokat és funkciókat. Ezután már nem kell mást tenni, mint egy futtatható osztályt készíteni a példához:

**public** **class** Example\_AnnoRun {

**public** **static** **void** main(String[] args) {

Example\_Annoflex anno = **new** Example\_Annoflex();

anno.setString("Ez 1 teszt string");

System.***out***.println("Scan:" + anno.getString());

String token = anno.getNextToken();

**while** (token != **null**) {

System.***out***.println(token + ":" + anno.getMatchText());

token = anno.getNextToken();

}

}

}

Ebben csak létrehozunk egy példányt az osztályból, hozzáadunk egy szöveget és lefuttatjuk a programot. A képernyőre a következő eredményt fogja a program kiírni:

Scan:Ez 1 teszt string

identifier:Ez

whitespace:

number:1

whitespace:

identifier:teszt

whitespace:

identifier:string

Látható, hogy identifier-nek jelezte a szövegeket, a számot numberként jelenítette meg és megtalálta a fehér karaktereket is, azaz a szóközöket.

\subsection{JFlex}

A JFlex egy Java nyelvhez Java nyelven írt szkenner generátor, azaz ez is egy olyan program melynek különféle reguláris nyelven írt kifejezéseket kell megadni mely alapján a beolvasott szöveget, programkódot elemzi. A JFlex a JLex átírt változata, melynek átírásakor a cél a teljes unicode támogatás és platformfüggetlenség volt, illetve a gyors szkenner generálás, kényelmes szintaktika és az is, hogy kompatibilis legyen a JLex-el.

\subsection{...}

% TODO: Összeszedni 4-5 használhatót, és csinálni hozzá példákat!