**Practical Session 4**

***MD2***

The MD family. These hash functions are MD2, MD4 and MD5, all developed by Ron Rivest (the same Rivest who is the R in RSA). There are also MD1 and MD3, which have never been published. MD2 [1] is particularly easy to describe. It is based around a permutation S of the values 0 to 255, and consists of three steps:

1. **Padding**. The message is increased to be a multiple of 16 bytes: *i* copies of the byte with value *i* are appended to the message, with ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEIAAAARCAIAAADmLO3mAAAABmJLR0QA/wD/AP+gvaeTAAAE2ElEQVRIib1WX2hSbRh/zzlaVpOyCZEzpIuo7SKUdbFdtDEGm6csZ4tsA89SCrzvYsOaJDIoWOzfRUoqpEgydFubi4iS0dzFBjVjtRkmjYjSDmFqHZ2eeb6Lw3cSdWrU9/2uzvs8v/f58z7P+7wHoigKAAAAoCiKJEk2mw3+EjKZDIIgCIL8oR2SJGEYhmG4QP7jxw8Wi8XhcAAAMO0vEAhcunRpeHj4dx14vV6CIIpVuVxOKpUajcYqTWUymampKeZMaRAE4fP5UBR9/PhxvnxjY0Oj0eh0usHBwevXrwMAWOl0+saNG3V1dV++fMnlctUnMDk56XQ6+Xx+S0tLMQGCIKlUqlKpqknAbre73W6hUNjV1QVBEC0PBoM2m+3w4cM4jjNCAMDy8rJOp3M4HAKBwGAwzM3NvX37FlD/orW1dWhoiKoEkiRdLtfZs2cxDHv16lVFfhlkMhmbzYai6NWrV9+9e1eSg+O4RCLxer2MBEVRi8VCf9+7d6+npycSibDyz6/8sf38+dNkMj179ozP5xsMhsbGxqoKVwrxeHx8fPzFixcikWh4eLihoaE8n4nt6dOn0Wj0zJkz9FKr1Wq1WgDArzQK+jIfBEGYzeYnT56cOHHCarUKBIIyLgmCGBsbW1tbk0qlGIYVaBOJxMTExMLCQmNjo8vlqq2tLZ8AHRjT7QsLCwcOHNja2tLpdARBcDgcvV6/d+9euGBDsZUHDx4oFIrNzU2bzTY2NlY+BwCAwWDQaDQikcjlchWoxsfHL168GI/HHz58ePv27SpzAAAwYyoUClEU5Xa7h4aGRkdHuVyuRqMB9KRiNpRMg8fj7dq1C8fxT58+VfQajUYhCDp06NDr16+PHz9eoD148CCCIF+/fv38+XNFUzQgCMrlckw1KIqKxWJtbW10m6nV6nA47PF4fl3x06dPG43Gna612+2WyWRKpXJpaSmbze50a7e3t9Pp9Pr6ulgs9vl8xYRsNmu321EUxTDs5cuXJEnuPAIoiqKi0ejJkydnZ2fp5YULF1pbW3O5HENoamrCMAwuSL3kkSAI0t3d/ejRo8uXL4+Ojp4/f97hcJAkWcyEYXj37t1ms1kgELS1tRUTWCyWSqWam5vr7Ow0Go0KhWJqaqrMoKfbiQns6NGjMAznx0mXCy7YUAYwDHd1dU1OTt65c+f58+dyudzpdBYnk8lkVlZWUBRNpVIjIyMlTSEI0tvbOz09ffPmTY/Ho1AopqenS7Y0RVH5cUskEoIgvn//nh+VUCj87XeDwerqKoZhMpkMx/F8ud/vl0gkm5ub9+/fn5+fr8aU3+9XKpVyuXx7e7tAheO4WCzOfzc6OjpmZmbo70Ag0NzcHA6HoVQqNTAwkEwm379/z+Fw6uvrJRJJX19f+cow+PDhw5EjR1isX4M7EolcuXLl1KlT+/bt6+/vr1hkBqFQ6NixY8wyGAyaTCYcxz9+/Mjn80Ui0blz59rb29+8eaPX669du0ZRlNVqVavVMpkMKlnKP0QsFkskEiKR6K9bpvHt27fZ2dlkMqlSqXg8HgDgP0nj/werIuPu3buLi4s7adlstsVi2b9/fzXObt26FQgEdtLu2bPH6XRW34T5qFyNdDqdzWbLEGpqair+j9FIpVIlxzQDLpdbjZ1i/AOjELOQtz34lgAAAABJRU5ErkJggg==). Padding is performed as follows: "i" bytes of value "i" are appended (i.e. 1, 2, 3, etc are added to the message is necessary).
2. **Checksum**. The padded message is increased with another 16 bytes ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAASCAIAAAA2bnI+AAAABmJLR0QA/wD/AP+gvaeTAAAB2UlEQVQ4jZWTv+s5cRzH33fudJ0oKe7HQhmsN5gv04myyITyFygZDDYlWSTT3YhZMViUwWAyUZcUiUFSrpMcwt13IN/7OH3q8xwf79fj/eP1fr8hTdOAIff7/XK5wDCM4/ibIAiir0E+nNlsJgiCJEkkST4eDxiG8/l8p9OBICgej/8o1XSpVqscx3W73TeRJCmRSPj9/uVyqf3M/zVLpVK/3282myRJvqHdbqcoarPZuN3uj929zHq93mq1CoWCXnuGYZjD4WDsBQwAkGWZ53mPxxMKhYwVqqoyDGPkCACgVqspihIOh43DAACWZWEY/m6ORiMURaPR6FeTpukPIoqiLMuIoij7/Z6maavV+tXcbrcEQehJo9HAMOzVIRRFv2rtdvt4PCaTST0sl8sAABjHcYfDoaqqUdM0bTAYxGIxPVwsFvP5HDx7y7Lser3e7XYfJs/zHMdhGPYm4/F4tVplMpmXmU6nvV5vNps9nU7PCkVRisWiy+UKBoP6uSaTCUVRzzWg54u/Xq+CIAyHQ6fTabPZLBZLKpWiKMp4hFwud7vdKpUK0P6YQCAwGAxEUfxyxb+k3+9jGObz+abT6d9MgiBomu71epFIBPr6s3/J+Xw2m80mk+kfBygOPs8+xqsAAAAASUVORK5CYII=) called the checksum. With *N* the length of the padded message (in bytes), set each ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC8AAAASCAIAAABEoRCIAAAABmJLR0QA/wD/AP+gvaeTAAADFUlEQVRIibWUPUg6cRjHf/frLg6jIC5EPQiE3qAWh6LoRcpAKKghrqAMGmsNqsGhRZKWXhxCaUoaGhKKcIkaHGrp1UGkIltMItEOyyuxfP7D/bn//e/Eiuw73fPlefn8HuUhAACp9P7+/vb2hjHWaDSSQ5KkOrO4Ug64urryeDzJZFKv1398fGCM7Xb77u4uQRBjY2PFnZ3NZv1+fzwe7+rqqq+vRwghkGllZcVqtfr9fslJJpM2m625ufnu7g6Kqmg0Ojg46HQ6Dw4OhoeHHQ4HAPyjWVhYsFgssVhMUTY7O9vT01NcFACYmpqanJwUvyORSGtrazAYxOLSNjY2fD7f9PS0Xq9X7NNkMtXW1hb3N3p6erq4uOjo6BBDo9FYVVW1ubmJEUI8z7vdbqPR2NfXp67M5XImk6m4NNfX14Ig1NXVSQ7DMJFIhEQIuVwuQRD6+/vzVprNZoxx4e7Hx8c3NzcFEiiKGh0dlcLz83NFAgDEYjESIXRyckJR1NDQUN5GLMsqnFAoxPN8e3u75Nzf339KIw8xxgRByB2CIDDGpCAIiUSCZdny8vK8jR4eHnQ6ndzxer00TctpOI7jOK4AjVoEQYDs1Il8ZF52STs7O8/Pz+Pj43JzcXHxW4PzoohSwJEajYZhmFwup64BgEAg4HQ65ebt7S0A1NTUyM3t7e3Ly8sC4ymKmp+fl8K2tra1tbVUKiU5giBUV1eTCCGz2by1tfX4+KjVauUt3G631WqlaVpygsFgIpFYXl7e29uTZxoMhnQ6XZhGHjY2NjIMc3p6arFYxGdHo1GO4xAAZDKZkZERm8328vIinqN0Ou1wOHw+n+Jkeb3ecDjc0tLy8+vncrl6e3vj8TgArK+vd3Z2plKpv3+lTCbj8XiOjo60Wm1FRUVZWdnExITBYFC/cm5uLpvNLi0tFdjEF7W6unp2dlZZWcnz/MzMTFNTE/rsDUp1d3cHAoFQKPTz9aj1yVlT6PDwkKbphoaGcDj8892o9T0anU7Hsuz+/v7AwMBv0Px3gr6i19fX0tLSkpKS36D5A8ls6QmLyy9iAAAAAElFTkSuQmCC) and also ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACoAAAAPCAIAAAAdwMqJAAAABmJLR0QA/wD/AP+gvaeTAAACBUlEQVQ4jb2Vv8uqUBjHT6+XoibdKpAoIdoCI5BscQmH5lobHWprCf+DVgMbA8fm5jYdgpYcVESnoE00pDThvENc+3Gj9+W93vvdzteH53MOX59zUhBC8FvH4xHcCUGQXC4H/qVSMT4IAp7ndV3f7/cEQZRKpXw+Px6PkyJtNpv5fJ7NZk+nE8dxzWYTAADgo0ajUb1eNwwDJipZllutlqIoEEJFUVqtlizLEMKPpz0ahoGiaKVSSerQVwmCUKvVKIoCAFAUVavVBEEAADzgHcc5HA4EQSAIkiDb933DMEiSjB2SJA3D8H3/Ab9ara7fEmQDAFRVjaIIRdHYQVE0iiJVVX/d1202GwBAp9N502u73S4Wi/e8QqEwmUzipWmaL8tM03zA67r+ZfD5fL7dbr/HYxj2viDWDX8NvtFoPAUfBEEmk4mXxWKx1+t9s/uXumX/MvggCDiO+1vGx/N8xf7t9C+DXy6X1Wr13vlB9izLTqdT13Vjx3XdVCrFsuwN/2fwtm1LkiSK4n3rH2SPYRiO45qmxY6maTiOYxgGIISe5+12u3q9PhgMPM/zPM9xHFEUGYbp9/uJ3HqSJNE0bVkWhNCyLJqmJUmCEKbO5zPP8xDCy+WCIEj834VhCADodrvv5/D7ms1m6/W6XC7bts0wzHA4BPdPzn9QEARhGKbT6XiUPgHQqo4T0PBDpAAAAABJRU5ErkJggg==). *S* is presented at the end of this file and taken from [1]. Then,

for i in range (N/16):

for j in range(16):

c=M[16i+j]

Cj=Cj![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAANCAIAAAD9iXMrAAAABmJLR0QA/wD/AP+gvaeTAAABL0lEQVQokX2Rr86CYBTGD++ADW7A7kZwBDcIZCLBSnBuOhrMGSwmDJhMjDvQKhegxQsgEoR7gMYGDN7N8wUcvOl70vm337Odh0NEYNR1HaWUECLLMjvnxypJkjiOeZ7PskxV1b7vdV1fr9e/NSIiYhiGQRD0fY+Ih8NhGN5ut+PxSClFRAIAz+ezKArf9wVBYL22261hGNfr9cfb7XYDaZDnecjIcZyu60jTNJIksSRCCEtdLpfv95urqmqz2SiKMi7yPF8sFmNbluVqtYK6rl3XZY32+z3bRlH0er2ILMtt21JKR8D3+2V90zQ1TZMAgG3b5/N5eik/PfXxeMznc1EUCQBYljWbzS6XC0sFgPv9niTJ6XQCAG7MbchDEITP56OqKqVU07Qxj+nu/3z/APL6xew4S+1WAAAAAElFTkSuQmCC)S[c![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAANCAIAAAD9iXMrAAAABmJLR0QA/wD/AP+gvaeTAAABL0lEQVQokX2Rr86CYBTGD++ADW7A7kZwBDcIZCLBSnBuOhrMGSwmDJhMjDvQKhegxQsgEoR7gMYGDN7N8wUcvOl70vm337Odh0NEYNR1HaWUECLLMjvnxypJkjiOeZ7PskxV1b7vdV1fr9e/NSIiYhiGQRD0fY+Ih8NhGN5ut+PxSClFRAIAz+ezKArf9wVBYL22261hGNfr9cfb7XYDaZDnecjIcZyu60jTNJIksSRCCEtdLpfv95urqmqz2SiKMi7yPF8sFmNbluVqtYK6rl3XZY32+z3bRlH0er2ILMtt21JKR8D3+2V90zQ1TZMAgG3b5/N5eik/PfXxeMznc1EUCQBYljWbzS6XC0sFgPv9niTJ6XQCAG7MbchDEITP56OqKqVU07Qxj+nu/3z/APL6xew4S+1WAAAAAElFTkSuQmCC)L]

L=Cj

1. **The hash**. Start by initializing 48 bytes ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABUAAAARCAIAAAC95HDXAAAABmJLR0QA/wD/AP+gvaeTAAABw0lEQVQ4jZ2SQasxURjHz9yYm1F2ykewNGxmsiGdYrC0VLKzoWks7CwQW7Z2YyNZkJR8ACmlSUrZsWFjYYxOo8bzLvRqrjvXfXt/u/OvX8/5P+dQAID+cr1en0e73f75+YkQIoQYhvEInU4nRVHIDJgol8uxWIxl2UgkIsvyI6zX6yzLYoyLxaKqqvAV9HJerVaBQCCfzz+TwWAgSZKmaWDFqw8AqVSK47jj8QgAy+WyWq1amj/6nU6HZdlWq6UoSjab/X5nMxSY9veAECIIAk3TXq+3Uqm4XC70Mx/fI4fD8bh/IpF4I49GI1VVLfzT6XQ4HGialmX5zeRms7ndbl/7G4YhSdJms0mn0xzH7ff7N+Ut9ler1dbrNQCMx2O/399oNCy1+XxOCPniG4YhiuJ0On0m4XA4GAzquv4i9/v9brdbKBQA4OO581wu5/P5MMbPhhjjy+XS6/XMtVVVRQgpinK/3xFCSNd1URQFQeB5PpPJnM/nx5B2u51MJnmej8fjpVLJPP92u4VCocViYdH/X5hMJtFodLfbaZpm8X6/MhwOMcaz2YyiqP/xPR6PzWZzu90Mw1j8318BAEIIwzAIoT8swC1mWGPRRwAAAABJRU5ErkJggg==) to 0. Then with *N'* being the length of the message M with checksum:

for i in range (N’/16):

for j in range(16):

X[j+16]=M[16\*i+j]

X[j+32]=X[j+16]![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAANCAIAAAD9iXMrAAAABmJLR0QA/wD/AP+gvaeTAAABL0lEQVQokX2Rr86CYBTGD++ADW7A7kZwBDcIZCLBSnBuOhrMGSwmDJhMjDvQKhegxQsgEoR7gMYGDN7N8wUcvOl70vm337Odh0NEYNR1HaWUECLLMjvnxypJkjiOeZ7PskxV1b7vdV1fr9e/NSIiYhiGQRD0fY+Ih8NhGN5ut+PxSClFRAIAz+ezKArf9wVBYL22261hGNfr9cfb7XYDaZDnecjIcZyu60jTNJIksSRCCEtdLpfv95urqmqz2SiKMi7yPF8sFmNbluVqtYK6rl3XZY32+z3bRlH0er2ILMtt21JKR8D3+2V90zQ1TZMAgG3b5/N5eik/PfXxeMznc1EUCQBYljWbzS6XC0sFgPv9niTJ6XQCAG7MbchDEITP56OqKqVU07Qxj+nu/3z/APL6xew4S+1WAAAAAElFTkSuQmCC)X[j]

t=0

for j in range(18):

for k in range(48):

t=X[k]![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAANCAIAAAD9iXMrAAAABmJLR0QA/wD/AP+gvaeTAAABL0lEQVQokX2Rr86CYBTGD++ADW7A7kZwBDcIZCLBSnBuOhrMGSwmDJhMjDvQKhegxQsgEoR7gMYGDN7N8wUcvOl70vm337Odh0NEYNR1HaWUECLLMjvnxypJkjiOeZ7PskxV1b7vdV1fr9e/NSIiYhiGQRD0fY+Ih8NhGN5ut+PxSClFRAIAz+ezKArf9wVBYL22261hGNfr9cfb7XYDaZDnecjIcZyu60jTNJIksSRCCEtdLpfv95urqmqz2SiKMi7yPF8sFmNbluVqtYK6rl3XZY32+z3bRlH0er2ILMtt21JKR8D3+2V90zQ1TZMAgG3b5/N5eik/PfXxeMznc1EUCQBYljWbzS6XC0sFgPv9niTJ6XQCAG7MbchDEITP56OqKqVU07Qxj+nu/3z/APL6xew4S+1WAAAAAElFTkSuQmCC)S[t]

X[k]=t

t=(t+j)%256

The final hash is the first 16 bytes of X.

This hash is not secure it is too small, and collisions have been found. However the checksum step adds a measure of security that makes collisions harder to find. Its simplicity and ease of description is unique among bit-oriented hashes. Full details about its definition are given in [1] with errata available at [2].

**Test Vectors**

Use the following test vectors [1] to test your own MD2 implementation.

|  |  |
| --- | --- |
| **MD2 test suite** | |
| **Plaintext** | **Hash** |
| ("") | 8350e5a3e24c153df2275c9f80692773 |
| ("a") | 32ec01ec4a6dac72c0ab96fb34c0b5d1 |
| ("abc") | da853b0d3f88d99b30283a69e6ded6bb |
| ("message digest") | ab4f496bfb2a530b219ff33031fe06b0 |
| ("abcdefghijklmnopqrstuvwxyz") | 4e8ddff3650292ab5a4108c3aa47940b |
| ("ABCDEFGHIJKLMNOPQRSTUVWXYZabcdefghijklmnopqrstuvwxyz0123456789") | da33def2a42df13975352846c30338cd |
| ("12345678901234567890123456789012345678901234567890123456789012345678901234567890") | d5976f79d83d3a0dc9806c3c66f3efd8 |

**Activity**

1. Using the provided description and pseudo-code, discuss how this algorithm should be implemented, what would be the best programming language to do it and create a draft of such a code.
2. Upload a file with all that findings individually.

**Implementation**

1. Make your individual submission on Alphagrader your implementation in the programming language of your choice. The testing cases are the ones presented on the table above.
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**Appendix**

Permutation of 0..255, called S, constructed from the digits of π. It gives a "random" nonlinear byte substitution operation.

static unsigned char PI\_SUBST[256] = {

41, 46, 67, 201, 162, 216, 124, 1, 61, 54, 84, 161, 236, 240, 6,

19, 98, 167, 5, 243, 192, 199, 115, 140, 152, 147, 43, 217, 188,

76, 130, 202, 30, 155, 87, 60, 253, 212, 224, 22, 103, 66, 111, 24,

138, 23, 229, 18, 190, 78, 196, 214, 218, 158, 222, 73, 160, 251,

245, 142, 187, 47, 238, 122, 169, 104, 121, 145, 21, 178, 7, 63,

148, 194, 16, 137, 11, 34, 95, 33, 128, 127, 93, 154, 90, 144, 50,

39, 53, 62, 204, 231, 191, 247, 151, 3, 255, 25, 48, 179, 72, 165,

181, 209, 215, 94, 146, 42, 172, 86, 170, 198, 79, 184, 56, 210,

150, 164, 125, 182, 118, 252, 107, 226, 156, 116, 4, 241, 69, 157,

112, 89, 100, 113, 135, 32, 134, 91, 207, 101, 230, 45, 168, 2, 27,

96, 37, 173, 174, 176, 185, 246, 28, 70, 97, 105, 52, 64, 126, 15,

85, 71, 163, 35, 221, 81, 175, 58, 195, 92, 249, 206, 186, 197,

234, 38, 44, 83, 13, 110, 133, 40, 132, 9, 211, 223, 205, 244, 65,

129, 77, 82, 106, 220, 55, 200, 108, 193, 171, 250, 36, 225, 123,

8, 12, 189, 177, 74, 120, 136, 149, 139, 227, 99, 232, 109, 233,

203, 213, 254, 59, 0, 29, 57, 242, 239, 183, 14, 102, 88, 208, 228,

166, 119, 114, 248, 235, 117, 75, 10, 49, 68, 80, 180, 143, 237,

31, 26, 219, 153, 141, 51, 159, 17, 131, 20

};