**Practical No:1**

**Name :Mansi Kirloskar**

**Roll No:38**

**BFS(Breadth first serch)**

**Code:**

1. **import** java.io.\*;
2. **import** java.util.\*;
3. **public** **class** BFSTraversal
4. {
5. **private** **int** vertex;       /\* total number number of vertices in the graph \*/
6. **private** LinkedList<Integer> adj[];      /\* adjacency list \*/
7. **private** Queue<Integer> que;           /\* maintaining a queue \*/
8. BFSTraversal(**int** v)
9. {
10. vertex = v;
11. adj = **new** LinkedList[vertex];
12. **for** (**int** i=0; i<v; i++)
13. {
14. adj[i] = **new** LinkedList<>();
15. }
16. que = **new** LinkedList<Integer>();
17. }
18. **void** insertEdge(**int** v,**int** w)
19. {
20. adj[v].add(w);      /\* adding an edge to the adjacency list (edges are bidirectional in this example) \*/
21. }
22. **void** BFS(**int** n)
23. {
24. **boolean** nodes[] = **new** **boolean**[vertex];       /\* initialize boolean array for holding the data \*/
25. **int** a = 0;
26. nodes[n]=**true**;
27. que.add(n);       /\* root node is added to the top of the queue \*/
28. **while** (que.size() != 0)
29. {
30. n = que.poll();        /\* remove the top element of the queue \*/
31. System.out.print(n+" ");    /\* print the top element of the queue \*/
32. **for** (**int** i = 0; i < adj[n].size(); i++)  /\* iterate through the linked list and push all neighbors into queue \*/
33. {
34. a = adj[n].get(i);
35. **if** (!nodes[a])      /\* only insert nodes into queue if they have not been explored already \*/
36. {
37. nodes[a] = **true**;
38. que.add(a);
39. }
40. }
41. }
42. }
43. **public** **static** **void** main(String args[])
44. {
45. BFSTraversal graph = **new** BFSTraversal(10);
46. graph.insertEdge(0, 1);
47. graph.insertEdge(0, 2);
48. graph.insertEdge(0, 3);
49. graph.insertEdge(1, 3);
50. graph.insertEdge(2, 4);
51. graph.insertEdge(3, 5);
52. graph.insertEdge(3, 6);
53. graph.insertEdge(4, 7);
54. graph.insertEdge(4, 5);
55. graph.insertEdge(5, 2);
56. graph.insertEdge(6, 5);
57. graph.insertEdge(7, 5);
58. graph.insertEdge(7, 8);
59. System.out.println("Breadth First Traversal for the graph is:");
60. graph.BFS(2);
61. }
62. }

**Output:**

![](data:image/png;base64,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)

**DFS(Depth first search)**

**Code:**

1. **import** java.util.\*;
2. **class** DFSTraversal {
3. **private** LinkedList<Integer> adj[]; /\*adjacency list representation\*/
4. **private** **boolean** visited[];
5. /\* Creation of the graph \*/
6. DFSTraversal(**int** V) /\*'V' is the number of vertices in the graph\*/
7. {
8. adj = **new** LinkedList[V];
9. visited = **new** **boolean**[V];
10. **for** (**int** i = 0; i < V; i++)
11. adj[i] = **new** LinkedList<Integer>();
12. }
13. /\* Adding an edge to the graph \*/
14. **void** insertEdge(**int** src, **int** dest) {
15. adj[src].add(dest);
16. }
17. **void** DFS(**int** vertex) {
18. visited[vertex] = **true**; /\*Mark the current node as visited\*/
19. System.out.print(vertex + " ");
20. Iterator<Integer> it = adj[vertex].listIterator();
21. **while** (it.hasNext()) {
22. **int** n = it.next();
23. **if** (!visited[n])
24. DFS(n);
25. }
26. }
27. **public** **static** **void** main(String args[]) {
28. DFSTraversal graph = **new** DFSTraversal(8);
29. graph.insertEdge(0, 1);
30. graph.insertEdge(0, 2);
31. graph.insertEdge(0, 3);
32. graph.insertEdge(1, 3);
33. graph.insertEdge(2, 4);
34. graph.insertEdge(3, 5);
35. graph.insertEdge(3, 6);
36. graph.insertEdge(4, 7);
37. graph.insertEdge(4, 5);
38. graph.insertEdge(5, 2);
39. System.out.println("Depth First Traversal for the graph is:");
40. graph.DFS(0);
41. }
42. }

Output:
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