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## Introduction

The National Basketball Association (NBA) is a professional basketball league in North America comprising 30 franchises, of which 29 are in the United States and one in Canada. The league has grown from its humble beginnings to a global enterprise generating in excess of $8 billion in annual revenue. A major component to the rise in popularity of the sport has been directly attributed to the aggressive player centric marketing initiative. Fans often discuss and debate the accolades of specific players with greater passion than they do for the franchises they represent.

The league does a tremendous job of staying ahead of the curve in terms of advanced analytics, but when deciding the most valuable player (MVP), they leave the decision to the opinions of 100 NBA selected media members. Additionally, the league does not provide any criteria in the selection or voting process. Without a defined criterion, the argument for MVP is debated year after year. The purpose of this project is to see if there is an unwritten criterion that is being followed, and once determined, can it be used to predict future MVPs.

### Import Necessary Libraries

library(readr)  
library(dplyr)  
library(corrplot)  
library(car)  
library(caTools)  
library(lmtest)  
library(skimr)  
library(corpcor)

### Data

The data sets used in this project are:

[Kaggle - Full NBA Seasonal Stats](https://www.kaggle.com/lancharro5/seasons-stats-50-19#Seasons_stats_complete.csv) - This data set contains all player statistics from 1950 – 2019. The season from 2010-2019 will be the focus. Additionally, offensive statistics are the concentration of the analysis.

[MVP Totals 2010 - 2019](https://www.basketball-reference.com/awards/mvp.html#mvp_NBA::none) – List of all previous MVP award winners by season from basketball-reference.com.

[2020 Season Stats](https://www.basketball-reference.com/leagues/NBA_2020_per_game.html) - Current season stats from basketball-reference.com.

# load in csv files  
stats\_all <- read.csv('Seasons\_stats\_complete.csv')  
mvp\_votes <- read.csv('MVP\_Voting\_2010to2019.csv', header=TRUE)  
  
# quick inspection of loaded data   
head(stats\_all)

## X Year Player Pos Age Tm G MP PER TS. X3PAr FTr ORB. DRB. TRB.  
## 1 0 1950 Curly Armstrong G-F 31 FTW 63 0 0 0.368 0 0.467 0 0 0  
## 2 1 1950 Cliff Barker SG 29 INO 49 0 0 0.435 0 0.387 0 0 0  
## 3 2 1950 Leo Barnhorst SF 25 CHS 67 0 0 0.394 0 0.259 0 0 0  
## 4 3 1950 Ed Bartels F 24 TOT 15 0 0 0.312 0 0.395 0 0 0  
## 5 4 1950 Ed Bartels F 24 DNN 13 0 0 0.308 0 0.378 0 0 0  
## 6 5 1950 Ed Bartels F 24 NYK 2 0 0 0.376 0 0.750 0 0 0  
## AST. STL. BLK. TOV. USG. OWS DWS WS WS.48 OBPM DBPM BPM VORP FG FGA  
## 1 0 0 0 0 0 -0.1 3.6 3.5 0 0 0 0 0 144 516  
## 2 0 0 0 0 0 1.6 0.6 2.2 0 0 0 0 0 102 274  
## 3 0 0 0 0 0 0.9 2.8 3.6 0 0 0 0 0 174 499  
## 4 0 0 0 0 0 -0.5 -0.1 -0.6 0 0 0 0 0 22 86  
## 5 0 0 0 0 0 -0.5 -0.1 -0.6 0 0 0 0 0 21 82  
## 6 0 0 0 0 0 0.0 0.0 0.0 0 0 0 0 0 1 4  
## FG. X3P X3PA X3P. X2P X2PA X2P. eFG. FT FTA FT. ORB DRB TRB AST STL  
## 1 0.279 0 0 0 144 516 0.279 0.279 170 241 0.705 0 0 0 176 0  
## 2 0.372 0 0 0 102 274 0.372 0.372 75 106 0.708 0 0 0 109 0  
## 3 0.349 0 0 0 174 499 0.349 0.349 90 129 0.698 0 0 0 140 0  
## 4 0.256 0 0 0 22 86 0.256 0.256 19 34 0.559 0 0 0 20 0  
## 5 0.256 0 0 0 21 82 0.256 0.256 17 31 0.548 0 0 0 20 0  
## 6 0.250 0 0 0 1 4 0.250 0.250 2 3 0.667 0 0 0 0 0  
## BLK TOV PF PTS  
## 1 0 0 217 458  
## 2 0 0 99 279  
## 3 0 0 192 438  
## 4 0 0 29 63  
## 5 0 0 27 59  
## 6 0 0 2 4

head(mvp\_votes)

## X X.1 X.2 X.3 X.4 Voting X.5 X.6 X.7 X.8  
## 1 Season Rank Player Age Tm First Pts Won Pts Max Share G  
## 2 2019 1 Giannis Antetokounmpo 24 MIL 78 941 1010 0.932 72  
## 3 2019 2 James Harden 29 HOU 23 776 1010 0.768 78  
## 4 2019 3 Paul George 28 OKC 0 356 1010 0.352 77  
## 5 2019 4 Nikola Jokic 23 DEN 0 212 1010 0.21 80  
## 6 2019 5 Stephen Curry 30 GSW 0 175 1010 0.173 69  
## Per.Game X.9 X.10 X.11 X.12 X.13 Shooting X.14 X.15 Advanced X.16  
## 1 MP PTS TRB AST STL BLK FG% 3P% FT% WS WS/48  
## 2 32.8 27.7 12.5 5.9 1.3 1.5 0.578 0.256 0.729 14.4 0.292  
## 3 36.8 36.1 6.6 7.5 2 0.7 0.442 0.368 0.879 15.2 0.254  
## 4 36.9 28 8.2 4.1 2.2 0.4 0.438 0.386 0.839 11.9 0.201  
## 5 31.3 20.1 10.8 7.3 1.4 0.7 0.511 0.307 0.821 11.8 0.226  
## 6 33.8 27.3 5.3 5.2 1.3 0.4 0.472 0.437 0.916 9.7 0.199

# correct header for mvp\_votes  
names(mvp\_votes) <- as.matrix(mvp\_votes[1, ])  
mvp\_votes <- mvp\_votes[-1, ]  
mvp\_votes[] <- lapply(mvp\_votes, function(x) type.convert(as.character(x)))  
head(mvp\_votes)

## Season Rank Player Age Tm First Pts Won Pts Max Share G MP  
## 2 2019 1 Giannis Antetokounmpo 24 MIL 78 941 1010 0.932 72 32.8  
## 3 2019 2 James Harden 29 HOU 23 776 1010 0.768 78 36.8  
## 4 2019 3 Paul George 28 OKC 0 356 1010 0.352 77 36.9  
## 5 2019 4 Nikola Jokic 23 DEN 0 212 1010 0.210 80 31.3  
## 6 2019 5 Stephen Curry 30 GSW 0 175 1010 0.173 69 33.8  
## 7 2019 6 Damian Lillard 28 POR 0 69 1010 0.068 80 35.5  
## PTS TRB AST STL BLK FG% 3P% FT% WS WS/48  
## 2 27.7 12.5 5.9 1.3 1.5 0.578 0.256 0.729 14.4 0.292  
## 3 36.1 6.6 7.5 2.0 0.7 0.442 0.368 0.879 15.2 0.254  
## 4 28.0 8.2 4.1 2.2 0.4 0.438 0.386 0.839 11.9 0.201  
## 5 20.1 10.8 7.3 1.4 0.7 0.511 0.307 0.821 11.8 0.226  
## 6 27.3 5.3 5.2 1.3 0.4 0.472 0.437 0.916 9.7 0.199  
## 7 25.8 4.6 6.9 1.1 0.4 0.444 0.369 0.912 12.1 0.205

### Data Cleaning

Begin filtering and cleaning the player stats data.

# only include seasons equal to 2010 and later, since the project is focusing on the past ten (10) NBA seasons  
df\_2010 <- stats\_all %>% filter(Year >= 2010)  
  
# minimum of 39 games played is the threshold in the past ten (10) MVP voting years (Derek Rose, 39 Games, 11th in MVP voting)  
df\_2010 <- df\_2010 %>% filter(G >= 39)  
  
# no mvp has played for more than one (1) team in a season, remove TOT team for players playing for more than one team over the course of one season (this also helps eliminate duplicate player entries in a specific season)  
df\_2010 <- df\_2010 %>% filter(Tm != 'TOT')  
  
# determine if any values are missing  
sum(is.na(df\_2010))

## [1] 0

# no missing values found

A new data frame is created with selected variables for evaluation. This is done by narrowing the variables from 50 to 15.

# Season = Season Year, Player = Player's Name, Team = Team, Games = Games Played  
# MinPG = Minutes Per Game, PtsPG = Points Per Game, RebPG = Total Rebounds Per Game  
# AstPG = Assists Per Game, StlPG = Steals Per Game, BlkPG = Blocks Per Game  
# FGPct = Field Goal Percentage, ThreePct = 3 Point Field Goal Percentage  
# PER = Player Efficiency Rating, WS = Player Win Share, VORP = Value Over Replacement Player  
  
clean\_stats\_df <- data.frame('Season' = as.character(df\_2010$Year),   
 'Player' = df\_2010$Player,   
 'Team' = df\_2010$Tm,   
 'Games' = as.numeric(df\_2010$G),   
 'MinPG' = round((df\_2010$MP / df\_2010$G), 1),   
 'PtsPG' = round((df\_2010$PTS / df\_2010$G), 1),   
 'RebPG' = round((df\_2010$TRB / df\_2010$G), 1),   
 'AstPG' = round((df\_2010$AST / df\_2010$G), 1),  
 'StlPG' = round((df\_2010$STL / df\_2010$G), 1),  
 'BlkPG' = round((df\_2010$BLK / df\_2010$G), 1),   
 'FGPct' = round((df\_2010$FG.), 2),   
 'ThreePct' = round((df\_2010$X3P.), 2),  
 'PER' = round((df\_2010$PER), 2),  
 'WS' = df\_2010$WS,   
 'VORP' = df\_2010$VORP)  
  
head(clean\_stats\_df)

## Season Player Team Games MinPG PtsPG RebPG AstPG StlPG BlkPG FGPct  
## 1 2010 Arron Afflalo DEN 82 27.1 8.8 3.1 1.7 0.6 0.4 0.46  
## 2 2010 LaMarcus Aldridge POR 78 37.5 17.9 8.0 2.1 0.9 0.6 0.50  
## 3 2010 Malik Allen DEN 51 8.9 2.1 1.6 0.3 0.2 0.1 0.40  
## 4 2010 Ray Allen BOS 80 35.2 16.3 3.2 2.6 0.8 0.3 0.48  
## 5 2010 Tony Allen BOS 54 16.5 6.1 2.7 1.3 1.1 0.4 0.51  
## 6 2010 Lou Amundson PHO 79 14.8 4.7 4.4 0.4 0.3 0.9 0.55  
## ThreePct PER WS VORP  
## 1 0.43 10.9 4.3 1.3  
## 2 0.31 18.2 8.8 2.6  
## 3 0.17 5.9 0.1 -0.3  
## 4 0.36 15.2 7.9 2.6  
## 5 0.00 14.2 1.9 0.6  
## 6 0.00 14.4 2.9 0.7

Data structures are evaluated, to see if there is anything odd with the new data frame.

# check to make certain structure is correct  
str(clean\_stats\_df)

## 'data.frame': 3285 obs. of 15 variables:  
## $ Season : Factor w/ 10 levels "2010","2011",..: 1 1 1 1 1 1 1 1 1 1 ...  
## $ Player : Factor w/ 4173 levels "0","A.C. Green",..: 228 2506 2689 3285 3892 2632 679 984 3512 609 ...  
## $ Team : Factor w/ 70 levels "0","AND","ATL",..: 20 50 20 6 6 48 20 25 46 20 ...  
## $ Games : num 82 78 51 80 54 79 76 63 63 69 ...  
## $ MinPG : num 27.1 37.5 8.9 35.2 16.5 14.8 22.3 14.1 14.5 38.2 ...  
## $ PtsPG : num 8.8 17.9 2.1 16.3 6.1 4.7 5.9 5.8 7.7 28.2 ...  
## $ RebPG : num 3.1 8 1.6 3.2 2.7 4.4 6.4 3.3 3.2 6.6 ...  
## $ AstPG : num 1.7 2.1 0.3 2.6 1.3 0.4 0.4 0.7 0.6 3.2 ...  
## $ StlPG : num 0.6 0.9 0.2 0.8 1.1 0.3 0.6 0.2 0.4 1.3 ...  
## $ BlkPG : num 0.4 0.6 0.1 0.3 0.4 0.9 1.9 0.2 0.2 0.4 ...  
## $ FGPct : num 0.46 0.5 0.4 0.48 0.51 0.55 0.57 0.43 0.44 0.46 ...  
## $ ThreePct: num 0.43 0.31 0.17 0.36 0 0 0 0.35 0.37 0.32 ...  
## $ PER : num 10.9 18.2 5.9 15.2 14.2 14.4 15.8 12.1 18.1 22.2 ...  
## $ WS : num 4.3 8.8 0.1 7.9 1.9 2.9 5.9 1.3 3.1 7.9 ...  
## $ VORP : num 1.3 2.6 -0.3 2.6 0.6 0.7 1.8 -0.4 0.8 2.3 ...

# Check on odd level team names. All are correct, once accounting for team name changes.  
sort(unique(clean\_stats\_df$Team))

## [1] ATL BOS BRK CHA CHI CHO CLE DAL DEN DET GSW HOU IND LAC LAL MEM MIA MIL MIN  
## [20] NJN NOH NOP NYK OKC ORL PHI PHO POR SAC SAS TOR UTA WAS  
## 70 Levels: 0 AND ATL BAL BLB BOS BRK BUF CAP CHA CHH CHI CHO CHP CHS ... WSC

# Check on odd level player names. All are correct.  
which(clean\_stats\_df['Player'] == '0', arr.ind=TRUE)

## row col

Here the data is *skimmed* to take a overarching evaluation of it. No data is missing and the distributions are as expected for the subject matter.

skim(clean\_stats\_df)

Data summary

|  |  |
| --- | --- |
| Name | clean\_stats\_df |
| Number of rows | 3285 |
| Number of columns | 15 |
| \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ |  |
| Column type frequency: |  |
| factor | 3 |
| numeric | 12 |
| \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ |  |
| Group variables | None |

**Variable type: factor**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| skim\_variable | n\_missing | complete\_rate | ordered | n\_unique | top\_counts |
| Season | 0 | 1 | FALSE | 10 | 201: 343, 201: 339, 201: 338, 201: 337 |
| Player | 0 | 1 | FALSE | 852 | Ami: 10, And: 10, Ant: 10, C.J: 10 |
| Team | 0 | 1 | FALSE | 33 | SAS: 120, IND: 118, ORL: 116, ATL: 114 |

**Variable type: numeric**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| skim\_variable | n\_missing | complete\_rate | mean | sd | p0 | p25 | p50 | p75 | p100 | hist |
| Games | 0 | 1 | 65.11 | 12.97 | 39.00 | 54.00 | 67.00 | 77.00 | 82.00 | ▃▃▃▅▇ |
| MinPG | 0 | 1 | 23.86 | 7.90 | 3.60 | 17.50 | 24.20 | 30.50 | 41.40 | ▂▆▇▇▃ |
| PtsPG | 0 | 1 | 10.13 | 5.63 | 0.50 | 5.90 | 9.00 | 13.40 | 36.10 | ▇▇▃▁▁ |
| RebPG | 0 | 1 | 4.23 | 2.46 | 0.40 | 2.50 | 3.60 | 5.30 | 16.00 | ▇▆▂▁▁ |
| AstPG | 0 | 1 | 2.20 | 1.88 | 0.00 | 0.90 | 1.60 | 2.90 | 11.70 | ▇▂▁▁▁ |
| StlPG | 0 | 1 | 0.75 | 0.41 | 0.00 | 0.40 | 0.70 | 1.00 | 2.50 | ▇▇▃▁▁ |
| BlkPG | 0 | 1 | 0.48 | 0.46 | 0.00 | 0.20 | 0.30 | 0.60 | 3.70 | ▇▂▁▁▁ |
| FGPct | 0 | 1 | 0.46 | 0.06 | 0.26 | 0.42 | 0.45 | 0.49 | 0.74 | ▁▇▅▁▁ |
| ThreePct | 0 | 1 | 0.28 | 0.15 | 0.00 | 0.24 | 0.33 | 0.37 | 1.00 | ▂▇▁▁▁ |
| PER | 0 | 1 | 14.33 | 4.34 | 3.30 | 11.30 | 13.90 | 16.70 | 31.60 | ▂▇▆▁▁ |
| WS | 0 | 1 | 3.51 | 2.91 | -2.10 | 1.40 | 2.80 | 4.90 | 19.30 | ▆▇▂▁▁ |
| VORP | 0 | 1 | 0.91 | 1.47 | -2.20 | -0.10 | 0.50 | 1.50 | 12.40 | ▇▅▁▁▁ |

### Data Normalization

Normalize the data

minmax <- function(x) {(x-min(x))/ (max(x) - min(x))}  
  
clean\_norm <- as.data.frame((lapply(clean\_stats\_df[4:15], minmax)))  
  
clean\_norm <- data.frame('Season' = clean\_stats\_df$Season, 'Player' = clean\_stats\_df$Player, 'Team' = clean\_stats\_df$Team, clean\_norm)  
  
head(clean\_norm)

## Season Player Team Games MinPG PtsPG RebPG  
## 1 2010 Arron Afflalo DEN 1.0000000 0.6216931 0.23314607 0.17307692  
## 2 2010 LaMarcus Aldridge POR 0.9069767 0.8968254 0.48876404 0.48717949  
## 3 2010 Malik Allen DEN 0.2790698 0.1402116 0.04494382 0.07692308  
## 4 2010 Ray Allen BOS 0.9534884 0.8359788 0.44382022 0.17948718  
## 5 2010 Tony Allen BOS 0.3488372 0.3412698 0.15730337 0.14743590  
## 6 2010 Lou Amundson PHO 0.9302326 0.2962963 0.11797753 0.25641026  
## AstPG StlPG BlkPG FGPct ThreePct PER WS VORP  
## 1 0.14529915 0.24 0.10810811 0.4166667 0.43 0.26855124 0.2990654 0.2397260  
## 2 0.17948718 0.36 0.16216216 0.5000000 0.31 0.52650177 0.5093458 0.3287671  
## 3 0.02564103 0.08 0.02702703 0.2916667 0.17 0.09187279 0.1028037 0.1301370  
## 4 0.22222222 0.32 0.08108108 0.4583333 0.36 0.42049470 0.4672897 0.3287671  
## 5 0.11111111 0.44 0.10810811 0.5208333 0.00 0.38515901 0.1869159 0.1917808  
## 6 0.03418803 0.12 0.24324324 0.6041667 0.00 0.39222615 0.2336449 0.1986301

Now the MVP data is cleaned and a new data frame is created.

# MVPRank = Player Final MVP Rank for the Season (1 = Winner)  
# MVPPts = Total Voting Points Received by Player  
clean\_mvp\_df <- data.frame('Season' = as.character(mvp\_votes$Season),  
 'Player' = mvp\_votes$Player,  
 'MVPRank' = mvp\_votes$Rank,  
 'MVPPts' = mvp\_votes$`Pts Won`)  
head(clean\_mvp\_df)

## Season Player MVPRank MVPPts  
## 1 2019 Giannis Antetokounmpo 1 941  
## 2 2019 James Harden 2 776  
## 3 2019 Paul George 3 356  
## 4 2019 Nikola Jokic 4 212  
## 5 2019 Stephen Curry 5 175  
## 6 2019 Damian Lillard 6 69

The two data frames are merged and NA values are converted to zeros (0’s).

cleaned\_df <- merge(clean\_norm, clean\_mvp\_df, by=c('Season','Player'), all=TRUE, incomparables = NULL)  
  
# converting NAs for MVPRank and MVPPts for players not receiving votes  
cleaned\_df[is.na(cleaned\_df)] <- 0  
  
head(cleaned\_df, 7)

## Season Player Team Games MinPG PtsPG RebPG  
## 1 2010 A.J. Price IND 0.3953488 0.3121693 0.1910112 0.07692308  
## 2 2010 Aaron Brooks HOU 1.0000000 0.8465608 0.5365169 0.14102564  
## 3 2010 Al Harrington NYK 0.7674419 0.7116402 0.4831461 0.33333333  
## 4 2010 Al Horford ATL 0.9767442 0.8333333 0.3848315 0.60897436  
## 5 2010 Al Jefferson MIN 0.8604651 0.7619048 0.4662921 0.56410256  
## 6 2010 Al Thornton LAC 0.2790698 0.6322751 0.2865169 0.21794872  
## 7 2010 Amar'e Stoudemire PHO 1.0000000 0.8201058 0.6348315 0.54487179  
## AstPG StlPG BlkPG FGPct ThreePct PER WS VORP  
## 1 0.16239316 0.24 0.02702703 0.3125000 0.34 0.3780919 0.1542056 0.1506849  
## 2 0.45299145 0.32 0.05405405 0.3541667 0.40 0.4487633 0.3551402 0.2602740  
## 3 0.12820513 0.36 0.10810811 0.3750000 0.34 0.4770318 0.2616822 0.1575342  
## 4 0.19658120 0.28 0.29729730 0.6041667 1.00 0.5689046 0.6074766 0.4109589  
## 5 0.15384615 0.32 0.35135135 0.5000000 0.00 0.5547703 0.3130841 0.2191781  
## 6 0.10256410 0.20 0.10810811 0.4583333 0.36 0.2932862 0.1682243 0.1232877  
## 7 0.08547009 0.24 0.27027027 0.6250000 0.17 0.6819788 0.5981308 0.2602740  
## MVPRank MVPPts  
## 1 0 0  
## 2 0 0  
## 3 0 0  
## 4 0 0  
## 5 0 0  
## 6 0 0  
## 7 10 5

### Correlations

All correlations are plotted and list of correlations to MVPRank has been prepared. A number of interesting correlations present themselves in the data. With the focus on MVPRank, it is easy to see greater correlations with PtsPG, AstPG, PER, WS, and VORP. However, once examining all the correlations, it is discovered that the correlation between PtsPG and PER is approximately, .75, and would cause problems with collinearity with the data. Additionally, MinPG and PtsPG has a high correlation as well, .77, and it too would cause problems with collinearity with the data.

cleaned\_df\_num <- select\_if(cleaned\_df, is.numeric)  
corrplot(cor(cleaned\_df\_num), method = 'square')

![](data:image/png;base64,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)

MVPcorrelations <- cor(cleaned\_df$MVPRank, cleaned\_df\_num)  
MVPcorrelations

## Games MinPG PtsPG RebPG AstPG StlPG BlkPG  
## [1,] 0.09196662 0.246857 0.3664593 0.1817971 0.2886996 0.2324249 0.1066467  
## FGPct ThreePct PER WS VORP MVPRank MVPPts  
## [1,] 0.07156474 0.03433069 0.3570775 0.3905859 0.3843492 1 0.1510882

x <- cleaned\_df[, 4:15]  
cor\_chart <- cor2pcor(cov(x))  
cor\_chart

## [,1] [,2] [,3] [,4] [,5]  
## [1,] 1.000000000 -0.007131723 0.002247464 -0.00767646 0.04094281  
## [2,] -0.007131723 1.000000000 0.773854134 0.44795894 0.43787232  
## [3,] 0.002247464 0.773854134 1.000000000 -0.21723150 -0.23224159  
## [4,] -0.007676460 0.447958937 -0.217231504 1.00000000 -0.33027821  
## [5,] 0.040942805 0.437872318 -0.232241590 -0.33027821 1.00000000  
## [6,] 0.107073587 0.500465316 -0.268881639 -0.14736320 0.04461220  
## [7,] 0.060801307 0.233122854 -0.199097586 0.31600191 -0.26930475  
## [8,] 0.030959499 0.260887174 -0.431800734 -0.04820080 -0.23873838  
## [9,] 0.017913517 0.159043482 0.005629577 -0.27362407 -0.11912928  
## [10,] -0.195653183 -0.653100090 0.746917150 0.30817052 0.41624033  
## [11,] 0.463439962 0.365154721 -0.121505203 -0.05154838 -0.24761376  
## [12,] -0.276159532 -0.337522336 0.110660697 0.12141786 0.30305506  
## [,6] [,7] [,8] [,9] [,10] [,11]  
## [1,] 0.10707359 0.06080131 0.03095950 0.017913517 -0.19565318 0.46343996  
## [2,] 0.50046532 0.23312285 0.26088717 0.159043482 -0.65310009 0.36515472  
## [3,] -0.26888164 -0.19909759 -0.43180073 0.005629577 0.74691715 -0.12150520  
## [4,] -0.14736320 0.31600191 -0.04820080 -0.273624069 0.30817052 -0.05154838  
## [5,] 0.04461220 -0.26930475 -0.23873838 -0.119129278 0.41624033 -0.24761376  
## [6,] 1.00000000 -0.15436575 -0.17096968 -0.072370915 0.27274808 -0.34028049  
## [7,] -0.15436575 1.00000000 0.02440422 -0.141755447 0.21830115 -0.21069466  
## [8,] -0.17096968 0.02440422 1.00000000 -0.240492452 0.53427327 0.06022094  
## [9,] -0.07237092 -0.14175545 -0.24049245 1.000000000 0.06548783 -0.02539564  
## [10,] 0.27274808 0.21830115 0.53427327 0.065487834 1.00000000 0.38525028  
## [11,] -0.34028049 -0.21069466 0.06022094 -0.025395640 0.38525028 1.00000000  
## [12,] 0.45242719 0.25512969 -0.02849732 0.113242171 -0.18920207 0.82271152  
## [,12]  
## [1,] -0.27615953  
## [2,] -0.33752234  
## [3,] 0.11066070  
## [4,] 0.12141786  
## [5,] 0.30305506  
## [6,] 0.45242719  
## [7,] 0.25512969  
## [8,] -0.02849732  
## [9,] 0.11324217  
## [10,] -0.18920207  
## [11,] 0.82271152  
## [12,] 1.00000000

To illustrate the example of correlation difference in categories having an impact on MVPRank, two scatter plots are shown below. The first is PtsPG and BlkPG, and the second is PtsPG and PER. MVPRank is in blue.

plot(cleaned\_df$PtsPG, cleaned\_df$BlkPG)  
mvp\_dot <- cleaned\_df[which(cleaned\_df$MVPRank > 0),]  
points(mvp\_dot$PtsPG, mvp\_dot$BlkPG,col="blue")
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plot(cleaned\_df$PtsPG, cleaned\_df$PER)  
mvp\_dot <- cleaned\_df[which(cleaned\_df$MVPRank > 0),]  
points(mvp\_dot$PtsPG, mvp\_dot$PER,col="blue")
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### Regression

The linear regression model is built and processed.

mod\_1 <- lm(MVPRank ~ PtsPG + RebPG + AstPG + StlPG + WS + VORP, data=cleaned\_df)  
summary(mod\_1)

##   
## Call:  
## lm(formula = MVPRank ~ PtsPG + RebPG + AstPG + StlPG + WS + VORP,   
## data = cleaned\_df)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -3.5899 -0.4840 -0.0558 0.2261 15.3971   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -0.96619 0.06418 -15.054 < 2e-16 \*\*\*  
## PtsPG 1.81582 0.28352 6.405 1.72e-10 \*\*\*  
## RebPG -0.82400 0.22184 -3.714 0.000207 \*\*\*  
## AstPG 0.96099 0.24276 3.959 7.70e-05 \*\*\*  
## StlPG -1.07717 0.23671 -4.551 5.54e-06 \*\*\*  
## WS 1.93828 0.55927 3.466 0.000536 \*\*\*  
## VORP 2.84013 0.72227 3.932 8.59e-05 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 1.467 on 3279 degrees of freedom  
## Multiple R-squared: 0.1836, Adjusted R-squared: 0.1822   
## F-statistic: 122.9 on 6 and 3279 DF, p-value: < 2.2e-16

With an Adjusted R-squared of .1822 for mod\_2, it accounts for approximately 18.2% of the variation in the MVP voting. Considering there are no requirements in the formatting for MVP voting, this is to be expected. Opinion is the factor that cannot be accounted for, but this model is hoping to understand. Additionally, when looking at the adjusted R2 for mod\_1, we see that difference is small (approximately 0.02%). This shrinkage means that if the model were derived from the population rather than a sample it would account for approximately 0.02% less variance in the outcome.

### Confidence Intervals

None of the confidence intervals cross zero (0), thus it can be assumed the predictors are related to the outcome. The confidence intervals all seem to be small, which indicates a good model.

confint(mod\_1)

## 2.5 % 97.5 %  
## (Intercept) -1.0920310 -0.8403506  
## PtsPG 1.2599357 2.3717101  
## RebPG -1.2589547 -0.3890497  
## AstPG 0.4850136 1.4369663  
## StlPG -1.5412802 -0.6130666  
## WS 0.8417156 3.0348362  
## VORP 1.4239812 4.2562762

### Durbin Watson (DW) Statistic

The value is 2.015, which is so close to 2 that the assumption of independence has certainly been met. The p-value of .66 confirms this conclusion (it is larger than .05 and, therefore, not significant).

durbinWatsonTest(mod\_1)

## lag Autocorrelation D-W Statistic p-value  
## 1 -0.007505983 2.015008 0.738  
## Alternative hypothesis: rho != 0

### Multicollinearity

All of the VIF values are below 10, the statistical tolerances are above 0.1, and the average VIF is below 5. Based on these measures we can conclude that there may be moderate collinearity within our data.

vif(mod\_1)

## PtsPG RebPG AstPG StlPG WS VORP   
## 3.068793 1.871503 2.332270 2.326158 8.835258 8.077351

1/(vif(mod\_1))

## PtsPG RebPG AstPG StlPG WS VORP   
## 0.3258610 0.5343298 0.4287669 0.4298935 0.1131829 0.1238030

mean(vif(mod\_1))

## [1] 4.418556

### Creating and Testing the Prediction

Now the creation of the prediction function. This will create a new data frame, loop through the season, and return the MVP prediction for each season.

MVPprediction <- function(data, model){  
 pred <- predict(model, newdata = data, level = 0.90, type = "response")  
 mvp <- data[0,]  
 for (season in levels(data$Season)){  
 data\_temp <- data[which(data$Season==season),]  
 pred\_temp <- pred[which(data$Season==season)]  
 mvp\_temp <- data\_temp[which(pred\_temp==max(pred\_temp)),]  
 mvp <- data.frame(rbind(as.matrix(mvp), as.matrix(mvp\_temp)))  
 }  
 return(mvp)  
}  
  
MVPprediction(cleaned\_df, mod\_1)

## Season Player Team Games MinPG PtsPG RebPG  
## 190 2010 LeBron James CLE 0.8604651 0.9365079 0.8202247 0.4423077  
## 521 2011 LeBron James MIA 0.9302326 0.9312169 0.7359551 0.4551282  
## 828 2012 LeBron James MIA 0.5348837 0.8968254 0.747191 0.4807692  
## 1150 2013 LeBron James MIA 0.8604651 0.9074074 0.738764 0.4871795  
## 1461 2014 Kevin Durant OKC 0.9767442 0.9232804 0.8848315 0.4487179  
## 1750 2015 James Harden HOU 0.9767442 0.8783069 0.755618 0.3397436  
## 2239 2016 Stephen Curry GSW 0.9302326 0.8095238 0.8314607 0.3205128  
## 2557 2017 Russell Westbrook OKC 0.9767442 0.8201058 0.8735955 0.6602564  
## 2746 2018 James Harden HOU 0.7674419 0.8412698 0.8398876 0.3205128  
## 3085 2019 James Harden HOU 0.9069767 0.8783069 1 0.3974359  
## AstPG StlPG BlkPG FGPct ThreePct PER WS  
## 190 0.7350427 0.64 0.2702703 0.5 0.33 0.9823322 0.9626168  
## 521 0.5982906 0.64 0.1621622 0.5208333 0.33 0.8480565 0.8271028  
## 828 0.5299145 0.76 0.2162162 0.5625 0.36 0.9681979 0.7757009  
## 1150 0.6153846 0.68 0.2432432 0.625 0.41 1 1  
## 1461 0.4700855 0.52 0.1891892 0.5 0.39 0.9363958 0.9953271  
## 1750 0.5982906 0.76 0.1891892 0.375 0.38 0.8268551 0.864486  
## 2239 0.5726496 0.84 0.05405405 0.5 0.45 0.9964664 0.9345794  
## 2557 0.8888889 0.64 0.1081081 0.3333333 0.34 0.9646643 0.7102804  
## 2746 0.7521368 0.72 0.1891892 0.3958333 0.37 0.9363958 0.817757  
## 3085 0.6410256 0.8 0.1891892 0.375 0.37 0.9646643 0.8084112  
## VORP MVPRank MVPPts  
## 190 0.8972603 1 1205  
## 521 0.7123288 3 522  
## 828 0.6712329 1 1074  
## 1150 0.8219178 1 1207  
## 1461 0.7328767 1 1232  
## 1750 0.6849315 2 936  
## 2239 0.8219178 1 1310  
## 2557 1 1 888  
## 2746 0.7191781 1 965  
## 3085 0.8287671 2 776

From the final data set of approximately 280 players per season, the model was able to correctly select the league MVP 70% of the time. Beyond that, the incorrect selections were for players that were selected either second or third in the MVP voting.

Since several assumptions and modifications have been made along the way, it is necessary to break the data into test and train sets. This cross validation will help ensure that the model is not over-fitting. From this test, the accuracy of the model remains high at approximately 72%.

# set random seed  
set.seed(56)  
  
# split the data, set up train and test subsets (90/10 split)  
split <- sample.split(cleaned\_df, SplitRatio = 0.9)  
train <- subset(cleaned\_df, split == 'TRUE')  
test <- subset(cleaned\_df, split == 'FALSE')  
  
# test the data through the model  
res <- predict(mod\_1, train, type='response')  
  
# create confusion matrix to validate and determine accuracy  
cmatrix <- table(Actuals\_Value=train$MVPRank, Predicted\_Value = res > 0.5)  
((cmatrix[[1,1]] + cmatrix[[2,2]]) / sum(cmatrix)\*100)

## [1] 72.48276

### Introducing the Current Season

With an accurate model built, the data from the current 2019-2020 season can be loaded, cleaned, and tested to make a future prediction.

# load in 2020 season statistics to date (accurate to Feb 26 2020)  
stats\_2020 <- read.csv('Season\_2020\_Stats.csv')  
  
# no mvp has played for more than one (1) team in a season, remove TOT team for players playing for more than one team over the course of one season (this also helps eliminate duplicate player entries in a specific season)  
df\_2020 <- stats\_2020 %>% filter(Tm != 'TOT')  
  
# minimum of 39 games played is the threshold in the past ten (10) MVP voting years   
df\_2020 <- df\_2020 %>% filter(G >= 39)  
  
# clean and structure in the same manner/format as previous dataframe (seasons)  
clean\_2020 <- data.frame('Season' = as.character(df\_2020$Year),   
 'Player' = df\_2020$Player,   
 'Team' = df\_2020$Tm,   
 'Games' = as.numeric(df\_2020$G),   
 'MinPG' = round((df\_2020$MP / df\_2020$G), 1),   
 'PtsPG' = round((df\_2020$PTS / df\_2020$G), 1),   
 'RebPG' = round((df\_2020$TRB / df\_2020$G), 1),   
 'AstPG' = round((df\_2020$AST / df\_2020$G), 1),  
 'StlPG' = round((df\_2020$STL / df\_2020$G), 1),  
 'BlkPG' = round((df\_2020$BLK / df\_2020$G), 1),   
 'FGPct' = round((df\_2020$FG.), 2),   
 'ThreePct' = round((df\_2020$X3P.), 2),   
 'PER' = round((df\_2020$PER), 2),  
 'WS' = df\_2020$WS,   
 'VORP' = df\_2020$VORP)  
  
# a small number of players have not attempted a 3 point shot this season (10). Replaced NA with 0 values.   
clean\_2020[is.na(clean\_2020)] = 0  
  
# normalize data  
clean\_2020\_norm <- as.data.frame((lapply(clean\_2020[4:15], minmax)))  
  
# construct new dataframe  
clean\_2020\_norm <- data.frame('Season' = clean\_2020$Season, 'Player' = clean\_2020$Player, 'Team' = clean\_2020$Team, clean\_2020\_norm)

### 2020 NBA MVP Prediction

# run 2020 season MVP prediction  
MVPprediction(clean\_2020\_norm, mod\_1)

## Season Player Team Games MinPG PtsPG RebPG AstPG  
## 103 2020 James Harden HOU 0.7142857 0.9965753 1 0.3605442 0.6893204  
## StlPG BlkPG FGPct ThreePct PER WS VORP  
## 103 0.8 0.3225806 0.3023256 0.6 0.9054545 1 1

### Conclusion

From the beginning of the project, the only method available to attack the problem was from a direct statistical approach. With much of the sports world filled with hyperbole, when no criteria are given in determining a most valuable player, opinions can be tainted by hometown pride, disdain toward a player, or even voter fatigue. During Michael Jordan’s era, he was arguably the most valuable player each season. However, fans and media grew tired of being dominated by the same name and face. Thus, Charles Barkley and Karl Malone were awarded with an MVP trophy each. Much of the same has been talked about during LeBron James time.

Knowing that opinions and attitudes play major factors, it was critical to understand what variables weigh heaviest in voters’ minds. Through minor trial and error, the model was able to predict with a high accuracy the annual MVP. Even for the seasons in which the model’s prediction was incorrect, those are possible seasons where opinion outweighed the statistics.

2011 - The model predicted LeBron James (third in the actual vote). However, this was the season of his public announcement to leave the Cleveland Cavaliers and ‘take his talents’ to South Beach. That season, LeBron without doing anything other than switching teams, went from hero to villain in many minds. Derek Rose was the winner that season, and the ‘hometown hero’ played large for him nationally and in Chicago. His style of play and being undersized, gave him the improbable vote over LeBron.

2015 - The model predicted James Harden (second in the actual vote). While Harden was a fine selection, the nation was enamored with the way Steph Curry was dominating. Voter sentiment could be argued to have been the deciding factor over pure statistics.

2019 - The model predicted James Harden (second in actual vote). Again, Harden had a tremendous season, but a major topic over the course of the season was centered around the style of play in Houston. Many writers argued that Harden and the Rockets were altered the pace and style of the game and not for the better. The winner, Giannis Antetokounmpo, had an outstanding season by leading the Milwaukee Bucks to the number one seed in the Eastern Conference. While I cannot pin this outcome on opinions more than statistics, it was a factor to some degree.

While the project could be seen as a success, there are still limitations and areas where it could be built upon.

1. Social Media - With social media playing a substantial role in our daily lives, it could be presumed to have an influence on how voters might view a player. Whether that be the player’s direct social media account or the numerous postings by fans and media, the number of impressions per player in comparison to voting patterns could be telling.
2. Advanced Metrics/Analytics - While the project touched on two advanced statistics (PER and VORP), the league has fully embraced several additional measures. For purposes of this project, the advanced metrics were kept to a minimum in part due to the unfavorable opinion many veteran analysts and media members have toward their validity. I believe they are not currently being influenced by those numbers, but they could provide additional insight in the coming seasons.
3. Voting Records - Voting was considered as a collective entity itself, instead of individual voters. If access to each voters’ previous ballots were made available, then great trends could potentially be extrapolated.

Overall, the project does assist in helping to define a structure as to how voters look at a player’s body of work when voting for MVP. With the model predicting James Harden as the possible 2020 MVP, it could be argued that he is having a better statistical season than he did during his MVP season of 2018. Just like the voters though, my own opinions run deep, and I see Giannis Antetokounmpo repeating as MVP. Now we wait and see.