Obfuscation, minification etc (UglifyJS, Google Closure Compiler, YUI Compressor etc)

Обфускация - это процесс, в результате которого код программы приобретает вид, трудный для анализа. Обфускация, как нетрудно догадаться, осуществляется с целью защиты программного кода и алгоритмов, которые он реализует, от чужих глаз

Существует несколько разных видов обфускации в зависимости от того, какой именно код запутывается при ней. Для тех языков программирования, для которых программа представляется прямо в виде исходных текстов, используются специальные методы, делающие код нечитабельным для человека, но приемлемым для интерпретатора. Среди них - запись программы в одну строку, замена имён переменных и функций, вставка ничего не значащих комментариев.

Обфускации может подвергаться не только программный код, но и другие виды данных: например, существуют специализированные методы обфускации HTML-страниц (особенно эффективно внедрение сценариев JavaScript'е, которые пишут текст динамически, и картинок с текстом). Обфускация HTML-страниц весьма полезна для спамеров, которые с её помощью обходят спам-фильтры.

Помимо защиты, обфускация для некоторых интерпретируемых языков увеличивает скорость выполнения программы - правда, это возможно только при применении оптимизирующих обфускаторов.

Но в большинстве случаев обфускация имеет массу побочных эффектов. В особо неприятных обстоятельствах обфускатор может сделать программу совершенно непригодной к выполнению, в менее тяжёлых случаях в программе могут появиться новые ошибки. Поэтому обфускацию необходимо применять с максимальной осторожностью.

* [Google Closure Compiler](https://developers.google.com/closure/compiler/)
* Убедиться, что стоит [Java](http://java.oracle.com/)
* Скачать и распаковать <http://closure-compiler.googlecode.com/files/compiler-latest.zip>, нам нужен файл compiler.jar.
* Сжать файл my.js: java -jar compiler.jar --charset UTF-8 --js my.js --js\_output\_file my.min.js

Для UglifyJS:

1. Убедиться, что стоит [Node.js](http://nodejs.org/)
2. Поставить npm install -g uglify-js.
3. Сжать файл my.js: uglifyjs my.js -o my.min.js

**[Что делает минификатор?](https://learn.javascript.ru/minification" \l "что-делает-минификатор)**

Все современные минификаторы работают следующим образом:

1. Разбирают JavaScript-код в синтаксическое дерево.

Также поступает любой интерпретатор JavaScript перед тем, как его выполнять. Но затем, вместо исполнения кода…

1. Бегают по этому дереву, анализируют и оптимизируют его.
2. Записывают из синтаксического дерева получившийся код.

## [Оптимизации](https://learn.javascript.ru/minification" \l "оптимизации)

Сжиматель бегает по дереву, ищет «паттерны» — известные ему структуры, которые он знает, как оптимизировать, и обновляет дерево.

В разных минификаторах реализован разный набор оптимизаций, сами оптимизации применяются в разном порядке, поэтому результаты работы могут отличаться. В примерах ниже даётся результат работы GCC.

**Объединение и сжатие констант**

До оптимизации:

function test(a, b) {

run(a, 'my' + 'string', 600 \* 600 \* 5, 1 && 0, b && 0)

}

После:

function test(a,b){run(a,"mystring",18E5,0,b&&0)};

* 'my' + 'string' → "mystring".
* 600 \* 600 \* 5 → 18E5 (научная форма числа, для краткости).
* 1 && 0 → 0.
* b && 0 → без изменений, т.к. результат зависит от b.

**Укорачивание локальных переменных**

До оптимизации:

function sayHi(name, message) {

alert(name +" сказал: " + message);

}

После оптимизации:

function sayHi(a,b){alert(a+" сказал: "+b)};

* Локальная переменная заведомо доступна только внутри функции, поэтому обычно её переименование безопасно (необычные случаи рассмотрим далее).
* Также переименовываются локальные функции.
* Вложенные функции обрабатываются корректно.

**Объединение и удаление локальных переменных**

До оптимизации:

function test(nodeId) {

var elem = document.getElementsById(nodeId);

var parent = elem.parentNode;

alert( parent );

}

После оптимизации GCC:

function test(a){a=document.getElementsById(a).parentNode;alert(a)};

* Локальные переменные были переименованы.
* Лишние переменные убраны. Для этого сжиматель создаёт вспомогательную внутреннюю структуру данных, в которой хранятся сведения о «пути использования» каждой переменной. Если одна переменная заканчивает свой путь и начинает другая, то вполне можно дать им одно имя.
* Кроме того, операции elem = getElementsById и elem.parentNode объединены, но это уже другая оптимизация.

**Уничтожение недостижимого кода, разворачивание if-веток**

До оптимизации:

function test(node) {

var parent = node.parentNode;

if (0) {

alert( "Привет с параллельной планеты" );

} else {

alert( "Останется только один" );

}

return;

alert( 1 );

}

После оптимизации:

function test(){alert("Останется только один")}

* Если переменная присваивается, но не используется, она может быть удалена. В примере выше эта оптимизация была применена к переменной parent, а затем и к параметру node.
* Заведомо ложная ветка if(0) { .. } убрана, заведомо истинная — оставлена.

То же самое будет с условиями в других конструкциях, например a = true ? c : d превратится вa = c.

* Код после return удалён как недостижимый.

**Переписывание синтаксических конструкций**

До оптимизации:

var i = 0;

while (i++ < 10) {

alert( i );

}

if (i) {

alert( i );

}

if (i == '1') {

alert( 1 );

} else if (i == '2') {

alert( 2 );

} else {

alert( i );

}

После оптимизации:

for(var i=0;10>i++;)alert(i);i&&alert(i);"1"==i?alert(1):"2"==i?alert(2):alert(i);

* Конструкция while переписана в for.
* Конструкция if (i) ... переписана в i&&....
* Конструкция if (cond) ... else ... была переписана в cond ? ... : ....

**Инлайнинг функций**

Инлайнинг функции — приём оптимизации, при котором функция заменяется на своё тело.

До оптимизации:

function sayHi(message) {

var elem = createMessage('div', message);

showElement(elem);

function createMessage(tagName, message) {

var el = document.createElement(tagName);

el.innerHTML = message;

return el;

}

function showElement(elem) {

document.body.appendChild(elem);

}

}

После оптимизации (переводы строк также будут убраны):

function sayHi(b) {

var a = document.createElement("div");

a.innerHTML = b;

document.body.appendChild(a)

};

* Вызовы функций createMessage и showElement заменены на тело функций. В данном случае это возможно, так как функции используются всего по разу.
* Эта оптимизация применяется не всегда. Если бы каждая функция использовалась много раз, то с точки зрения размера выгоднее оставить их «как есть».

**Инлайнинг переменных**

Переменные заменяются на значение, если оно заведомо известно.

До оптимизации:

(function() {

var isVisible = true;

var hi = "Привет вам из JavaScript";

window.sayHi = function() {

if (isVisible) {

alert( hi );

alert( hi );

alert( hi );

alert( hi );

alert( hi );

alert( hi );

alert( hi );

alert( hi );

alert( hi );

alert( hi );

alert( hi );

alert( hi );

}

}

})();

После оптимизации:

(function() {

window.sayHi = function() {

alert( "Привет вам из JavaScript" );

alert( "Привет вам из JavaScript" );

alert( "Привет вам из JavaScript" );

alert( "Привет вам из JavaScript" );

alert( "Привет вам из JavaScript" );

alert( "Привет вам из JavaScript" );

alert( "Привет вам из JavaScript" );

alert( "Привет вам из JavaScript" );

alert( "Привет вам из JavaScript" );

alert( "Привет вам из JavaScript" );

alert( "Привет вам из JavaScript" );

alert( "Привет вам из JavaScript" );

};

}

})();

* Переменная isVisible заменена на true, после чего if стало возможным убрать.
* Переменная hi заменена на строку.

Казалось бы — зачем менять hi на строку? Ведь код стал ощутимо длиннее!

…Но всё дело в том, что минификатор знает, что дальше код будет сжиматься при помощи gzip. Во всяком случае, все правильно настроенные сервера так делают.

[Алгоритм работы gzip](http://www.gzip.org/algorithm.txt) заключается в том, что он ищет повторы в данных и выносит их в специальный «словарь», заменяя на более короткий идентификатор. Архив как раз и состоит из словаря и данных, в которых дубликаты заменены на идентификаторы.

Если вынести строку обратно в переменную, то получится как раз частный случай такого сжатия — взяли "Привет вам из JavaScript" и заменили на идентификатор hi. Но gzip справляется с этим лучше, поэтому эффективнее будет оставить именно строку. Gzip сам найдёт дубликаты и сожмёт их.

Плюс такого подхода станет очевиден, если сжать gzip оба кода — до и после минификации. Минифицированный gzip-сжатый код в итоге даст меньший размер.

**Разные мелкие оптимизации**

Кроме основных оптимизаций, описанных выше, есть ещё много мелких:

* Убираются лишние кавычки у ключей

{"prop" : "val" } => {prop:"val"}

* Упрощаются простые вызовы Array/Object
* a = new Array() => a = []

o = new Object() => o = {}

Эта оптимизация предполагает, что Array и Object не переопределены программистом. Для включения её в UglifyJS нужен флаг --unsafe.

* …И еще некоторые другие мелкие изменения кода…

## What is the Closure Compiler?

The Closure Compiler is a tool for making JavaScript download and run faster. It is a true compiler for JavaScript. Instead of compiling from a source language to machine code, it compiles from JavaScript to better JavaScript. It parses your JavaScript, analyzes it, removes dead code and rewrites and minimizes what's left. It also checks syntax, variable references, and types, and warns about common JavaScript pitfalls.

## How can I use the Closure Compiler?

You can use the Closure Compiler as:

 An open source Java application that you can run from the command line.

 A simple web application.

 A RESTful API.

To get started with the compiler, see "How do I start" below.

## What are the benefits of using Closure Compiler?

* **Efficiency.** The Closure Compiler reduces the size of your JavaScript files and makes them more efficient, helping your application to load faster and reducing your bandwidth needs.
* **Code checking.** The Closure Compiler provides warnings for illegal JavaScript and warnings for potentially dangerous operations, helping you to produce JavaScript that is less buggy and easier to maintain.
* Google Closure Compiler - уникальный инструмент, разработанный Google для сжатия и обфускации собственного javascript.
* У него есть ряд интересных особенностей, которые отличают его от прочих упаковщиков.
* Вместе с этим, инструмент это достаточно сложный. Основные его фичи скрываются в продвинутом режиме сжатия, для применения которого нужны соответствующие навыки и стиль программирования.
* Google Closure Compiler написан на языке Java, причем так, что его достаточно просто расширить - конечно, если вам знакомы понятия компилятора, синтаксического дерева и понятен Java.

## [YUI Compressor](http://yui.github.io/yuicompressor/)

![yui compressor](data:image/jpeg;base64,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)

Developed by Yahoo!, YUI Compressor is a command-line tool written in Java that allows you to minify your JavaScript files. It is 100% safe and yields a higher compression ratio than most other tools. The YUI Compressor is also able to compress CSS files.

<https://jsperf.com/closure-vs-yui/6>