# LINQ - Language-Integrated Query (LINQ) is a powerful query language introduced with .Net 3.5 & Visual Studio 2008. LINQ can be used with C# or Visual Basic to query different data sources. LINQ (Language Integrated Query) is uniform query syntax in C# and VB.NET to retrieve data from different sources and formats. It is integrated in C# or VB, thereby eliminating the mismatch between programming languages and databases, as well as providing a single querying interface for different types of data sources. LINQ queries return results as objects. It enables you to uses object-oriented approach on the result set and not to worry about transforming different formats of results into objects.
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The following example demonstrates a simple LINQ query that gets all strings from an array which contains 'a'.

// Data source

string[] names = {"Bill", "Steve", "James", "Mohan" };

// LINQ Query

var myLinqQuery = from name in names

where name.Contains('a')

select name;

// Query execution

foreach(var name in myLinqQuery)

Console.Write(name + " ");

# mida tähendab märk: =>

# Where - The Where operator (Linq extension method) filters the collection based on a given criteria expression and returns a new collection. The criteria can be specified as lambda expression or Func delegate type.

The Where extension method has following two overloads. Both overload methods accepts a Func delegate type parameter. One overload required Func<TSource,bool> input parameter and second overload method required Func<TSource, int, bool> input parameter where int is for index:

public static IEnumerable<TSource> Where<TSource>(this IEnumerable<TSource> source,

Func<TSource, bool> predicate);

public static IEnumerable<TSource> Where<TSource>(this IEnumerable<TSource> source,

Func<TSource, int, bool> predicate);

The following query sample uses a Where operator to filter the students who is teen ager from the given collection (sequence). It uses a lambda expression as a predicate function.

Example: Where clause - LINQ query syntax C#

IList<Student> studentList = new List<Student>() {

new Student() { StudentID = 1, StudentName = "John", Age = 13} ,

new Student() { StudentID = 2, StudentName = "Moin", Age = 21 } ,

new Student() { StudentID = 3, StudentName = "Bill", Age = 18 } ,

new Student() { StudentID = 4, StudentName = "Ram" , Age = 20} ,

new Student() { StudentID = 5, StudentName = "Ron" , Age = 15 }

};

var filteredResult = from s in studentList

where s.Age > 12 && s.Age < 20

select s.StudentName;

In the above example, filteredResult will include following students after query execution.

John  
Bill  
Ron

**Where extension method in Method Syntax**

Unlike the query syntax, you need to pass whole lambda expression as a predicate function instead of just body expression in LINQ method syntax.

var filteredResult = studentList.Where(s => s.Age > 12 && s.Age < 20);

As mentioned above, the **Where** extension method also have second overload that includes index of current element in the collection. You can use that index in your logic if you need.

The following example uses the Where clause to filter out odd elements in the collection and return only even elements. Please remember that index starts from zero.

IList<Student> studentList = new List<Student>() {

new Student() { StudentID = 1, StudentName = "John", Age = 18 } ,

new Student() { StudentID = 2, StudentName = "Steve", Age = 15 } ,

new Student() { StudentID = 3, StudentName = "Bill", Age = 25 } ,

new Student() { StudentID = 4, StudentName = "Ram" , Age = 20 } ,

new Student() { StudentID = 5, StudentName = "Ron" , Age = 19 }

};

var filteredResult = studentList.Where((s, i) => {

if(i % 2 == 0) // if it is even element

return true;

return false;

});

foreach (var std in filteredResult)

Console.WriteLine(std.StudentName);

Output:

John  
Bill  
Ron

**Multiple Where clause**

You can call the Where() extension method more than one time in a single LINQ query.

Example: Multiple where clause in Query Syntax C#

var filteredResult = from s in studentList

where s.Age > 12

where s.Age < 20

select s;

Example: Multiple where clause in Method Syntax C#

var filteredResult = studentList.Where(s => s.Age > 12).Where(s => s.Age < 20);

 Points to Remember :

1. **Where** is used for filtering the collection based on given criteria.
2. Where extension method has two overload methods. Use a second overload method to know the index of current element in the collection.
3. Method Syntax requires the whole lambda expression in Where extension method whereas Query syntax requires only expression body.
4. Multiple **Where** extension methods are valid in a single LINQ query.

# OfType - Filtering Operator. The OfType operator filters the collection based on the ability to cast an element in a collection to a specified type.

**OfType in Query Syntax**

Use OfType operator to filter the above collection based on each element's type

Example: OfType operator in C#

IList mixedList = new ArrayList();

mixedList.Add(0);

mixedList.Add("One");

mixedList.Add("Two");

mixedList.Add(3);

mixedList.Add(new Student() { StudentID = 1, StudentName = "Bill" });

var stringResult = from s in mixedList.OfType<string>()

**select s;**

var intResult = from s in mixedList.OfType<int>()

select s;

One  
Two  
0  
3  
Bill

OfType in Method Syntax

You can use OfType<TResult>() extension method in linq method syntax as shown below.

Example: OfType in C#

var stringResult = mixedList.OfType<string>();

stringResult would contain following elements.

One  
Two

Points to Remember :

1. The **Where** operator filters the collection based on a predicate function.
2. The **OfType** operator filters the collection based on a given type
3. **Where** and **OfType** extension methods can be called multiple times in a single LINQ query.

# ThenBy - Sorting Operator. The ThenBy and ThenByDescending extension methods are used for sorting on multiple fields.

The following example shows how to use ThenBy and ThenByDescending method for second level sorting:

Example: ThenBy & ThenByDescending

IList<Student> studentList = new List<Student>() {

new Student() { StudentID = 1, StudentName = "John", Age = 18 } ,

new Student() { StudentID = 2, StudentName = "Steve", Age = 15 } ,

new Student() { StudentID = 3, StudentName = "Bill", Age = 25 } ,

new Student() { StudentID = 4, StudentName = "Ram" , Age = 20 } ,

new Student() { StudentID = 5, StudentName = "Ron" , Age = 19 },

new Student() { StudentID = 6, StudentName = "Ram" , Age = 18 }

};

var thenByResult = studentList.OrderBy(s => s.StudentName).ThenBy(s => s.Age);

var thenByDescResult = studentList.OrderBy(s => s.StudentName).ThenByDescending(s => s.Age);

As you can see in the above example, we first sort a studentList collection by StudentName and then by Age. So now, thenByResult would contain following elements after sorting:

StudentName: Bill, Age: 25  
StudentName: John, Age: 18  
StudentName: Ram, Age: 18  
StudentName: Ram, Age: 20  
StudentName: Ron, Age: 19  
StudentName: Steve, Age: 15

thenByDescResult would contain following elements. Please notice that Ram with age 20 comes before Ram with age 18 because it has used ThenByDescending.

StudentName: Bill, Age: 25  
StudentName: John, Age: 18  
StudentName: Ram, Age: 20  
StudentName: Ram, Age: 18  
StudentName: Ron, Age: 19  
StudentName: Steve, Age: 15

You can use ThenBy and ThenByDescending method same way in VB.Net as below:

Example: ThenBy & ThenByDescending VB.Net

Dim sortedResult = studentList.OrderBy(Function(s) s.StudentName)

.ThenBy(Function(s) s.Age)

Dim sortedResult = studentList.OrderBy(Function(s) s.StudentName)

.ThenByDescending(Function(s) s.Age)

Points to Remember :

1. OrderBy and ThenBy sorts collections in ascending order by default.
2. ThenBy or ThenByDescending is used for second level sorting in method syntax.
3. ThenByDescending method sorts the collection in decending order on another field.
4. ThenBy or ThenByDescending is NOT applicable in Query syntax.
5. Apply secondary sorting in query syntax by separating fields using comma.

# GroupBy, ToLookUp - The grouping operators do the same thing as the GroupBy clause of SQL query. The grouping operators create a group of elements based on the given key. This group is contained in a special type of collection that implements an IGrouping<TKey,TSource> interface where TKey is a key value, on which the group has been formed and TSource is the collection of elements that matches with the grouping key value.

| Grouping Operators | Description |
| --- | --- |
| [GroupBy](https://www.tutorialsteacher.com/linq/linq-grouping-operator-groupby-tolookup#groupby) | The GroupBy operator returns groups of elements based on some key value. Each group is represented by IGrouping<TKey, TElement> object. |
| [ToLookup](https://www.tutorialsteacher.com/linq/linq-grouping-operator-groupby-tolookup#tolookup) | ToLookup is the same as GroupBy; the only difference is the execution of GroupBy is deferred whereas ToLookup execution is immediate. |

GroupBy

The GroupBy operator returns a group of elements from the given collection based on some key value. Each group is represented by IGrouping<TKey, TElement> object. Also, the GroupBy method has eight overload methods, so you can use appropriate extension method based on your requirement in method syntax.

 Note:

A LINQ query can end with a GroupBy or Select clause.

The result of GroupBy operators is a collection of groups. For example, GroupBy returns IEnumerable<IGrouping<TKey,Student>> from the Student collection:
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GroupBy in Query Syntax

The following example creates a groups of students who have same age. Students of the same age will be in the same collection and each grouped collection will have a key and inner collection, where the key will be the age and the inner collection will include students whose age is matched with a key.

Example: GroupBy in Query syntax C#

IList<Student> studentList = new List<Student>() {

new Student() { StudentID = 1, StudentName = "John", Age = 18 } ,

new Student() { StudentID = 2, StudentName = "Steve", Age = 21 } ,

new Student() { StudentID = 3, StudentName = "Bill", Age = 18 } ,

new Student() { StudentID = 4, StudentName = "Ram" , Age = 20 } ,

new Student() { StudentID = 5, StudentName = "Abram" , Age = 21 }

};

var groupedResult = from s in studentList

group s by s.Age;

//iterate each group

foreach (var ageGroup in groupedResult)

{

Console.WriteLine("Age Group: {0}", ageGroup .Key); //Each group has a key

foreach(Student s in ageGroup) // Each group has inner collection

Console.WriteLine("Student Name: {0}", s.StudentName);

}

Output:

AgeGroup: 18  
StudentName: John  
StudentName: Bill  
AgeGroup: 21  
StudentName: Steve  
StudentName: Abram  
AgeGroup: 20  
StudentName: Ram

As you can see in the above example, you can iterate the group using a 'foreach' loop, where each group contains a key and inner collection. The following figure shows the result in debug view.
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**GroupBy in Method Syntax**

The GroupBy() extension method works the same way in the method syntax. Specify the lambda expression for key selector field name in GroupBy extension method.

Example: GroupBy in method syntax C#

IList<Student> studentList = new List<Student>() {

new Student() { StudentID = 1, StudentName = "John", Age = 18 } ,

new Student() { StudentID = 2, StudentName = "Steve", Age = 21 } ,

new Student() { StudentID = 3, StudentName = "Bill", Age = 18 } ,

new Student() { StudentID = 4, StudentName = "Ram" , Age = 20 } ,

new Student() { StudentID = 5, StudentName = "Abram" , Age = 21 }

};

var groupedResult = studentList.GroupBy(s => s.Age);

foreach (var ageGroup in groupedResult)

{

Console.WriteLine("Age Group: {0}", ageGroup.Key); //Each group has a key

foreach(Student s in ageGroup) //Each group has a inner collection

Console.WriteLine("Student Name: {0}", s.StudentName);

}

Output:

AgeGroup: 18  
StudentName: John  
StudentName: Bill  
AgeGroup: 21  
StudentName: Steve  
StudentName: Abram  
AgeGroup: 20  
StudentName: Ram

# **ToLookup**

ToLookup is the same as GroupBy; the only difference is GroupBy execution is deferred, whereas ToLookup execution is immediate. Also, ToLookup is only applicable in Method syntax. **ToLookup is not supported in the query syntax.**

Example: ToLookup in method syntax C#

IList<Student> studentList = new List<Student>() {

new Student() { StudentID = 1, StudentName = "John", Age = 18 } ,

new Student() { StudentID = 2, StudentName = "Steve", Age = 21 } ,

new Student() { StudentID = 3, StudentName = "Bill", Age = 18 } ,

new Student() { StudentID = 4, StudentName = "Ram" , Age = 20 } ,

new Student() { StudentID = 5, StudentName = "Abram" , Age = 21 }

};

var lookupResult = studentList.ToLookup(s => s.age);

foreach (var group in lookupResult)

{

Console.WriteLine("Age Group: {0}", group.Key); //Each group has a key

foreach(Student s in group) //Each group has a inner collection

Console.WriteLine("Student Name: {0}", s.StudentName);

}

Points to Remember :

1. GroupBy & ToLookup return a collection that has a key and an inner collection based on a key field value.
2. The execution of GroupBy is deferred whereas that of ToLookup is immediate.
3. A LINQ query syntax can be end with the GroupBy or Select clause.

# Join - The joining operators joins the two sequences (collections) and produce a result.

| 1. Joining Operators | Usage |
| --- | --- |
| [Join](https://www.tutorialsteacher.com/linq/linq-joining-operator-join#join) | The Join operator joins two sequences (collections) based on a key and returns a resulted sequence. |
| [GroupJoin](https://www.tutorialsteacher.com/linq/linq-joining-operator-groupjoin) | The GroupJoin operator joins two sequences based on keys and returns groups of sequences. It is like Left Outer Join of SQL. |

Join

The Join operator operates on two collections, inner collection & outer collection. It returns a new collection that contains elements from both the collections which satisfies specified expression. It is the same as **inner join** of SQL.

**Join in Method Syntax**

The Join extension method has two overloads as shown below.

Join Overload Methods:

public static IEnumerable<TResult> Join<TOuter, TInner, TKey, TResult>(this IEnumerable<TOuter> outer,

IEnumerable<TInner> inner, Func<TOuter, TKey> outerKeySelector,

Func<TInner, TKey> innerKeySelector,

Func<TOuter, TInner, TResult> resultSelector);

public static IEnumerable<TResult> Join<TOuter, TInner, TKey, TResult>(this IEnumerable<TOuter> outer,

IEnumerable<TInner> inner,

Func<TOuter, TKey> outerKeySelector,

Func<TInner, TKey> innerKeySelector,

Func<TOuter, TInner, TResult> resultSelector,

IEqualityComparer<TKey> comparer);

As you can see in the first overload method takes five input parameters (except the first 'this' parameter): 1) outer 2) inner 3) outerKeySelector 4) innerKeySelector 5) resultSelector.

Let's take a simple example. The following example joins two string collection and return new collection that includes matching strings in both the collection.

Example: Join operator C#

IList<string> strList1 = new List<string>() {

"One",

"Two",

"Three",

"Four"

};

IList<string> strList2 = new List<string>() {

"One",

"Two",

"Five",

"Six"

};

var innerJoin = strList1.Join(strList2,

str1 => str1,

str2 => str2,

(str1, str2) => str1);

One  
Two

Now, let's understand join metohod using following Student and Standard class where Student class includes StandardID that matches with StandardID of Standard class.

Example Classes

public class Student{

public int StudentID { get; set; }

public string StudentName { get; set; }

public int StandardID { get; set; }

}

public class Standard{

public int StandardID { get; set; }

public string StandardName { get; set; }

}

The following example demonstrates LINQ Join query.

Example: Join Query C#

IList<Student> studentList = new List<Student>() {

new Student() { StudentID = 1, StudentName = "John", StandardID =1 },

new Student() { StudentID = 2, StudentName = "Moin", StandardID =1 },

new Student() { StudentID = 3, StudentName = "Bill", StandardID =2 },

new Student() { StudentID = 4, StudentName = "Ram" , StandardID =2 },

new Student() { StudentID = 5, StudentName = "Ron" }

};

IList<Standard> standardList = new List<Standard>() {

new Standard(){ StandardID = 1, StandardName="Standard 1"},

new Standard(){ StandardID = 2, StandardName="Standard 2"},

new Standard(){ StandardID = 3, StandardName="Standard 3"}

};

var innerJoin = studentList.Join(// outer sequence

standardList, // inner sequence

student => student.StandardID, // outerKeySelector

standard => standard.StandardID, // innerKeySelector

(student, standard) => new // result selector

{

StudentName = student.StudentName,

StandardName = standard.StandardName

});

The following image illustrate the parts of Join operator in the above example.

[![https://www.tutorialsteacher.com/Content/images/linq/linq-join-operator.png](data:image/png;base64,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)](https://www.tutorialsteacher.com/Content/images/linq/linq-join-operator.png)**join operator**

In the above example of join query, studentList is outer sequence because query starts from it. First parameter in Join method is used to specify the inner sequence which is standardList in the above example. Second and third parameter of Join method is used to specify a field whose value should be match using lambda expression in order to include element in the result. The key selector for the outer sequence student => student.StandardID indicates that take StandardID field of each elements of studentList should be match with the key of inner sequence standard => standard.StandardID. If value of both the key field is matched then include that element into result.

The last parameter in Join method is an expression to formulate the result. In the above example, result selector includes StudentName and StandardName property of both the sequence.

StandardID Key of both the sequences (collections) must match otherwise the item will not be included in the result. For example, Ron is not associated with any standard so Ron is not included in the result collection. innerJoinResult in the above example would contain following elements after execution:

John - Standard 1  
Moin - Standard 1  
Bill - Standard 2  
Ram - Standard 2

Join in Query Syntax

Join operator in query syntax works slightly different than method syntax. It requires outer sequence, inner sequence, key selector and result selector. 'on' keyword is used for key selector where left side of 'equals' operator is outerKeySelector and right side of 'equals' is innerKeySelector.

Syntax: Join in query syntax

from ... in outerSequence

join ... in innerSequence

on outerKey equals innerKey

select ...

The following example of Join operator in query syntax returns a collection of elements from studentList and standardList if their Student.StandardID and Standard.StandardID is match.

Example: Join operator in query syntax C#

IList<Student> studentList = new List<Student>() {

new Student() { StudentID = 1, StudentName = "John", Age = 13, StandardID =1 },

new Student() { StudentID = 2, StudentName = "Moin", Age = 21, StandardID =1 },

new Student() { StudentID = 3, StudentName = "Bill", Age = 18, StandardID =2 },

new Student() { StudentID = 4, StudentName = "Ram" , Age = 20, StandardID =2 },

new Student() { StudentID = 5, StudentName = "Ron" , Age = 15 }

};

IList<Standard> standardList = new List<Standard>() {

new Standard(){ StandardID = 1, StandardName="Standard 1"},

new Standard(){ StandardID = 2, StandardName="Standard 2"},

new Standard(){ StandardID = 3, StandardName="Standard 3"}

};

var innerJoin = from s in studentList // outer sequence

join st in standardList //inner sequence

on s.StandardID equals st.StandardID // key selector

select new { // result selector

StudentName = s.StudentName,

StandardName = st.StandardName

};

Output:

John - Standard 1  
Moin - Standard 1  
Bill - Standard 2  
Ram - Standard 2

Points to Remember :

1. **Join** and **GroupJoin** are joining operators.
2. **Join** is like inner join of SQL. It returns a new collection that contains common elements from two collections whosh keys matches.
3. **Join** operates on two sequences inner sequence and outer sequence and produces a result sequence.
4. **Join** query syntax:
5. from... in outerSequence
6. join... in innerSequence
7. on outerKey equals innerKey

select ...

# GroupJoin - We have seen the Join operator in the previous section. The GroupJoin operator performs the same task as Join operator except that GroupJoin returns a result in group based on specified group key. The GroupJoin operator joins two sequences based on key and groups the result by matching key and then returns the collection of grouped result and key.

GroupJoin requires same parameters as Join. GroupJoin has following two overload methods:

GroupJoin Overload Methods:

public static IEnumerable<TResult> GroupJoin<TOuter, TInner, TKey, TResult>(this IEnumerable<TOuter> outer, IEnumerable<TInner> inner, Func<TOuter, TKey> outerKeySelector, Func<TInner, TKey> innerKeySelector, Func<TOuter, IEnumerable<TInner>, TResult> resultSelector);

public static IEnumerable<TResult> GroupJoin<TOuter, TInner, TKey, TResult>(this IEnumerable<TOuter> outer, IEnumerable<TInner> inner, Func<TOuter, TKey> outerKeySelector, Func<TInner, TKey> innerKeySelector, Func<TOuter, IEnumerable<TInner>, TResult> resultSelector, IEqualityComparer<TKey> comparer);

As you can see in the first overload method takes five input parameters (except the first 'this' parameter): 1) outer 2) inner 3) outerKeySelector 4) innerKeySelector 5) resultSelector. Please notice that resultSelector is of Func delegate type that has second input parameter as IEnumerable type for inner sequence.

Now, let's understand GroupJoin using following Student and Standard class where Student class includes StandardID that matches with StandardID of Standard class.

Example Classes

public class Student{

public int StudentID { get; set; }

public string StudentName { get; set; }

public int StandardID { get; set; }

}

public class Standard{

public int StandardID { get; set; }

public string StandardName { get; set; }

}

Consider the following GroupJoin query example.

Example: GroupJoin in Method syntax C#

IList<Student> studentList = new List<Student>() {

new Student() { StudentID = 1, StudentName = "John", StandardID =1 },

new Student() { StudentID = 2, StudentName = "Moin", StandardID =1 },

new Student() { StudentID = 3, StudentName = "Bill", StandardID =2 },

new Student() { StudentID = 4, StudentName = "Ram", StandardID =2 },

new Student() { StudentID = 5, StudentName = "Ron" }

};

IList<Standard> standardList = new List<Standard>() {

new Standard(){ StandardID = 1, StandardName="Standard 1"},

new Standard(){ StandardID = 2, StandardName="Standard 2"},

new Standard(){ StandardID = 3, StandardName="Standard 3"}

};

var groupJoin = standardList.GroupJoin(studentList, //inner sequence

std => std.StandardID, //outerKeySelector

s => s.StandardID, //innerKeySelector

(std, studentsGroup) => new // resultSelector

{

Students = studentsGroup,

StandarFulldName = std.StandardName

});

foreach (var item in groupJoin)

{

Console.WriteLine(item.StandarFulldName );

foreach(var stud in item.Students)

Console.WriteLine(stud.StudentName);

}

Output:

Standard 1:  
John,  
Moin,  
Standard 2:  
Bill,  
Ram,  
Standard 3:

In the above example of GroupJoin query, standardList is the outer sequence, because the query starts from it. The first parameter in GroupJoin method is to specify the inner sequence, which is studentList in the above example. The second and third parameters of the GroupJoin() method are to specify a field whose value should be matched using lambda expression, in order to include element in the result. The key selector for the outer sequence standard => standard.StandardID indicates that StandardID field of each elements in standardList should be match with the key of inner sequence studentList student => student.StandardID. If value of both the key field is matched then include that element into grouped collection studentsGroup where key would be StandardID.

The last parameter in Join method is an expression to formulate the result. In the above example, result selector includes grouped collection studentGroup and StandardName.

The following image illustrate that inner sequence grouped into studentsGroup collection for matching StandardID key and that grouped collection can be used to formulate the result.
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Resultset would include an anonymous objects that has the Students and StandardFullName properties. Students property will be a collection of Students whose StandardID matches with Standard.StandardID.
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You can access the result using a 'foreach' loop. Each element will have the StandardFullName & Students property, where Students will be a collection.

Example: Access GroupJoin Result in C#

foreach (var item in groupJoinResult)

{

Console.WriteLine(item.StandarFulldName );

foreach(var stud in item.Students)

Console.WriteLine(stud.StudentName);

}

Output:

Standard 1:  
John,  
Moin,  
Standard 2:  
Bill,  
Ram,  
Standard 3:

GroupJoin in Query Syntax

GroupJoin operator in query syntax works slightly different than method syntax. It requires an outer sequence, inner sequence, key selector and result selector. 'on' keyword is used for key selector where the left side of 'equals' operator is the outerKeySelector and the right side of 'equals' is the innerKeySelector. Use the **into** keyword to create the grouped collection.

Syntax: GroupJoin in Query Syntax

from ... in outerSequence

join ... in innerSequence

on outerKey equals innerKey

into groupedCollection

select ...

The following example demonstrates the GroupJoin in query syntax.

Example: GroupJoin Query Syntax C#

IList<Student> studentList = new List<Student>() {

new Student() { StudentID = 1, StudentName = "John", Age = 13, StandardID =1 },

new Student() { StudentID = 2, StudentName = "Moin", Age = 21, StandardID =1 },

new Student() { StudentID = 3, StudentName = "Bill", Age = 18, StandardID =2 },

new Student() { StudentID = 4, StudentName = "Ram" , Age = 20, StandardID =2 },

new Student() { StudentID = 5, StudentName = "Ron" , Age = 15 }

};

IList<Standard> standardList = new List<Standard>() {

new Standard(){ StandardID = 1, StandardName="Standard 1"},

new Standard(){ StandardID = 2, StandardName="Standard 2"},

new Standard(){ StandardID = 3, StandardName="Standard 3"}

};

var groupJoin = from std in standardList

join s in studentList

on std.StandardID equals s.StandardID

into studentGroup

select new {

Students = studentGroup ,

StandardName = std.StandardName

};

foreach (var item in groupJoin)

{

Console.WriteLine(item.StandarFulldName );

foreach(var stud in item.Students)

Console.WriteLine(stud.StudentName);

}

In the VB.Net, the **InTo** keyword will create a group of all students of same standard and assign it to the **Group** keyword. So, use Group in the projection result.

 Note:

Use of the **equals** operator to match key selector. == is not valid.

# Select - The Select operator always returns an IEnumerable collection which contains elements based on a transformation function. It is similar to the Select clause of SQL that produces a flat result set.

Now, let's understand Select query operator using the following Student class.

public class Student{

public int StudentID { get; set; }

public string StudentName { get; set; }

public int Age { get; set; }

}

**Select in Query Syntax**

LINQ query syntax must end with a **Select**or**GroupBy**clause. The following example demonstrates select operator that returns a string collection of StudentName.

Example: Select in Query Syntax C#

IList<Student> studentList = new List<Student>() {

new Student() { StudentID = 1, StudentName = "John" },

new Student() { StudentID = 2, StudentName = "Moin" },

new Student() { StudentID = 3, StudentName = "Bill" },

new Student() { StudentID = 4, StudentName = "Ram" },

new Student() { StudentID = 5, StudentName = "Ron" }

};

var selectResult = from s in studentList

select s.StudentName;

The select operator can be used to formulat the result as per our requirement. It can be used to return a collection of custom class or anonymous type which includes properties as per our need.

The following example of the select clause returns a collection of [anonymous type](https://www.tutorialsteacher.com/csharp/csharp-anonymous-type) containing the Name and Age property.

Example: Select in Query Syntax C#

IList<Student> studentList = new List<Student>() {

new Student() { StudentID = 1, StudentName = "John", Age = 13 } ,

new Student() { StudentID = 2, StudentName = "Moin", Age = 21 } ,

new Student() { StudentID = 3, StudentName = "Bill", Age = 18 } ,

new Student() { StudentID = 4, StudentName = "Ram" , Age = 20 } ,

new Student() { StudentID = 5, StudentName = "Ron" , Age = 15 }

};

// returns collection of anonymous objects with Name and Age property

var selectResult = from s in studentList

select new { Name = "Mr. " + s.StudentName, Age = s.Age };

// iterate selectResult

foreach (var item in selectResult)

Console.WriteLine("Student Name: {0}, Age: {1}", item.Name, item.Age);

**Select in Method Syntax**

The Select operator is optional in method syntax. However, you can use it to shape the data. In the following example, Select extension method returns a collection of anonymous object with the Name and Age property:

Example: Select in Method Syntax C#

IList<Student> studentList = new List<Student>() {

new Student() { StudentID = 1, StudentName = "John", Age = 18 } ,

new Student() { StudentID = 2, StudentName = "Moin", Age = 21 } ,

new Student() { StudentID = 3, StudentName = "Bill", Age = 18 } ,

new Student() { StudentID = 4, StudentName = "Ram" , Age = 20 } ,

new Student() { StudentID = 5, StudentName = "Ron" , Age = 21 }

};

var selectResult = studentList.Select(s => new { Name = s.StudentName ,

Age = s.Age });

In the above example, selectResult would contain anonymous objects with Name and Age property as shown below in the debug view.
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Select Many

The SelectMany operator projects sequences of values that are based on a transform function and then flattens them into one sequence.

# All, Any - The All operator evalutes each elements in the given collection on a specified condition and returns True if all the elements satisfy a condition.

Example: All operator C#

IList<Student> studentList = new List<Student>() {

new Student() { StudentID = 1, StudentName = "John", Age = 18 } ,

new Student() { StudentID = 2, StudentName = "Steve", Age = 15 } ,

new Student() { StudentID = 3, StudentName = "Bill", Age = 25 } ,

new Student() { StudentID = 4, StudentName = "Ram" , Age = 20 } ,

new Student() { StudentID = 5, StudentName = "Ron" , Age = 19 }

};

// checks whether all the students are teenagers

bool areAllStudentsTeenAger = studentList.All(s => s.Age > 12 && s.Age < 20);

Console.WriteLine(areAllStudentsTeenAger);

# Any - Any checks whether any element satisfy given condition or not? In the following example, Any operation is used to check whether any student is teen ager or not.

Example: Any operator C#

bool isAnyStudentTeenAger = studentList.Any(s => s.age > 12 && s.age < 20);

Output:

True

# 11. Contains -The Contains operator checks whether a specified element exists in the collection or not and returns a boolean.

The Contains() extension method has following two overloads. The first overload method requires a value to check in the collection and the second overload method requires additional parameter of IEqualityComparer type for custom equalality comparison.

Contains() Overloads:

public static bool Contains<TSource>(this IEnumerable<TSource> source, TSource value);

public static bool Contains<TSource>(this IEnumerable<TSource> source,

TSource value,

IEqualityComparer<TSource> comparer);

As mentioned above, the Contains() extension method requires a value to check as a input parameter. Type of a value must be same as type of generic collection. The following example of Contains checks whether 10 exists in the collection or not. Please notice that int is a type of generic collection.

Example: Contains operator C#

IList<int> intList = new List<int>() { 1, 2, 3, 4, 5 };

bool result = intList.Contains(10); // returns false

Now, you can use the above StudentComparer class in second overload method of Contains extension method that accepts second parameter of IEqualityComparer type, as below:

Example: Contains with Comparer class C#

IList<Student> studentList = new List<Student>() {

new Student() { StudentID = 1, StudentName = "John", Age = 18 } ,

new Student() { StudentID = 2, StudentName = "Steve", Age = 15 } ,

new Student() { StudentID = 3, StudentName = "Bill", Age = 25 } ,

new Student() { StudentID = 4, StudentName = "Ram" , Age = 20 } ,

new Student() { StudentID = 5, StudentName = "Ron" , Age = 19 }

};

Student std = new Student(){ StudentID =3, StudentName = "Bill"};

bool result = studentList.Contains(std, new StudentComparer()); //**returns true**

Points to Remember :

1. All, Any & Contains are quantifier operators in LINQ.
2. All checks if all the elements in a sequence satisfies the specified condition.
3. Any check if any of the elements in a sequence satisfies the specified condition
4. Contains operator checks whether specified element exists in the collection or not.
5. Use custom class that derives IEqualityOperator with Contains to check for the object in the collection.
6. All, Any & Contains are not supported in query syntax in C# or VB.Net.

# Aggregate - The aggregation operators perform mathematical operations like Average, Aggregate, Count, Max, Min and Sum, on the numeric property of the elements in the collection.

| Method | Description |
| --- | --- |
| [Aggregate](https://www.tutorialsteacher.com/linq/linq-aggregation-operator-aggregate#aggregate) | Performs a custom aggregation operation on the values in the collection. |
| [Average](https://www.tutorialsteacher.com/linq/linq-aggregation-operator-average) | calculates the average of the numeric items in the collection. |
| [Count](https://www.tutorialsteacher.com/linq/linq-aggregation-operator-count) | Counts the elements in a collection. |
| LongCount | Counts the elements in a collection. |
| [Max](https://www.tutorialsteacher.com/linq/linq-aggregation-operator-max) | Finds the largest value in the collection. |
| Min | Finds the smallest value in the collection. |
| [Sum](https://www.tutorialsteacher.com/linq/linq-aggregation-operator-sum) | Calculates sum of the values in the collection. |

**Aggregate**

The Aggregate method performs an accumulate operation. Aggregate extension method has the following overload methods:

Aggregate() Overloads:

public static TSource Aggregate<TSource>(this IEnumerable<TSource> source,

Func<TSource, TSource, TSource> func);

public static TAccumulate Aggregate<TSource, TAccumulate>(this IEnumerable<TSource> source,

TAccumulate seed,

Func<TAccumulate, TSource, TAccumulate> func);

public static TResult Aggregate<TSource, TAccumulate, TResult>(this IEnumerable<TSource> source,

TAccumulate seed,

Func<TAccumulate, TSource, TAccumulate> func,

Func<TAccumulate, TResult> resultSelector);

The following example demonstrates Aggregate method that returns comma seperated elements of the string list.

Example: Aggregate in Method Syntax C#

IList<String> strList = new List<String>() { "One", "Two", "Three", "Four", "Five"};

var commaSeperatedString = strList.Aggregate((s1, s2) => s1 + ", " + s2);

Console.WriteLine(commaSeperatedString);

Output:

One, Two, Three, Four, Five

In the above example, Aggregate extension method returns comma separated strings from strList collection. The following image illustrates the whole aggregate operation performed in the above example.
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As per the above figure, first item of strList "One" will be pass as s1 and rest of the items will be passed as s2. The lambda expression (s1, s2) => s1 + ", " + s2 will be treated like s1 = s1 + ", " + s1 where s1 will be accumulated for each item in the collection. Thus, Aggregate method will return comma separated string.

**Aggregate Method with Seed Value**

The second overload method of Aggregate requires first parameter for seed value to accumulate. Second parameter is Func type delegate:  
TAccumulate Aggregate<TSource, TAccumulate>(**TAccumulate seed, Func<TAccumulate, TSource, TAccumulate> func**); .

The following example uses string as a seed value in the Aggregate extension method.

Example: Aggregate with Seed Value C#

// Student collection

IList<Student> studentList = new List<Student>>() {

new Student() { StudentID = 1, StudentName = "John", Age = 13} ,

new Student() { StudentID = 2, StudentName = "Moin", Age = 21 } ,

new Student() { StudentID = 3, StudentName = "Bill", Age = 18 } ,

new Student() { StudentID = 4, StudentName = "Ram" , Age = 20} ,

new Student() { StudentID = 5, StudentName = "Ron" , Age = 15 }

};

string commaSeparatedStudentNames = studentList.Aggregate<Student, string>(

"Student Names: ", // seed value

(str, s) => str += s.StudentName + "," );

Console.WriteLine(commaSeparatedStudentNames);

Output:

Student Names: John, Moin, Bill, Ram, Ron,

In the above example, the first parameter of the Aggregate method is the "Student Names: " string that will be accumulated with all student names. The comma in the lambda expression will be passed as a second parameter.

The following example use Aggregate operator to add the age of all the students.

Example: Aggregate with Seed Value C#

// Student collection

IList<Student> studentList = new List<Student>>() {

new Student() { StudentID = 1, StudentName = "John", Age = 13} ,

new Student() { StudentID = 2, StudentName = "Moin", Age = 21 } ,

new Student() { StudentID = 3, StudentName = "Bill", Age = 18 } ,

new Student() { StudentID = 4, StudentName = "Ram" , Age = 20} ,

new Student() { StudentID = 5, StudentName = "Ron" , Age = 15 }

};

int SumOfStudentsAge = studentList.Aggregate<Student, int>(0,

(totalAge, s) => totalAge += s.Age );

**Aggregate Method with Result Selector**

Now, let's see third overload method that required the third parameter of the Func delegate expression for result selector, so that you can formulate the result.

Example: Aggregate with Result Selector C#

IList<Student> studentList = new List<Student>>() {

new Student() { StudentID = 1, StudentName = "John", Age = 13} ,

new Student() { StudentID = 2, StudentName = "Moin", Age = 21 } ,

new Student() { StudentID = 3, StudentName = "Bill", Age = 18 } ,

new Student() { StudentID = 4, StudentName = "Ram" , Age = 20} ,

new Student() { StudentID = 5, StudentName = "Ron" , Age = 15 }

};

string commaSeparatedStudentNames = studentList.Aggregate<Student, string,string>(

String.Empty, // seed value

(str, s) => str += s.StudentName + ",", // returns result using seed value, String.Empty goes to lambda expression as str

str => str.Substring(0,str.Length - 1 )); // result selector that removes last comma

Console.WriteLine(commaSeparatedStudentNames);

Output:

John, Moin, Bill, Ram, Ron

# Average - Average extension method calculates the average of the numeric items in the collection. Average method returns nullable or non-nullable decimal, double or float value.

The following example demonstrate Agerage method that returns average value of all the integers in the collection.

Example: Average Method C#

IList<int> intList = new List<int>>() { 10, 20, 30 };

var avg = intList.Average();

Console.WriteLine("Average: {0}", avg);

You can specify an int, decimal, double or float property of a class as a lambda expression of which you want to get an average value. The following example demonstrates Average method on the complex type.

Example: Average in Method Syntax C#

IList<Student> studentList = new List<Student>>() {

new Student() { StudentID = 1, StudentName = "John", Age = 13} ,

new Student() { StudentID = 2, StudentName = "Moin", Age = 21 } ,

new Student() { StudentID = 3, StudentName = "Bill", Age = 18 } ,

new Student() { StudentID = 4, StudentName = "Ram" , Age = 20} ,

new Student() { StudentID = 5, StudentName = "Ron" , Age = 15 }

};

var avgAge = studentList.Average(s => s.Age);

Console.WriteLine("Average Age of Student: {0}", avgAge);

Output:

Average Age of Student: 17.4

# Count – The Count operator returns the number of elements in the collection or number of elements that have satisfied the given condition.

The Count() extension method has the following two overloads:

Count() Overloads:

int Count<TSource>();

int Count<TSource>(Func<TSource, bool> predicate);

The first overload method of Count returns the number of elements in the specified collection, whereas the second overload method returns the number of elements which have satisfied the specified condition given as lambda expression/predicate function.

The following example demonstrates Count() on primitive collection.

Example: Count() - C#

IList<int> intList = new List<int>() { 10, 21, 30, 45, 50 };

var totalElements = intList.Count();

Console.WriteLine("Total Elements: {0}", totalElements);

var evenElements = intList.Count(i => i%2 == 0);

Console.WriteLine("Even Elements: {0}", evenElements);

Output:

Total Elements: 5  
Even Elements: 3

The following example demonstrates Count() method on the complex type collection.

Example: Count() in C#

IList<Student> studentList = new List<Student>>() {

new Student() { StudentID = 1, StudentName = "John", Age = 13} ,

new Student() { StudentID = 2, StudentName = "Moin", Age = 21 } ,

new Student() { StudentID = 3, StudentName = "Bill", Age = 18 } ,

new Student() { StudentID = 4, StudentName = "Ram" , Age = 20} ,

new Student() { StudentID = 5, StudentName = "Mathew" , Age = 15 }

};

var totalStudents = studentList.Count();

Console.WriteLine("Total Students: {0}", totalStudents);

var adultStudents = studentList.Count(s => s.Age >= 18);

Console.WriteLine("Number of Adult Students: {0}", adultStudents );

Output:

Total Students: 5  
Number of Adult Students: 3

C# Query Syntax doesn't support aggregation operators. However, you can wrap the query into brackets and use an aggregation functions as shown below.

Example: Count operator in query syntax C#

var totalAge = (from s in studentList

select s.age).Count();

# Max - The Max() method returns the largest numeric element from a collection.

The following example demonstrates Max() on primitive collection.

Example: Max method C#

IList<int> intList = new List<int>() { 10, 21, 30, 45, 50, 87 };

var largest = intList.Max();

Console.WriteLine("Largest Element: {0}", largest);

var largestEvenElements = intList.Max(i => {

if(i%2 == 0)

return i;

return 0;

});

Console.WriteLine("Largest Even Element: {0}", largestEvenElements );

Output:

Largest Element: 87  
Largest Even Element: 50

The following example demonstrates Max() method on the complex type collection.

Example: Max in Method Syntax C#

IList<Student> studentList = new List<Student>>() {

new Student() { StudentID = 1, StudentName = "John", Age = 13} ,

new Student() { StudentID = 2, StudentName = "Moin", Age = 21 } ,

new Student() { StudentID = 3, StudentName = "Bill", Age = 18 } ,

new Student() { StudentID = 4, StudentName = "Ram" , Age = 20} ,

new Student() { StudentID = 5, StudentName = "Ron" , Age = 15 }

};

var oldest = studentList.Max(s => s.Age);

Console.WriteLine("Oldest Student Age: {0}", oldest);

Max returns a result of any data type. The following example shows how you can find a student with the longest name in the collection:

Example: Max() in C#

public class Student : IComparable<Student>

{

public int StudentID { get; set; }

public string StudentName { get; set; }

public int Age { get; set; }

public int StandardID { get; set; }

public int CompareTo(Student other)

{

if (this.StudentName.Length >= other.StudentName.Length)

return 1;

return 0;

}

}

class Program

{

static void Main(string[] args)

{

// Student collection

IList<Student> studentList = new List<Student>>() {

new Student() { StudentID = 1, StudentName = "John", Age = 13} ,

new Student() { StudentID = 2, StudentName = "Moin", Age = 21 } ,

new Student() { StudentID = 3, StudentName = "Bill", Age = 18 } ,

new Student() { StudentID = 4, StudentName = "Ram" , Age = 20} ,

new Student() { StudentID = 5, StudentName = "Steve" , Age = 15 }

};

var studentWithLongName = studentList.Max();

Console.WriteLine("Student ID: {0}, Student Name: {1}",

.StudentID, studentWithLongName.StudentName)

}

}

Output:

Student ID: 5, Student Name: Steve

As per the above example, to find the student with the longest name, you need to implement IComparable<T> interface and compare student names' length in CompareTo method. So now, you can use Max() method which will use CompareTo method in order to return appropriate result.

# Sum - The Sum() method calculates the sum of numeric items in the collection.

The following example demonstrates Sum() on primitive collection.

Example: LINQ Sum() C#

IList<int> intList = new List<int>() { 10, 21, 30, 45, 50, 87 };

var total = intList.Sum();

Console.WriteLine("Sum: {0}", total);

var sumOfEvenElements = intList.Sum(i => {

if(i%2 == 0)

return i;

return 0;

});

Console.WriteLine("Sum of Even Elements: {0}", sumOfEvenElements );

Output:

Sum: 243  
Sum of Even Elements: 90

The following example calculates sum of all student's age and also number of adult students in a student collection.

Example: LINQ Sum() - C#

IList<Student> studentList = new List<Student>>() {

new Student() { StudentID = 1, StudentName = "John", Age = 13} ,

new Student() { StudentID = 2, StudentName = "Moin", Age = 21 } ,

new Student() { StudentID = 3, StudentName = "Bill", Age = 18 } ,

new Student() { StudentID = 4, StudentName = "Ram" , Age = 20} ,

new Student() { StudentID = 5, StudentName = "Ron" , Age = 15 }

};

var sumOfAge = studentList.Sum(s => s.Age);

Console.WriteLine("Sum of all student's age: {0}", sumOfAge);

var numOfAdults = studentList.Sum(s => {

if(s.Age >= 18)

return 1;

else

return 0;

});

Console.WriteLine("Total Adult Students: {0}", numOfAdults);

# ElementAt, ElementAtOrdefault - Element operators return a particular element from a sequence (collection).

The following table lists all the Element operators in LINQ.

| Element Operators (Methods) | Description |
| --- | --- |
| ElementAt | Returns the element at a specified index in a collection |
| ElementAtOrDefault | Returns the element at a specified index in a collection or a default value if the index is out of range. |
| First | Returns the first element of a collection, or the first element that satisfies a condition. |
| FirstOrDefault | Returns the first element of a collection, or the first element that satisfies a condition. Returns a default value if index is out of range. |
| Last | Returns the last element of a collection, or the last element that satisfies a condition |
| LastOrDefault | Returns the last element of a collection, or the last element that satisfies a condition. Returns a default value if no such element exists. |
| Single | Returns the only element of a collection, or the only element that satisfies a condition. |
| SingleOrDefault | Returns the only element of a collection, or the only element that satisfies a condition. Returns a default value if no such element exists or the collection does not contain exactly one element. |

The ElementAt() method returns an element from the specified index from a given collection. If the specified index is out of the range of a collection then it will throw an *Index out of range* exception. Please note that index is a zero based index.

The ElementAtOrDefault() method also returns an element from the specified index from a collaction and if the specified index is out of range of a collection then it will return a default value of the data type instead of throwing an error.

The following example demonstrates ElementAt and ElementAtOrDefault method on primitive collection.

Example: LINQ ElementAt() and ElementAtOrDefault() - C#

IList<int> intList = new List<int>() { 10, 21, 30, 45, 50, 87 };

IList<string> strList = new List<string>() { "One", "Two", null, "Four", "Five" };

Console.WriteLine("1st Element in intList: {0}", intList.ElementAt(0));

Console.WriteLine("1st Element in strList: {0}", strList.ElementAt(0));

Console.WriteLine("2nd Element in intList: {0}", intList.ElementAt(1));

Console.WriteLine("2nd Element in strList: {0}", strList.ElementAt(1));

Console.WriteLine("3rd Element in intList: {0}", intList.ElementAtOrDefault(2));

Console.WriteLine("3rd Element in strList: {0}", strList.ElementAtOrDefault(2));

Console.WriteLine("10th Element in intList: {0} - default int value",

intList.ElementAtOrDefault(9));

Console.WriteLine("10th Element in strList: {0} - default string value (null)",

strList.ElementAtOrDefault(9));

Console.WriteLine("intList.ElementAt(9) throws an exception: Index out of range");

Console.WriteLine("-------------------------------------------------------------");

Console.WriteLine(intList.ElementAt(9));

Output:

1st Element in intList: 10  
1st Element in strList: One  
2nd Element in intList: 21  
2nd Element in strList: Two  
3rd Element in intList: 30  
3rd Element in strList: Three  
10th Element in intList: 0 - default int value  
10th Element in strList: - default string value (null)  
intList.ElementAt(9) throws an exception: Index out of range  
-------------------------------------------------------------  
Run-time exception: Index was out of range....

As you can see in the above example, intList.ElementAtOrDefault(9) returns 0 (default value of int) because intList does not include 10th element. However intList.ElementAt(9) throws "Index out of range" exception.The same way, strList.ElementAtOrDefault(9) returns null which is default value of string type. (console display empty space because it cannot display null)

Thus, it is advisable to use the ElementAtOrDefault extension method to eliminate the possibility of a runtime exception.

# First, FirstOrDefault - The First and FirstOrDefault method returns an element from the zeroth index in the collection i.e. the first element. Also, it returns an element that satisfies the specified condition.

| Element Operators | Description |
| --- | --- |
| First | Returns the first element of a collection, or the first element that satisfies a condition. |
| FirstOrDefault | Returns the first element of a collection, or the first element that satisfies a condition. Returns a default value if index is out of range. |

First and FirstOrDefault has two overload methods. The first overload method doesn't take any input parameter and returns the first element in the collection. The second overload method takes the lambda expression as predicate delegate to specify a condition and returns the first element that satisfies the specified condition.

First() Á FirstOrDefault() Overloads:

public static TSource First<TSource>(this IEnumerable<TSource> source);

public static TSource First<TSource>(this IEnumerable<TSource> source, Func<TSource, bool> predicate);

public static TSource FirstOrDefault<TSource>(this IEnumerable<TSource> source);

public static TSource FirstOrDefault<TSource>(this IEnumerable<TSource> source, Func<TSource, bool> predicate);

The First() method returns the first element of a collection, or the first element that satisfies the specified condition using lambda expression or Func delegate. If a given collection is empty or does not include any element that satisfied the condition then it will throw InvalidOperation exception.

The FirstOrDefault() method does the same thing as First() method. The only difference is that it returns default value of the data type of a collection if a collection is empty or doesn't find any element that satisfies the condition.

The following example demonstrates First() method.

Example: LINQ First() - C#

IList<int> intList = new List<int>() { 7, 10, 21, 30, 45, 50, 87 };

IList<string> strList = new List<string>() { null, "Two", "Three", "Four", "Five" };

IList<string> emptyList = new List<string>();

Console.WriteLine("1st Element in intList: {0}", intList.First());

Console.WriteLine("1st Even Element in intList: {0}", intList.First(i => i % 2 == 0));

Console.WriteLine("1st Element in strList: {0}", strList.First());

Console.WriteLine("emptyList.First() throws an InvalidOperationException");

Console.WriteLine("-------------------------------------------------------------");

Console.WriteLine(emptyList.First());

Output:

1st Element in intList: 7  
1st Even Element in intList: 10  
1st Element in strList:  
emptyList.First() throws an InvalidOperationException  
-------------------------------------------------------------  
Run-time exception: Sequence contains no elements...

The following example demonstrates FirstOrDefault() method.

Example: LINQ FirstOrDefault() - C#

IList<int> intList = new List<int>() { 7, 10, 21, 30, 45, 50, 87 };

IList<string> strList = new List<string>() { null, "Two", "Three", "Four", "Five" };

IList<string> emptyList = new List<string>();

Console.WriteLine("1st Element in intList: {0}", intList.FirstOrDefault());

Console.WriteLine("1st Even Element in intList: {0}",

intList.FirstOrDefault(i => i % 2 == 0));

Console.WriteLine("1st Element in strList: {0}", strList.FirstOrDefault());

Console.WriteLine("1st Element in emptyList: {0}", emptyList.FirstOrDefault());

Output:

1st Element in intList: 7  
1st Even Element in intList: 10  
1st Element in strList:  
1st Element in emptyList:

Be careful while specifying condition in First() or FirstOrDefault(). First() will throw an exception if a collection does not include any element that satisfies the specified condition or includes null element.

If a collection includes null element then FirstOrDefault() throws an exception while evaluting the specified condition. The following example demonstrates this.

Example: LINQ First() & FirstOrDefault() - C#

IList<int> intList = new List<int>() { 7, 10, 21, 30, 45, 50, 87 };

IList<string> strList = new List<string>() { null, "Two", "Three", "Four", "Five" };

Console.WriteLine("1st Element which is greater than 250 in intList: {0}",

intList.First( i > 250));

Console.WriteLine("1st Even Element in intList: {0}",

strList.FirstOrDefault(s => s.Contains("T")));

Output:

Run-time exception: Sequence contains no matching element

# Last, LastOrDefault - Last and LastOrDefault has two overload methods. One overload method doesn't take any input parameter and returns last element from the collection. Second overload method takes a lambda expression to specify a condition and returns last element that satisfies the specified condition.

| Element Operators | Description |
| --- | --- |
| Last | Returns the last element from a collection, or the last element that satisfies a condition |
| LastOrDefault | Returns the last element from a collection, or the last element that satisfies a condition. Returns a default value if no such element exists. |

Last() Á LastOrDefault() Overloads:

public static TSource Last<TSource>(this IEnumerable<TSource> source);

public static TSource Last<TSource>(this IEnumerable<TSource> source, Func<TSource, bool> predicate);

public static TSource LastOrDefault<TSource>(this IEnumerable<TSource> source);

public static TSource LastOrDefault<TSource>(this IEnumerable<TSource> source, Func<TSource, bool> predicate);

The Last() method returns the last element from a collection, or the last element that satisfies the specified condition using lambda expression or Func delegate. If a given collection is empty or does not include any element that satisfied the condition then it will throw InvalidOperation exception.

The LastOrDefault() method does the same thing as Last() method. The only difference is that it returns default value of the data type of a collection if a collection is empty or doesn't find any element that satisfies the condition.

The following example demonstrates Last() method.

Example: LINQ Last() - C#

IList<int> intList = new List<int>() { 7, 10, 21, 30, 45, 50, 87 };

IList<string> strList = new List<string>() { null, "Two", "Three", "Four", "Five" };

IList<string> emptyList = new List<string>();

Console.WriteLine("Last Element in intList: {0}", intList.Last());

Console.WriteLine("Last Even Element in intList: {0}", intList.Last(i => i % 2 == 0));

Console.WriteLine("Last Element in strList: {0}", strList.Last());

Console.WriteLine("emptyList.Last() throws an InvalidOperationException");

Console.WriteLine("-------------------------------------------------------------");

Console.WriteLine(emptyList.Last());

Output:

Last Element in intList: 87  
Last Even Element in intList: 50  
Last Element in strList: Five  
emptyList.Last() throws an InvalidOperationException  
-------------------------------------------------------------  
Run-time exception: Sequence contains no elements...

The following example demonstrates LastOrDefault() method.

Example: LINQ LastOrDefault() - C#

IList<int> intList = new List<int>() { 7, 10, 21, 30, 45, 50, 87 };

IList<string> strList = new List<string>() { null, "Two", "Three", "Four", "Five" };

IList<string> emptyList = new List<string>();

Console.WriteLine("Last Element in intList: {0}", intList.LastOrDefault());

Console.WriteLine("Last Even Element in intList: {0}",

intList.LastOrDefault(i => i % 2 == 0));

Console.WriteLine("Last Element in strList: {0}", strList.LastOrDefault());

Console.WriteLine("Last Element in emptyList: {0}", emptyList.LastOrDefault());

Output:

Last Element in intList: 7  
Last Even Element in intList: 10  
Last Element in strList:  
Last Element in emptyList:

Be careful while specifying condition in Last() or LastOrDefault(). Last() will throw an exception if a collection does not include any element that satisfies the specified condition or includes null element.

If a collection includes null element then LastOrDefault() throws an exception while evaluting the specified condition. The following example demonstrates this.

Example: LINQ Last() & LastOrDefault() - C#

IList<int> intList = new List<int>() { 7, 10, 21, 30, 45, 50, 87 };

IList<string> strList = new List<string>() { null, "Two", "Three", "Four", "Five" };

Console.WriteLine("Last Element which is greater than 250 in intList: {0}",

intList.Last(i => i > 250));

Console.WriteLine("Last Even Element in intList: {0}",

strList.LastOrDefault(s => s.Contains("T")));

Output:

Run-time exception: Sequence contains no matching element

# Single, SingleOrDefault - Single and SingleOrDefault have two overload methods. The first overload method doesn't take any input parameter and returns a single element in the collection. The second overload method takes the lambda expression as a predicate delegate that specifies the condition and returns a single element that satisfies the specified condition.

| Element Operators | Description |
| --- | --- |
| Single | Returns the only element from a collection, or the only element that satisfies a condition. If Single() found no elements or more than one elements in the collection then throws InvalidOperationException. |
| SingleOrDefault | The same as Single, except that it returns a default value of a specified generic type, instead of throwing an exception if no element found for the specified condition. However, it will thrown InvalidOperationException if it found more than one element for the specified condition in the collection. |

Single() Á SingleOrDefault() Overloads:

public static TSource Single<TSource>(this IEnumerable<TSource> source);

public static TSource Single<TSource>(this IEnumerable<TSource> source, Func<TSource, bool> predicate);

public static TSource SingleOrDefault<TSource>(this IEnumerable<TSource> source);

public static TSource SingleOrDefault<TSource>(this IEnumerable<TSource> source, Func<TSource, bool> predicate);

Single() returns the only element from a collection, or the only element that satisfies the specified condition. If a given collection includes no elements or more than one elements then Single() throws InvalidOperationException.

The SingleOrDefault() method does the same thing as Single() method. The only difference is that it returns default value of the data type of a collection if a collection is empty, includes more than one element or finds no element or more than one element for the specified condition.

Example: Single in method syntax C#

IList<int> oneElementList = new List<int>() { 7 };

IList<int> intList = new List<int>() { 7, 10, 21, 30, 45, 50, 87 };

IList<string> strList = new List<string>() { null, "Two", "Three", "Four", "Five" };

IList<string> emptyList = new List<string>();

Console.WriteLine("The only element in oneElementList: {0}", oneElementList.Single());

Console.WriteLine("The only element in oneElementList: {0}",

oneElementList.SingleOrDefault());

Console.WriteLine("Element in emptyList: {0}", emptyList.SingleOrDefault());

Console.WriteLine("The only element which is less than 10 in intList: {0}",

intList.Single(i => i < 10));

//Followings throw an exception

//Console.WriteLine("The only Element in intList: {0}", intList.Single());

//Console.WriteLine("The only Element in intList: {0}", intList.SingleOrDefault());

//Console.WriteLine("The only Element in emptyList: {0}", emptyList.Single());

Output:

The only element in oneElementList: 7  
The only element in oneElementList: 7  
Element in emptyList: 0  
The only element which is less than 10 in intList: 7

The following example code throws an exception because Single() or SingleOrDefault() returns none or multiple elements for the specified condition.

C#: Single() and SingleOrDefault()

IList<int> oneElementList = new List<int>() { 7 };

IList<int> intList = new List<int>() { 7, 10, 21, 30, 45, 50, 87 };

IList<string> strList = new List<string>() { null, "Two", "Three", "Four", "Five" };

IList<string> emptyList = new List<string>();

//following throws error because list contains more than one element which is less than 100

Console.WriteLine("Element less than 100 in intList: {0}", intList.Single(i => i < 100));

//following throws error because list contains more than one element which is less than 100

Console.WriteLine("Element less than 100 in intList: {0}",

intList.SingleOrDefault(i => i < 100));

//following throws error because list contains more than one elements

Console.WriteLine("The only Element in intList: {0}", intList.Single());

//following throws error because list contains more than one elements

Console.WriteLine("The only Element in intList: {0}", intList.SingleOrDefault());

//following throws error because list does not contains any element

Console.WriteLine("The only Element in emptyList: {0}", emptyList.Single());
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1. Single() expects one and only one element in the collection.
2. Single() throws an exception when it gets no element or more than one elements in the collection.
3. If specified a condition in Single() and result contains no element or more than one elements then it throws an exception.
4. SingleOrDefault() will return default value of a data type of generic collection if there is no elements in a colection or for the specified condition.
5. SingleOrDefault() will throw an exception if there is more than one elements in a colection or for the specified condition

# 21. SequenceEquel - There is only one equality operator: SequenceEqual. The SequenceEqual method checks whether the number of elements, value of each element and order of elements in two collections are equal or not.

If the collection contains elements of primitive data types then it compares the values and number of elements, whereas collection with complex type elements, checks the references of the objects. So, if the objects have the same reference then they considered as equal otherwise they are considered not equal.

The following example demonstrates the SequenceEqual method with the collection of primitive data types.

Example: SequenceEqual in Method Syntax C#

IList<string> strList1 = new List<string>(){"One", "Two", "Three", "Four", "Three"};

IList<string> strList2 = new List<string>(){"One", "Two", "Three", "Four", "Three"};

bool isEqual = strList1.SequenceEqual(strList2); // returns true

Console.WriteLine(isEqual);

Output:

true

If the order of elements are not the same then SequenceEqual() method returns false.

Example: SequenceEqual in Method Syntax C#

IList<string> strList1 = new List<string>(){"One", "Two", "Three", "Four", "Three"};

IList<string> strList2 = new List<string>(){ "Two", "One", "Three", "Four", "Three"};

bool isEqual = strList1.SequenceEqual(strList2); // returns false

Console.WriteLine(isEqual);

Output:

false

The SequenceEqual extension method checks the references of two objects to determine whether two sequences are equal or not. This may give wrong result. Consider following example:

Example: SequenceEqual in C#

Student std = new Student() { StudentID = 1, StudentName = "Bill" };

IList<Student> studentList1 = new List<Student>(){ std };

IList<Student> studentList2 = new List<Student>(){ std };

bool isEqual = studentList1.SequenceEqual(studentList2); // returns true

Student std1 = new Student() { StudentID = 1, StudentName = "Bill" };

Student std2 = new Student() { StudentID = 1, StudentName = "Bill" };

IList<Student> studentList3 = new List<Student>(){ std1};

IList<Student> studentList4 = new List<Student>(){ std2 };

isEqual = studentList3.SequenceEqual(studentList4);// returns false

In the above example, studentList1 and studentList2 contains the same student object, std. So studentList1.SequenceEqual(studentList2) returns true. But, stdList1 and stdList2 contains two seperate student object, std1 and std2. So now, stdList1.SequenceEqual(stdList2) will return false even if std1 and std2 contain the same value.

To compare the values of two collection of complex type (reference type or object), you need to implement IEqualityComperar<T> interface as shown below.

Example: IEqualityComparer C#:

class StudentComparer : IEqualityComparer<Student>

{

public bool Equals(Student x, Student y)

{

if (x.StudentID == y.StudentID && x.StudentName.ToLower() == y.StudentName.ToLower())

return true;

return false;

}

public int GetHashCode(Student obj)

{

return obj.GetHashCode();

}

}

Now, you can use above StudentComparer class in SequenceEqual extension method as a second parameter to compare the values:

Example: Compare object type elements using SequenceEqual C#

IList<Student> studentList1 = new List<Student>() {

new Student() { StudentID = 1, StudentName = "John", Age = 18 } ,

new Student() { StudentID = 2, StudentName = "Steve", Age = 15 } ,

new Student() { StudentID = 3, StudentName = "Bill", Age = 25 } ,

new Student() { StudentID = 4, StudentName = "Ram" , Age = 20 } ,

new Student() { StudentID = 5, StudentName = "Ron" , Age = 19 }

};

IList<Student> studentList2 = new List<Student>() {

new Student() { StudentID = 1, StudentName = "John", Age = 18 } ,

new Student() { StudentID = 2, StudentName = "Steve", Age = 15 } ,

new Student() { StudentID = 3, StudentName = "Bill", Age = 25 } ,

new Student() { StudentID = 4, StudentName = "Ram" , Age = 20 } ,

new Student() { StudentID = 5, StudentName = "Ron" , Age = 19 }

};

// following returns true

bool isEqual = studentList1.SequenceEqual(studentList2, new StudentComparer());
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1. The SequenceEqual method compares the number of items and their values for primitive data types.
2. The SequenceEqual method compares the reference of objects for complex data types.
3. Use IEqualityComparer class to compare two colection of complex type using SequenceEqual method.

# Concat - The Concat() method appends two sequences of the same type and returns a new sequence (collection).

Example: Concat in C#

IList<string> collection1 = new List<string>() { "One", "Two", "Three" };

IList<string> collection2 = new List<string>() { "Five", "Six"};

var collection3 = collection1.Concat(collection2);

foreach (string str in collection3)

Console.WriteLine(str);

Output:

One  
Two  
Three  
Five  
Six

Example: Concat in C#

IList<int> collection1 = new List<int>() { 1, 2, 3 };

IList<int> collection2 = new List<int>() { 4, 5, 6 };

var collection3 = collection1.Concat(collection2);

foreach (int i in collection3)

Console.WriteLine(i);

Output:

1  
2  
3  
4  
5  
6

Concat operator is not supported in query syntax in C# or VB.Net.

# 23. DefaultEmpty - The DefaultIfEmpty() method returns a new collection with the default value if the given collection on which DefaultIfEmpty() is invoked is empty.

Another overload method of DefaultIfEmpty() takes a value parameter that should be replaced with default value.

Consider the following example.

Example: DefaultIfEmpty C#

IList<string> emptyList = new List<string>();

var newList1 = emptyList.DefaultIfEmpty();

var newList2 = emptyList.DefaultIfEmpty("None");

Console.WriteLine("Count: {0}" , newList1.Count());

Console.WriteLine("Value: {0}" , newList1.ElementAt(0));

Console.WriteLine("Count: {0}" , newList2.Count());

Console.WriteLine("Value: {0}" , newList2.ElementAt(0));

Output:

Count: 1  
Value:  
Count: 1  
Value: None

In the above example, emptyList.DefaultIfEmpty() returns a new string collection with one element whose value is null because null is a default value of string. Another method emptyList.DefaultIfEmpty("None") returns a string collection with one element whose value is "None" instead of null.

The following example demonstrates calling DefaultIfEmpty on int collection.

Example: DefaultIfEmpty C#

IList<int> emptyList = new List<int>();

var newList1 = emptyList.DefaultIfEmpty();

var newList2 = emptyList.DefaultIfEmpty(100);

Console.WriteLine("Count: {0}" , newList1.Count());

Console.WriteLine("Value: {0}" , newList1.ElementAt(0));

Console.WriteLine("Count: {0}" , newList2.Count());

Console.WriteLine("Value: {0}" , newList2.ElementAt(0));

Output:

Count: 1  
Value: 0  
Count: 1  
Value: 100

The following example demonstrates DefaultIfEmpty() method on complex type collection.

Example: DefaultIfEmpty C#:

IList<Student> emptyStudentList = new List<Student>();

var newStudentList1 = studentList.DefaultIfEmpty(new Student());

var newStudentList2 = studentList.DefaultIfEmpty(new Student(){

StudentID = 0,

StudentName = "" });

Console.WriteLine("Count: {0} ", newStudentList1.Count());

Console.WriteLine("Student ID: {0} ", newStudentList1.ElementAt(0));

Console.WriteLine("Count: {0} ", newStudentList2.Count());

Console.WriteLine("Student ID: {0} ", newStudentList2.ElementAt(0).StudentID);

Output:

Count: 1  
Student ID:  
Count: 1  
Student ID: 0

# 24. Empty, Range, Repeat - LINQ includes generation operators DefaultIfEmpty, Empty, Range & Repeat. The Empty, Range & Repeat methods are not extension methods for IEnumerable or IQueryable but they are simply static methods defined in a static class Enumerable.

| Method | Description |
| --- | --- |
| Empty | Returns an empty collection |
| Range | Generates collection of IEnumerable<T> type with specified number of elements with sequential values, starting from first element. |
| Repeat | Generates a collection of IEnumerable<T> type with specified number of elements and each element contains same specified value. |

Empty

**The Empty**() method is not an extension method of IEnumerable or IQueryable like other LINQ methods. It is a static method included in Enumerable static class. So, you can call it the same way as other static methods like Enumerable.Empty<TResult>(). The Empty() method returns an empty collection of a specified type as shown below.

Example: Enumerable.Empty()

var emptyCollection1 = Enumerable.Empty<string>();

var emptyCollection2 = Enumerable.Empty<Student>();

Console.WriteLine("Count: {0} ", emptyCollection1.Count());

Console.WriteLine("Type: {0} ", emptyCollection1.GetType().Name );

Console.WriteLine("Count: {0} ",emptyCollection2.Count());

Console.WriteLine("Type: {0} ", emptyCollection2.GetType().Name );

Output:

Type: String[]  
Count: 0  
Type: Student[]  
Count: 0

**Range**

The Range() method returns a collection of IEnumerable<T> type with specified number of elements and sequential values starting from the first element.

Example: Enumerable.Range()

var intCollection = Enumerable.Range(10, 10);

Console.WriteLine("Total Count: {0} ", intCollection.Count());

for(int i = 0; i < intCollection.Count(); i++)

Console.WriteLine("Value at index {0} : {1}", i, intCollection.ElementAt(i));

Output:

Total Count: 10  
Value at index 0 : 10  
Value at index 1 : 11  
Value at index 2 : 12  
Value at index 3 : 13  
Value at index 4 : 14  
Value at index 5 : 15  
Value at index 6 : 16  
Value at index 7 : 17  
Value at index 8 : 18  
Value at index 9 : 19

In the above example, Enumerable.Range(10, 10) creates collection with 10 integer elements with the sequential values starting from 10. First parameter specifies the starting value of elements and second parameter specifies the number of elements to create.

**Repeat**

The Repeat() method generates a collection of IEnumerable<T> type with specified number of elements and each element contains same specified value.

Example: Repeat

var intCollection = Enumerable.Repeat<int>(10, 10);

Console.WriteLine("Total Count: {0} ", intCollection.Count());

for(int i = 0; i < intCollection.Count(); i++)

Console.WriteLine("Value at index {0} : {1}", i, intCollection.ElementAt(i));

Output:

Total Count: 10  
Value at index 0: 10  
Value at index 1: 10  
Value at index 2: 10  
Value at index 3: 10  
Value at index 4: 10  
Value at index 5: 10  
Value at index 6: 10  
Value at index 7: 10  
Value at index 8: 10  
Value at index 9: 10

In the above example, Enumerable.Repeat<int>(10, 10) creates collection with 100 integer type elements with the repeated value of 10. First parameter specifies the values of all the elements and second parameter specifies the number of elements to create.

# 25. Distinct

The following table lists all Set operators available in LINQ.

| Set Operators | Usage |
| --- | --- |
| [Distinct](https://www.tutorialsteacher.com/linq/linq-set-operators-distinct#distinct) | Returns distinct values from a collection. |
| [Except](https://www.tutorialsteacher.com/linq/linq-set-operators-except) | Returns the difference between two sequences, which means the elements of one collection that do not appear in the second collection. |
| [Intersect](https://www.tutorialsteacher.com/linq/linq-set-operators-intersect) | Returns the intersection of two sequences, which means elements that appear in both the collections. |
| [Union](https://www.tutorialsteacher.com/linq/linq-set-operators-union) | Returns unique elements from two sequences, which means unique elements that appear in either of the two sequences. |

The following figure shows how each set operators works on the collections:
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Distinct

The Distinct extension method returns a new collection of unique elements from the given collection.

Example: Distinct C#

IList<string> strList = new List<string>(){ "One", "Two", "Three", "Two", "Three" };

IList<int> intList = new List<int>(){ 1, 2, 3, 2, 4, 4, 3, 5 };

var distinctList1 = strList.Distinct();

foreach(var str in distinctList1)

Console.WriteLine(str);

var distinctList2 = intList.Distinct();

foreach(var i in distinctList2)

Console.WriteLine(i);

Output:

One  
Two  
Three  
1  
2  
3  
4  
5

The Distinct extension method doesn't compare values of complex type objects. You need to implement IEqualityComparer<T> interface in order to compare the values of complex types. In the following example, StudentComparer class implements IEqualityComparer<Student> to compare Student< objects.

Example: Implement IEqualityComparer in C#

public class Student

{

public int StudentID { get; set; }

public string StudentName { get; set; }

public int Age { get; set; }

}

class StudentComparer : IEqualityComparer<Student>

{

public bool Equals(Student x, Student y)

{

if (x.StudentID == y.StudentID

&& x.StudentName.ToLower() == y.StudentName.ToLower())

return true;

return false;

}

public int GetHashCode(Student obj)

{

return obj.StudentID.GetHashCode();

}

}

Now, you can pass an object of the above StudentComparer class in the Distinct() method as a parameter to compare the Student objects as shown below.

Example: Distinct in C#

IList<Student> studentList = new List<Student>() {

new Student() { StudentID = 1, StudentName = "John", Age = 18 } ,

new Student() { StudentID = 2, StudentName = "Steve", Age = 15 } ,

new Student() { StudentID = 3, StudentName = "Bill", Age = 25 } ,

new Student() { StudentID = 3, StudentName = "Bill", Age = 25 } ,

new Student() { StudentID = 3, StudentName = "Bill", Age = 25 } ,

new Student() { StudentID = 3, StudentName = "Bill", Age = 25 } ,

new Student() { StudentID = 5, StudentName = "Ron" , Age = 19 }

};

var distinctStudents = studentList.Distinct(new StudentComparer());

foreach(Student std in distinctStudents)

Console.WriteLine(std.StudentName);

Output:

John  
Steve  
Bill  
Ron

Distinct operator in Query Syntax

The Distinct operator is **Not Supported** in C# Query syntax. However, you can use Distinct method of query variable or wrap whole query into brackets and then call Distinct().

Use the Distinct keyword in VB.Net query syntax:

Example: Distinct in query syntax VB.Net

Dim strList = New List(Of string) From {"One", "Three", "Two", "Two", "One" }

Dim distinctStr = From s In strList \_

Select s Distinct

# 26. Except - The Except() method requires two collections. It returns a new collection with elements from the first collection which do not exist in the second collection (parameter collection).

Example: Except in method syntax C#

IList<string> strList1 = new List<string>(){"One", "Two", "Three", "Four", "Five" };

IList<string> strList2 = new List<string>(){"Four", "Five", "Six", "Seven", "Eight"};

var result = strList1.Except(strList2);

foreach(string str in result)

Console.WriteLine(str);

Output:

One  
Two  
Three

Except extension method doesn't return the correct result for the collection of complex types. You need to implement IEqualityComparer interface in order to get the correct result from Except method.

Implement IEqualityComparer interface for Student class as shown below:

Example: IEqualityComparer with Except method C#

public class Student

{

public int StudentID { get; set; }

public string StudentName { get; set; }

public int Age { get; set; }

}

class StudentComparer : IEqualityComparer<Student>

{

public bool Equals(Student x, Student y)

{

if (x.StudentID == y.StudentID && x.StudentName.ToLower() == y.StudentName.ToLower())

return true;

return false;

}

public int GetHashCode(Student obj)

{

return obj.StudentID.GetHashCode();

}

}

Now, you can pass above StudentComparer class in Except extension method in order to get the correct result:

Example: Except() with object type C#

IList<Student> studentList1 = new List<Student>() {

new Student() { StudentID = 1, StudentName = "John", Age = 18 } ,

new Student() { StudentID = 2, StudentName = "Steve", Age = 15 } ,

new Student() { StudentID = 3, StudentName = "Bill", Age = 25 } ,

new Student() { StudentID = 5, StudentName = "Ron" , Age = 19 }

};

IList<Student> studentList2 = new List<Student>() {

new Student() { StudentID = 3, StudentName = "Bill", Age = 25 } ,

new Student() { StudentID = 5, StudentName = "Ron" , Age = 19 }

};

var resultedCol = studentList1.Except(studentList2,new StudentComparer());

foreach(Student std in resultedCol)

Console.WriteLine(std.StudentName);

Output:

John  
Steve

The Except operator is **Not Supported** in C# & VB.Net Query syntax. However, you can use Distinct method on query variable or wrap whole query into brackets and then call Except().

The following figure shows how each set operators works on the collections:
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# 27. Intersect - The Intersect extension method requires two collections. It returns a new collection that includes common elements that exists in both the collection. Consider the following example.

Example: Intersect in method syntax C#

IList<string> strList1 = new List<string>() { "One", "Two", "Three", "Four", "Five" };

IList<string> strList2 = new List<string>() { "Four", "Five", "Six", "Seven", "Eight"};

var result = strList1.Intersect(strList2);

foreach(string str in result)

Console.WriteLine(str);

Output:

Four  
Five

The Intersect extension method doesn't return the correct result for the collection of complex types. You need to implement IEqualityComparer interface in order to get the correct result from Intersect method.

Implement IEqualityComparer interface for Student class as shown below:

Example: Use IEqualityComparer with Intersect in C#

public class Student

{

public int StudentID { get; set; }

public string StudentName { get; set; }

public int Age { get; set; }

}

class StudentComparer : IEqualityComparer<Student>

{

public bool Equals(Student x, Student y)

{

if (x.StudentID == y.StudentID &&

x.StudentName.ToLower() == y.StudentName.ToLower())

return true;

return false;

}

public int GetHashCode(Student obj)

{

return obj.StudentID.GetHashCode();

}

}

Now, you can pass above StudentComparer class in the Intersect extension method in order to get the correct result:

Example: Intersect operator C#

IList<Student> studentList1 = new List<Student>() {

new Student() { StudentID = 1, StudentName = "John", Age = 18 } ,

new Student() { StudentID = 2, StudentName = "Steve", Age = 15 } ,

new Student() { StudentID = 3, StudentName = "Bill", Age = 25 } ,

new Student() { StudentID = 5, StudentName = "Ron" , Age = 19 }

};

IList<Student> studentList2 = new List<Student>() {

new Student() { StudentID = 3, StudentName = "Bill", Age = 25 } ,

new Student() { StudentID = 5, StudentName = "Ron" , Age = 19 }

};

var resultedCol = studentList1.Intersect(studentList2, new StudentComparer());

foreach(Student std in resultedCol)

Console.WriteLine(std.StudentName);

Output:

Bill  
Ron

The Intersect operator is **Not Supported** in C# & VB.Net Query syntax. However, you can use the Intersect method on a query variable or wrap whole query into brackets and then call Intersect().

The following figure shows how each set operators works on the collections:
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# 28. Union - The Union extension method requires two collections and returns a new collection that includes distinct elements from both the collections.

Consider the following example.

Example: Union() in C#

IList<string> strList1 = new List<string>() { "One", "Two", "three", "Four" };

IList<string> strList2 = new List<string>() { "Two", "THREE", "Four", "Five" };

var result = strList1.Union(strList2);

foreach(string str in result)

Console.WriteLine(str);

Output:

One  
Two  
three  
THREE  
Four  
Five

The Union extension method doesn't return the correct result for the collection of complex types. You need to implement IEqualityComparer interface in order to get the correct result from Union method.

Implement IEqualityComparer interface for Student class as below:

Example: Union operator with IEqualityComparer:

public class Student

{

public int StudentID { get; set; }

public string StudentName { get; set; }

public int Age { get; set; }

}

class StudentComparer : IEqualityComparer<Student>

{

public bool Equals(Student x, Student y)

{

if (x.StudentID == y.StudentID && x.StudentName.ToLower() == y.StudentName.ToLower())

return true;

return false;

}

public int GetHashCode(Student obj)

{

return obj.StudentID.GetHashCode();

}

}

Now, you can pass above StudentComparer class in the Union extension method to get the correct result:

Example: Union operator C#

IList<Student> studentList1 = new List<Student>() {

new Student() { StudentID = 1, StudentName = "John", Age = 18 } ,

new Student() { StudentID = 2, StudentName = "Steve", Age = 15 } ,

new Student() { StudentID = 3, StudentName = "Bill", Age = 25 } ,

new Student() { StudentID = 5, StudentName = "Ron" , Age = 19 }

};

IList<Student> studentList2 = new List<Student>() {

new Student() { StudentID = 3, StudentName = "Bill", Age = 25 } ,

new Student() { StudentID = 5, StudentName = "Ron" , Age = 19 }

};

var resultedCol = studentList1.Union(studentList2, new StudentComparer());

foreach(Student std in resultedCol)

Console.WriteLine(std.StudentName);

Output:

John  
Steve  
Bill  
Ron

Query Syntax

The Union operator is **Not Supported** in C# & VB.Net Query syntax. However, you can use Union method on query variable or wrap whole query into brackets and then call Union().

The following figure shows how each set operators works on the collections:
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# 29. Skip, SkipWhile - Partitioning operators split the sequence (collection) into two parts and return one of the parts.

| Method | Description |
| --- | --- |
| [Skip](https://www.tutorialsteacher.com/linq/linq-partitioning-operators-skip-skipwhile#skip) | Skips elements up to a specified position starting from the first element in a sequence. |
| [SkipWhile](https://www.tutorialsteacher.com/linq/linq-partitioning-operators-skip-skipwhile#skipwhile) | Skips elements based on a condition until an element does not satisfy the condition. If the first element itself doesn't satisfy the condition, it then skips 0 elements and returns all the elements in the sequence. |
| [Take](https://www.tutorialsteacher.com/linq/linq-partitioning-operators-take-takewhile) | Takes elements up to a specified position starting from the first element in a sequence. |
| TakeWhile | Returns elements from the first element until an element does not satisfy the condition. If the first element itself doesn't satisfy the condition then returns an empty collection. |

Skip

The Skip() method skips the specified number of element starting from first element and returns rest of the elements.

Example: Skip() - C#

IList<string> strList = new List<string>(){ "One", "Two", "Three", "Four", "Five" };

var newList = strList.Skip(2);

foreach(var str in newList)

Console.WriteLine(str);

Output:

Three  
Four  
Five

**Skip Operator in Query Syntax**

The Skip & SkipWhile operator is **Not Supported in C# query syntax**. However, you can use Skip/SkipWhile method on a query variable or wrap whole query into brackets and then call Skip/SkipWhile.

**SkipWhile**

As the name suggests, the SkipWhile() extension method in LINQ skip elements in the collection till the specified condition is true. It returns a new collection that includes all the remaining elements once the specified condition becomes false for any element.

The SkipWhile() method has two overload methods. One method accepts the predicate of Func<TSource, bool> type and other overload method accepts the predicate Func<TSource, int, bool> type that pass the index of an element.

In the following example, SkipWhile() method skips all elements till it finds a string whose length is equal or more than 4 characters.

Example: SkipWhile in C#

IList<string> strList = new List<string>() {

"One",

"Two",

"Three",

"Four",

"Five",

"Six" };

var resultList = strList.SkipWhile(s => s.Length < 4);

foreach(string str in resultList)

Console.WriteLine(str);

Output:

Three  
Four  
Five  
Six

In the above example, SkipWhile() skips first two elements because their length is less than 3 and finds third element whose length is equal or more than 4. Once it finds any element whose length is equal or more than 4 characters then it will not skip any other elements even if they are less than 4 characters.

Now, consider the following example where SkipWhile() does not skip any elements because the specified condition is false for the first element.

Example: SkipWhile in C#

IList<string> strList = new List<string>() {

"Three",

"One",

"Two",

"Four",

"Five",

"Six" };

var resultList = strList.SkipWhile(s => s.Length < 4);

foreach(string str in resultList)

Console.WriteLine(str);

Output:

Three  
One  
Two  
Four  
Five  
Six

The second overload of SkipWhile passes an index of each elements. Consider the following example.

Example: SkipWhile with index in C#

IList<string> strList = new List<string>() {

"One",

"Two",

"Three",

"Four",

"Five",

"Six" };

var result = strList.SkipWhile((s, i) => s.Length > i);

foreach(string str in result)

Console.WriteLine(str);

Output:

Five  
Six

In the above example, the lambda expression includes element and index of an elements as a parameter. It skips all the elements till the length of a string element is greater than it's index.

# 30. Take, TakeWhile - Partitioning operators split the sequence (collection) into two parts and returns one of the parts.

**The Take**() extension method returns the specified number of elements starting from the first element.

Example: Take() in C#

IList<string> strList = new List<string>(){ "One", "Two", "Three", "Four", "Five" };

var newList = strList.Take(2);

foreach(var str in newList)

Console.WriteLine(str);

Output:

One  
Two

Take & TakeWhile operator is **Not Supported in C# query syntax**. However, you can use Take/TakeWhile method on query variable or wrap whole query into brackets and then call Take/TakeWhile().

**TakeWhile**

The TakeWhile() extension method returns elements from the given collection until the specified condition is true. If the first element itself doesn't satisfy the condition then returns an empty collection.

The TakeWhile method has two overload methods. One method accepts the predicate of Func<TSource, bool> type and the other overload method accepts the predicate Func<TSource, int, bool> type that passes the index of element.

In the following example, TakeWhile() method returns a new collection that includes all the elements till it finds a string whose length less than 4 characters.

Example: TakeWhile in C#

IList<string> strList = new List<string>() {

"Three",

"Four",

"Five",

"Hundred" };

var result = strList.TakeWhile(s => s.Length > 4);

foreach(string str in result)

Console.WriteLine(str);

Output:

Three

In the above example, TakeWhile() includes only first element because second string element does not satisfied the condition.

TakeWhile also passes an index of current element in predicate function. Following example of TakeWhile method takes elements till length of string element is greater than it's index

Example: TakeWhile in C#:

IList<string> strList = new List<string>() {

"One",

"Two",

"Three",

"Four",

"Five",

"Six" };

var resultList = strList.TakeWhile((s, i) => s.Length > i);

foreach(string str in resultList)

Console.WriteLine(str);

Output:

One  
Two  
Three  
Four