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1. Einführung

Als Semesteraufgabe im WS2015/16 soll im Modul Webprogrammierung eine Webanwendung zur selbstorganisierten Eventplanung entwickelt werden. System sowie Inhaltsgestaltung sind für die Studenten relativ frei wählbar. Alternativ konnte man ein Interface zur Steuerung einer Maschine entwickeln. Wir wählten die Eventplanung und nannten unser Portal „Comeet“ (für ‚Come and meet‘).

1.1 Projektbeschreibung

Comeet stellt eine Anwendung dar, mit welcher registrierte Benutzer eigene Events/Veranstaltungen anlegen können. Dazu können neue Kontakte per E-Mail oder andere registrierte Benutzer direkt eingeladen werden. Die Benutzer können ebenfalls die Events ihrer Kontakte sehen, sowie ihre eigenen Events verwalten.

* Nutzer können sich registrieren
* Registrierte Nutzer können sich einloggen
* Eingeloggte Nutzer können:
  + Events anlegen
  + Events bearbeiten
  + Ihr Profil bearbeiten
  + Ihre Kontaktliste anzeigen und verwalten
  + Freunde zu ihren Events einladen
  + An Events zu denen sie eingeladen sind, teilnehmen
  + Ihren Teilnahmestatus jederzeit ändern
  + Sich aktiv an der Planung beteiligen (Mitbringliste)
* Per E-Mail eingeladene Kontakte können ihre Eventteilnahme bestätigen oder absagen

1.2 Funktionen von Comeet

- folgt -

1.3 Zusätzliche Ziele

- folgt –

1.4 Verwendete Technologien

Im Folgenden führen wir alle verwendeten Technologien auf.

1.4.1 Grunt

Grunt ist ein "Task Runner" Tool, welches auf Node.js basiert. Wir verwenden dieses Tool während der Entwicklung, da es die Arbeit am Projekt sehr erleichtert. Wir verwenden die Module "connect" um einen lokalen Server zu starten, der die statischen Dateien ausliefert. Das "watch" Modul "beobachtet" während der Entwicklung das komplette Verzeichnis und erzeugt einen live reload im Browser. Wird nur am CSS etwas geändert, so wird auch nur die entsprechende CSS Datei neu geladen, ohne dass sich deswegen die ganze Seite neu lädt.

Des Weiteren werden die Module "less" und "compile handlebars" genutzt. Diese dienen zum kompilieren von less zu CSS und handlebars Templates zu HTML. Dadurch können wir im Baukasten-Prinzip entwickeln.

1.4.2 Less / CSS

LESS ist ein Framework, welches die Fähigkeiten von CSS mit dynamischen Funktionen wie Variablen, Mixins, Operationen und Funktionen erweitert. LESS wird für die Entwicklung genutzt und von einem less-Compiler (den wir als Grunt Node Modul eingebunden haben) zu CSS kompiliert.

1.4.3 Bootstrap Grid System

Da wir die Anwendung responsive machen wollen, haben wir das Gridsystem von Bootstrap eingesetzt um schneller starten zu können und nicht erst selbst erzeugen zu müssen. Das Gridsystem bringt Klassen für Spalteneinteilung und Breakpoints mit, wir nutzen ein fluid layout (volle Breite) und das Standard 12 Spalten Grid.

1.4.4 Handlebars / HTML

Handlebars ist eine Template Engine, die recht leicht zu verwenden ist. Wir verwenden weniger die eigentliche Templating Funktionen (Expressions, Helper ..), sondern hauptsächlich nur die Basis- Funktionalität um für die einzelnen Bausteine der Anwendung einzelne Partials anzulegen, die man dann gegenseitig in anderen Templates inkludieren kann.

1.4.5 JavaScript Clientseitig

Wir versuchen, frontendseitig das meiste mit CSS zu lösen, es ist JavaScript notwendig für:

* Das Layer (Öffnen und Schließen)
* Formularvalidierung bei der Registrierung und beim Anlegen eines neuen Events
* Teilweise zum Setzen von CSS Klassen für CSS Animationen
* Ajax Post requests zum Server

1.4.6 JavaScript Serverseitig (Express)

Da wir schon mit Node und dem Grunt Connect Modul arbeiten, haben wir beschlossen backendseitig doch kein PHP einzusetzen. Stattdessen nehmen wir einen Node.js Express Server, der die POST Requests abhandelt und mit der Datenbank kommuniziert, und gleichzeitig auch die statischen Inhalte ausliefert.

Diese Entscheidung hat evtl. einen Umbau zur Folge, sodass wir Grunt rauswerfen und auch die less und handlebars Dateien vom Express Server kompilieren lassen. Einen live reload müsste man auch auf diesem Wege hinbekommen.

1.4.7 Bootstrap Datepicker

- folgt –

1.4.8 MySQL

MySQL ist eines der weltweit verbreitetsten relationalen Datenbankverwaltungssysteme. Es ist als Open-Source-Software sowie als kommerzielle Enterpriseversion für verschiedene Betriebssysteme verfügbar und bildet die Grundlage für viele dynamische Webauftritte.

Verwendete Version: 5.0.96

1.4.9 PHP

PHP ist eine weit verbreitete Scriptsprache. Die verwendete Template-Engine ist in PHP geschrieben, ebenso wird die Template-Engine aus PHP heraus angesprochen. Zusätzlich kann man mit PHP sehr komfortabel Datenbanken ansprechen. Die Scriptsprache wird direkt auf dem Webserver ausgeführt, dieses vollkommen transparent für die Clients. Es ist später nicht mehr zu erkennen, ob der vorliegende Inhalt statisch oder dynamisch durch PHP erzeugt ist. PHP erfordert keine Installation auf Client-Rechnern.

Verwendete Version: 5.4.42

1.5 Zielumgebung

Als Zielsystem für die Blogsoftware kommen jegliche Rechner mit den benötigten Serverdiensten in Frage. Benötigt wird zwingend ein Webserver mit PHP-Unterstützung. Ebenso muss ein Datenbanksystem vorhanden sein, welches SQL beherrscht. Für die volle Funktionalität ist zudem ein funktionstüchtiger Emailserver Voraussetzung. Da die Template Engine Smarty verwendet wird, muss der Webserver ebenso für diese eingerichtet sein. Die Datenbankanbindung wird mittels PHP PEAR:DB realisiert.

Die Voraussetzungen sind bewusst so vage gehalten, damit das Endprodukt auf vielen Systemen eingesetzt werden kann. So ist es 'vollkommen' Betriebssystem und architekturunabhängig - vollkommen in dem Sinn, dass auf der Zielarchitektur natürlich ein Webserver mit PHP verfügbar sein muss.

Auf der Clientseite ist lediglich ein Internetbrowser nötig, der JavaScript beherrscht und aktiviert hat. Auch hier gibt es keine Einschränkung an Betriebssystem oder gar Hardwarearchitektur. Aus Zeitgründen ist das Design der Webseite nur an aktuelle Browser angepasst. Alte Browser wie beispielsweise Microsoft Internet Explorer 6 (und früher), Mozilla Firefox 2 und früher sowie Netscape werden explizit nicht unterstützt!

Das Layout der Seite basiert komplett auf CSS. Es werden weder browserspezifische 'Hacks' oder 'Weichen' eingesetzt

Als Scriptsprache auf dem Server kommt lediglich PHP zum Einsatz. PHP ist bei den meisten Hosting-Angeboten verfügbar, somit lässt sich das Endprodukt (hoffentlich) auf vielen dieser Angebote nutzen.

Als Scriptsprache für die Clients ist JavaScript in Verwendung. Die Auswahl hier ist nicht groß, es bleibt nur JavaScript übrig, sobald man mehrere Browser unterstützen möchte.

1.6 Entwicklungssysteme

Da unsere Gruppe verschiedene Hard- und Software einsetzte, mussten grundlegend erst einmal Wege gefunden werden, gemeinsame Arbeitsgrundlagen zu schaffen. Um weitestgehend gleiche Arbeitsumgebungen zu schaffen, wurde folgende Software eingesetzt:

* Node.JS für Bootstrap und Grunt
* Brackets und IntelliJ als Entwicklungsumgebung
* Notepad++ als Texteditor
* Chrome bzw. Iron als Web-Client zum Testen
* Git als Versionskontrolle

1.6.1 Entwicklungssystem von Thomas Krieger

Thomas setzte Windows 10 Professional als Betriebssystem ein. Zusätzlich zu dem oben genannten Softwarepacket nutzt er Eclipse als ergänzende Entwicklungsumgebung.

1.6.2 Entwicklungssystem von Marileen Stamer

Marileen setzte MacOS 10.9.5 als Betriebssystem ein. Als Entwicklungsumgebung und Zugriff auf Git benutzte sie IntelliJ, als Web-Client kam Chrome zum Einsatz.

1.6.3 Entwicklungssystem von Torsten Garding

Torsten setzte anfangs Linux als Betriebssystem ein, stieg dann aber auf Windows 10 um. Zum Einsatz kamen Node.JS, Grunt, Git und Brackets.

2. Entwicklung

Zu Beginn haben wir uns zusammengesetzt und den Zweck und die Zielgruppe für unsere Anwendung bestimmt. Anschließend haben wir uns über die Funktionen und den Umfang geeinigt. Im weiteren Verlauf entstanden der Name und das Logo, während wir die ersten Entwürfe auf Papier anfertigten. Diese wurden später auf den Computer übertragen und dabei verfeinert. Als nächstes besprachen wir, mit welchen Technologien wir arbeiten wollen, und entschieden uns für die oben genannten. Das führte dazu, dass wir diese auf jedem genutzten Computer lauffähig machten und begannen, die ersten Bausteine für die einzelnen Seiten der Plattform zu erstellen. Wir erstellten zu den .hbs Dateien die entsprechenden .less Dateien unter Zuhilfenahme des Grid Systems von Bootstrap. Im Groben orientierten wir uns an den erstellten Entwürfen, stellten aber schnell fest, dass sie auf der fertigen Seite nicht wie geplant wirkten und änderten sie ab. Anschließend bauten wir die einzelnen .hbs Bausteine zu den Seiten unserer Website zusammen und erstellten die Navigation. Hinterher beschäftigten wir uns mit der Funktionalität der Formulare, Buttons, etc. - allerdings erstmal nur so weit, dass wir die Funktionalität optisch darstellen konnten. Bis zum jetzigen Zeitpunkt haben wir auf eine nötige Datenbank verzichtet. Wir haben uns auf die Elemente beschränkt, welche wir für die Präsentation für nötig halten. Die letzten zwei Wochen (je Mo und Do) haben mit eingehenden Tests der Seite und letzten Anpassungen für die Präsentation verbracht. (Stand 02.12.2015)

2.1 Verzeichnisstruktur

- folgt -

2.2 Design

- folgt -

2.3 Datenbank

Benutzerdaten sowie der Inhalt des Blogs werden in einer Datenbank namens HTO01FLQZCHT\_2 gespeichert. In der Datenbankdesignphase sind fünf Tabellen angelegt. So existieren je eine Tabelle für

* Benutzerdaten (Users)
* Kontakte (Contacts)
* Events (Events)
* Mitbringsel usw. (Items)
* Teilnehmer (Attendees)

Die Tabellen werden nun ein wenig näher untersucht.

2.3.1 Attendees

--

-- Tabellenstruktur für Tabelle `Attendees`

--

CREATE TABLE IF NOT EXISTS `Attendees` (

`Event\_ID` int(11) NOT NULL,

`User\_ID` int(11) NOT NULL,

`status` varchar(50) default NULL,

KEY `Event\_ID` (`Event\_ID`),

KEY `User\_ID` (`User\_ID`)

) ENGINE=MyISAM DEFAULT CHARSET=utf8;

2.3.2 Contacts

--

-- Tabellenstruktur für Tabelle `Contacts`

--

CREATE TABLE IF NOT EXISTS `Contacts` (

`User\_ID` int(11) NOT NULL,

`Contact\_ID` int(11) NOT NULL,

KEY `User\_ID` (`User\_ID`),

KEY `Contact\_ID` (`Contact\_ID`)

) ENGINE=MyISAM DEFAULT CHARSET=utf8;

2.3.3 Events

--

-- Tabellenstruktur für Tabelle `Events`

--

CREATE TABLE IF NOT EXISTS `Events` (

`Event\_ID` int(11) NOT NULL auto\_increment,

`Title` varchar(255) NOT NULL,

`Description` varchar(5000) NOT NULL,

`Street` varchar(255) NOT NULL,

`Nr` varchar(30) NOT NULL,

`Postcode` varchar(30) NOT NULL,

`City` varchar(255) NOT NULL,

`CalendarDate` datetime NOT NULL,

`User\_ID` int(11) NOT NULL,

`MapLink` varchar(500) default NULL,

PRIMARY KEY (`Event\_ID`),

KEY `User\_ID` (`User\_ID`)

) ENGINE=MyISAM DEFAULT CHARSET=utf8 AUTO\_INCREMENT=68 ;

2.3.4 Items

--

-- Tabellenstruktur für Tabelle `Items`

--

CREATE TABLE IF NOT EXISTS `Items` (

`Item\_ID` int(11) NOT NULL auto\_increment,

`Event\_ID` int(11) NOT NULL,

`User\_ID` int(11) NOT NULL,

`Name` varchar(255) NOT NULL,

PRIMARY KEY (`Item\_ID`),

KEY `Event\_ID` (`Event\_ID`),

KEY `User\_ID` (`User\_ID`)

) ENGINE=MyISAM DEFAULT CHARSET=utf8 AUTO\_INCREMENT=510 ;

2.3.5 Users

--

-- Tabellenstruktur für Tabelle `Users`

--

CREATE TABLE IF NOT EXISTS `Users` (

`User\_ID` int(11) NOT NULL auto\_increment,

`Firstname` varchar(255) NOT NULL,

`Lastname` varchar(255) NOT NULL,

`Email` varchar(255) NOT NULL,

`Birthdate` varchar(50) NOT NULL,

`Picture` varchar(255) default NULL,

`Password` varchar(255) NOT NULL,

`Username` varchar(255) NOT NULL,

`Status` varchar(50) default NULL,

UNIQUE KEY `User\_ID` (`User\_ID`)

) ENGINE=MyISAM DEFAULT CHARSET=utf8 AUTO\_INCREMENT=81 ;

2.4 Funktion

Als zentrale Steuerdatei wird die index.html im Basisverzeichnis des Webservers verwendet. Mit HTML und CSS wird die Webseite generell konstruiert, mit JavaScript werden die Interaktionen zwischen User und Webseite durchgeführt. JavaScript kommuniziert anschließend mit PHP-Seiten, welche serverseitig die Verbindung zur MYSQL Datenbank herstellen und notwendige Datensätze aufbereiten bzw. bereitstellen. Die Ergebnisse werden anschließend mit JavaScript und HTML visualisiert.

2.5 Background-Engine

Da in der Anwendung AJAX Aufrufe implementiert sind, müssen dafür entsprechende Backend-Handler verfügbar sein. Die JavaScript-Funktionen rufen im Hintergrund Skripte auf, die entweder XML Dokumente oder fertigen HTML Code als Ergebnis zurückliefern. Welche Programmiersprache für diese Skripte verwendet wird, ist unabhängig von der Sprache der Vordergrundanwendung. In beiden Fällen wird hier aber PHP verwendet.

3. Implementierung

- folgt -

3.1 Abweichungen vom Entwurf

- folgt -

3.2 Programmlogik

- folgt -

3.3 Einschränkungen und Features

- folgt -

3.4 Quellcode

- folgt -