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# SPĒLES APRAKSTS

Spēles sākumā ir dots cilvēka-spēlētāja izvēlētais skaitlis. Kopīgs punktu skaits ir vienāds ar 0 (punkti netiek skaitīti katram spēlētājam atsevišķi). Turklāt spēlē tiek izmantota spēles banka, kura sākotnēji ir vienāda ar 0. Spēlētāji veic gājienus pēc kārtas, reizinot pašreizējā brīdī esošu skaitli ar 3, 4 vai 5. Ja reizināšanas rezultātā tiek iegūts pāra skaitlis, tad kopīgajam punktu skaitam tiek pieskaitīts 1 punkts, bet ja nepāra skaitlis – tad 1 punkts tiek atņemts. Savukārt, ja tiek iegūts skaitlis, kas beidzas ar 0 vai 5, tad bankai tiek pieskaitīts 1 punkts. Spēle beidzas, kad ir iegūts skaitlis, kas ir lielāks par vai vienāds ar 3000. Ja kopīgais punktu skaits ir pāra skaitlis, tad no tā atņem bankā uzkrātos punktus. Ja tas ir nepāra skaitlis, tad tam pieskaita bankā uzkrātos punktus. Ja kopīgā punktu skaita gala vērtība ir pāra skaitlis, uzvar spēlētājs, kas uzsāka spēli. Ja nepāra skaitlis, tad otrais spēlētājs.

# PAPILDUS PRASĪBAS PROGRAMMATŪRAI

Spēles sākumā cilvēks-spēlētājs izvēlas, ar kuru skaitli diapazonā no 20 līdz 30 sākt spēli.

# PROGRAMMATŪRAS DARBĪBAS DEMONSTRĀCIJAS PIEMĒRS VAI LIETOTĀJA CEĻVEDIS AR PASKAIDROJUMIEM

Šī programma ļauj lietotājam spēlēt spēli pret lietotāju vai pret datoru, kur tiek izmantots Minimaksa vai Alfa-Beta algoritms, lai pieņemtu lēmumu par gājienu veikšanu. Spēles mērķis ir sasniegt noteiktu skaitli (END\_NUMBER) ar sākuma skaitli, punkti tiek piešķirti katram gājienam atkarībā no tā, vai rezultējošais skaitlis ir pāra vai nepāra, un vai tas dalās ar 5. Spēle turpinās, līdz tiek sasniegts vai pārsniegts noteiktais skaitlis.

Kad palaižam programmu bez grafiskā interfeisa (saskarnes), tad kods ļauj izvēlēties, vai spēli sāksim ar l (lietotāju) vai d (datoru). Apstiprinot izvēli tiek izvadīts nākamais paziņojums, kur ir jāizvēlas kādu algoritmu izmantos dators - m (Minimaksa) vai a (Alfa-beta) algoritmu. Kad tas tika izvēlēts, sekojošais paziņojums būs par sākuma skaitļa izvēli diapazonā no 20 līdz 30, kas būs spēles sākuma skaitlis. Kad tiek apstiprināta šī izvēle, tad sākas spēle, kur tiek skaitīti punkti, bankas skaitlis, heiristisko vērtējumu. Kad gājiens tiek veikts, tiek izvadīts paziņojums, kur jāizvēlas ar kādu skaitli tiks reizināts sākotnējais skaitlis (diapazonā no 3 līdz 5). Spēle turpinās līdz tiek iegūts skaitlis, kas ir lielāks par vai vienāds ar 3000. Pašās beigās tiek izvadīts gala skaitlis, iegūtais punktu skaits un bankas rezultāts, kā arī, tiek piedāvāts spēlēt spēli vēlreiz.

Grafiskās saskarnes realizācijas piemērs ar skaidrojumiem:
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Ja apskata grafisko saskarni (att. 1), tad varam redzēt, ka palaižot programmu tiek izvadīts logs, kurā redzēsim skaitli, punktus un bankas skaitli. Tāpat arī esam aicināti ar divām iespējām izvēlēties starp dalībnieku kurš sāks spēli (klikšķinot uz Lietotājs, ja vēlamies, lai spēli uzsāk lietotājs, vai Dators, ja vēlamies, lai spēli sāk dators. Nākamā izvēle, kuru esam aicināti veikt ir izvēlēties starp algoritmiem, kurus var izmantot dators – Minimax vai Alfa-Beta algoritms, un, visbeidzot, skaitli, ar kuru vēlamies uzsākt spēlēt, kas ir jāieraksta iekšā lodziņa un tad varam spiest pogu “Sākt spēli”.
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Kad tas ir izdarīts mūs sagaida nākamais logs (att. 2), kur mūs aicina ievadīt reizinātāju starp skaitļiem 3, 4 vai 5, kas ir jāieraksta iekšā lodziņā (ja tika izvēlēts, ka pirmais spēli uzsāk Lietotājs).

![A screenshot of a chat

Description automatically generated](data:image/png;base64,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) *attēls3*

Pēc “Ok” pogas nospiešanas, parādās jauns logs (att. 3) ar informāciju par datora veikto gājienu spēles biedra informēšanai.
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Augšējā loga pusē (att. 4) varam sekot līdzi rezultātam pēc katra spēlētāja gājiena.
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Visbeidzot, mūs sagaida “Spēles beigas” logs (att. 5), kur tiek paziņots par spēles beigām, kā arī paziņo spēles uzvarētāju un tā iegūtos punktus.

# APRAKSTS PAR IZMANTOTAJĀM DATU STRUKTŪRĀM SPĒLES KOKA GLABĀŠANAI AR DETALIZĒTIEM KOMENTĀRIEM, KAS TIEŠI TIEK GLABĀTS KONKRĒTAJĀ DATU STRUKTŪRĀ

**State (Stāvoklis):**

Šī klase tiek izmantota, lai pārstāvētu spēles stāvokli koka struktūrā.

Izmantotie mainīgie:

number: pašreizējais skaitlis spēlē.

points: pašreizējie punkti spēlē.

bank: pašreizējā banka spēlē.

level: kāda ir pašreizējā stāvokļa līmenis koka struktūrā.

children: saraksts ar stāvokļu indeksiem, kas tiek sasniegti no šī stāvokļa.

value: vērtība, kas tiek izvērtēta algoritma darbības laikā, tiek saglabāta tikai izvades testa nolūkos.

Šī klase ir atbildīga par spēles stāvokļa pārstāvēšanu koka struktūrā, kur spēles koks veidojas sarakstā glabājot šīs klases objektus. Katrs objekts pārstāv vienu stāvokli spēles laikā ar tādiem atribūtiem kā *pašreizējais skaitlis, punktu skaits, bankas vērtējums un līmenis*.

Šīs metodes ļauj izveidot nākamo stāvokli, novērtēt pašreizējo stāvokli un pārvērst to par tekstuālu reprezentāciju.

**Game (Spēle):**

Šī klase pārvalda spēles gaitu, saņemot un apstrādājot gājienus un noteicot uzvarētāju.

Izmantotie mainīgie:

state: pašreizējais spēles stāvoklis.

algorithm: izvēlētais algoritms datora gājieniem.

players: spēlētāji (lietotājs un dators) un to secība.

Šī klase sākot spēli, apstrādā gājienus un nosaka uzvarētāju un tad saņem informāciju par spēles parametriem un izmanto algoritmus, lai veiktu gājienus datora pusei. Klase nodrošina interfeisu starp spēles loģiku un lietotāja saskarni.

# HEIRISTISKĀ NOVĒRTĒJUMA FUNKCIJAS APRAKSTS UN PAMATOJUMS IZVĒLĒTAJAI FUNKCIJAI

END\_NUMBER = 3000; MAX\_MULTIPLIER = 5

|  |  |
| --- | --- |
| def evaluate\_state(self) -> float:          max\_number = END\_NUMBER \* MAX\_MULTIPLIER          k = 1 if (((self.bank if self.number < END\_NUMBER else 0) + self.points) % 2 == 0) else -1          x1 = min(self.bank, 1)          x2 = (1 if self.number >= END\_NUMBER else 0) \* (max\_number - self.number) / (max\_number - 20)          x3 = (0 if self.number >= END\_NUMBER else 1) \* self.number / (max\_number - 20)          return k \* (100\*x1 + 10\*x2 + 1\*x3) | k – vai stāvoklis ir labvēlīgs pirmajam spēlētājam (maksimizētājam) vai otrajam spēlētājam (minimizētājam). Tas tiek aprēķināts nosakot, vai bankas un punktu skaits ir pāra skaitlis. Ja stāvoklis ir spēles beigu stāvoklis, banka netiek pieskaitīta, jo tas jau ir izdarīts.  x1 – vai spēles banka ir lielāka par 0. Ja banka ir lielāka par 1, tas nozīmē, ka katrā gājienā gan banka, gan punkti mainīsies par 1, kā rezultātā bankas un punktu summa vairs nemainīsies no pāra uz nepāra skaitli un otrādi. Pēc tā var noteikt gala rezultātu, tāpēc šis ir svarīgākais faktors.  x2 – ja ir spēles beigu stāvoklis, mazākam skaitlim ir lielāka vērtība. Tas ir tāpēc, lai uzvara tiktu sasniegta pa īsāku ceļu  x3 – ja nav spēles beigu stāvoklis, lielākam skaitlim ir lielāka vērtība. Šis faktors arī ļauj sasniegt īsāku uzvaras ceļu.  Kopējā heiristikās funkcijas vērtība tiek aprēķināta, saskaitot šos faktorus, kur k tiek izmantots, lai noskaidrotu, kurš spēlētājs ir labvēlīgā stāvoklī. Jo augstāka heiristikās funkcijas vērtība, jo labvēlīgāks ir stāvoklis pašreizējam spēlētājam. Šī vērtība tiek izmantota Minimax un Alfa-beta algoritmos, lai izvēlētos optimālo gājienu spēlē.  Šī funkcija tika izvēlēta, lai novērtētu pašreizējo spēles stāvokli, izvēloties labākos gājienus, pārbaudot un sekojot līdzi punktiem un gaitai, aprēķinot visu ātri un precīzi. |

# REALIZĒTO PAMATA ALGORITMU KODS AR STUDENTU SNIEGTAJIEM SKAIDROJUMIEM

SEARCH\_DEPTH = 2; END\_NUMBER = 3000; MIN\_START\_NUMBER = 20;   
MAX\_START\_NUMBER = 30; MIN\_MULTIPLIER = 3; MAX\_MULTIPLIER = 5

|  |  |
| --- | --- |
| def generate\_tree(tree: list[State], index=0, depth=SEARCH\_DEPTH) -> list[State]:      tree[index].children = []      if tree[index].number >= END\_NUMBER:          return tree      for multiplier in range(MIN\_MULTIPLIER, MAX\_MULTIPLIER + 1):          new\_state = tree[index].next\_state(multiplier)          if new\_state not in tree:              tree.append(new\_state)              tree[index].children.append(len(tree) - 1)              if depth > 1:                  tree = generate\_tree(tree, len(tree) - 1, depth - 1)          else:  tree[index].children.append(tree.index(new\_state))  return tree | **Spēles koka ģenerēšanas funkcija generate\_tree** ir atbildīga par spēles koka izveidošanu, kur katrs mezgls (vai stāvoklis) pārstāv iespējamo spēles stāvokli. Katrs mezgls satur informāciju par pašreizējo skaitli, punktiem, banku, līmeni un sarakstu ar tā potenciālajiem bērniem (vai turpmākajiem stāvokļiem).  Šī funkcija sāk ar sākotnējo stāvokli un pēc tam, izmantojot spēles noteikumus, izveido visus iespējamos nākamā gājiena stāvokļus.  Ja jaunizveidotais stāvoklis vēl nav sastopams koka struktūrā, tas tiek pievienots koka beigās un norādīts kā potenciālais bērns pašreizējam mezglam. Ja stāvoklis jau eksistē koka struktūrā, tad tikai tiek norādīts uz jau esošo mezglu kā potenciālo bērnu.  Funkcija atkārto šo procesu, līdz tiek sasniegts noteiktais meklēšanas dziļums (vai, ja kāds no stāvokļiem ir beigu stāvoklis).  Šī funkcija tika izvēlēta, jo strādā efektīgi un optimizēti, atgriež nepieciešamos datus un sniedz iespēju ierobežot dziļumu izmantojot depth (dziļums) neizmantojot vairāk par pieejamajiem resursiem |
| print(f'value: {tree[index].evaluate\_state():<9.4f}', end=' ') | **Heiristisko vērtējumu piešķiršana virsotnēm.**  Šī rindiņa sniedz iespēju izdrukāt izvērtējumu katram spēles stāvoklim, lai varētu vieglāk sekot līdzi spēles algoritma darbībai un analizēt katru virsotni atbilstoši tās novērtētajai vērtībai.  Šī funkcija tika izvēlēta, jo izdara savu nepieciešamo darbu – izvada skaitli pēc nepieciešamā formatējuma, lai nodrošinātu vieglāku lasāmību un vienveidīgāku izvadi. Šajā vietā novērtējuma funkcija tiek izmantota tikai informatīviem nolūkiem |
| def minimax\_search(tree: list[State], index=0) -> dict[str, float]:      if len(tree[index].children) == 0:          return {'value': tree[index].evaluate\_state()}      if tree[index].level % 2 == 0:          best = {'value': float('-inf')}          for child\_index in tree[index].children:              child = {'value': minimax\_search(tree, child\_index)['value'],                       'index': tree[index].children.index(child\_index)}              if child['value'] > best['value']:                  best = child                  tree[child\_index].value = best['value']      else:          best = {'value': float('inf')}          for child\_index in tree[index].children:              child = {'value': minimax\_search(tree, child\_index)['value'],                       'index': tree[index].children.index(child\_index)}              if child['value'] < best['value']:                  best = child                  tree[child\_index].value = best['value']      tree[index].value = best['value']      return best | **Funkcija minimax\_search ir Minimax algoritma realizācija.** Šī funkcija darbojas rekursīvi, meklējot labāko gājienu no pašreizējā stāvokļa. Šeit ir tās galvenās darbības:  1. Ja pašreizējam stāvoklim nav pēcteču (children) (t.i., beigu stāvokļa), tiek izvērsta bāzes gadījuma apstrāde, un tiek atgriezta šī virsotnes vērtība, kas iegūta, izmantojot funkciju evaluate\_state.  2. Ja pašreizējais stāvoklis ir maksimizējošais spēlētājs (piemēram, cilvēks), tad tiek sākta meklēšana pēc maksimālās vērtības starp children stāvokļiem. Šajā gadījumā algoritms meklē children stāvokli ar vislielāko vērtību, jo tas simbolizē labāko iespējamo gājienu pašreizējam spēlētājam.  3. Ja pašreizējais stāvoklis ir minimizējošais spēlētājs (piemēram, dators), tad tiek sākta meklēšana pēc minimālās vērtības starp children stāvokļiem. Šajā gadījumā algoritms meklē children stāvokli ar vismazāko vērtību, kas simbolizē labāko iespējamo gājienu pretējam spēlētājam.  4. Pēc tam, kad ir atrasts labākais pēctecis (child), tiek atjaunināta pašreizējā stāvokļa vērtība ar labākā child vērtību, un šī vērtība tiek atgriezta.  Šī funkcija tika izvēlēta, lai varētu strādāt ar Minimaksa algoritmu, kas prasa lēmumu pieņemšanu optimālā, gudrā veidā, kā arī tā bija prasība veicot projektu. |
| def alpha\_beta\_search(tree: list[State], index=0, alpha=float('-inf'), beta=float('inf')) -> dict[str, float]:      if len(tree[index].children) == 0:          return {'value': tree[index].evaluate\_state()}      if tree[index].level % 2 == 0:          best = {'value': float('-inf')}          for child\_index in tree[index].children:              child = {'value': alpha\_beta\_search(tree, child\_index, alpha, beta)['value'],                       'index': tree[index].children.index(child\_index)}              if child['value'] > best['value']:                  best = child                  tree[child\_index].value = best['value']              alpha = max(alpha, best['value'])              if alpha >= beta:                  break      else:          best = {'value': float('inf')}          for child\_index in tree[index].children:              child = {'value': alpha\_beta\_search(tree, child\_index, alpha, beta)['value'],                       'index': tree[index].children.index(child\_index)}              if child['value'] < best['value']:                  best = child                  tree[child\_index].value = best['value']              beta = min(beta, best['value'])              if alpha >= beta:                  break      tree[index].value = best['value']      return best | **Funkcija alpha\_beta\_search ir Alfa-beta algoritma realizācija**, kas tiek izmantota, lai uzlabotu Minimaksa algoritmu, samazinot vajadzīgo aprēķinu apjomu, nepārskatot liekus gājienus.  Šī funkcija strādā līdzīgi kā Minimaksa algoritms, meklējot labāko gājienu no pašreizējā stāvokļa, tomēr, atšķirībā no Minimaksa, Alfa-beta algoritms veic savu darbību apgrieztā kārtībā un izlemj, vai apskatīt citus pēctečus vai pārtraukt meklēšanu, pamatojoties uz alfa un beta vērtībām.  **Galvenās atšķirības:**  1. Ja pašreizējais stāvoklis ir maksimizējošais spēlētājs, tad ar maksimālo vērtību tiek vienlaikus saglabāta alfa vērtība. Ja kāds *child* vērtībā pārsniedz alfa vērtību, alfa tiek atjaunināta.  2. Ja pašreizējais stāvoklis ir minimizējošais spēlētājs, ar minimālo vērtību tiek saglabāta beta vērtība. Ja kāds *child* vērtībā ir mazāks par beta vērtību, beta tiek atjaunināta.  3. Ja alfa vērtība kļūst lielāka vai vienāda ar beta vērtību, tas nozīmē, ka mēs esam atraduši gājienu, kas nav labāks par citiem jau apskatītajiem gājieniem, un tāpēc mums nav jēgas turpināt meklēt. Tāpēc algoritms tiek pārtraukts.  Šī funkcija tika izvēlēta, lai varētu strādāt ar Alfa-beta algoritmu kā tas tiek noteikts projekta nosacījumos, tas ir ātrs un nepēta liekus gājienus optimizējot mūsu spēli. |
| def generate\_tree(tree: list[State], index=0, depth=SEARCH\_DEPTH) -> list[State]: …  def minimax\_search(tree: list[State], index=0) -> dict[str, float]: …  def alpha\_beta\_search(tree: list[State], index=0, alpha=float('-inf'), beta=float('inf')) -> dict[str, float]: … | **Uzvaru nesošo ceļu atrašanas funkcija.**  Mūsu komandas spēles kodā uzvaru nesošais ceļš tiek noteikts funkcijās **genereate\_tree, minimax\_search** un **alpha\_beta\_search.**  generate\_tree funkcija veido visus iespējamos gājienus, izveidojot koka struktūru, kur tiek ņemts vērā pašreizējais stāvoklis, iespējamie nākamie stāvokļi, noteiktais dziļums un beigu nosacījums (kur funkcija pārtrauc jaunu stāvokļu veidošanu.  minimax\_search funkcija strādā ar izveidoto koku un izvēlas vislabāko gājienu katram spēles stāvoklim skatoties uz visiem iespējamajiem, izvēloties maksimālo vai minimālo vērtību atkarībā no gājiena veicēja.  alpha\_beta\_search funkcija veic Minimax algoritma optimizāciju efektīvāk pārbaudot iespējamos gājienus izmantojot alfa un beta vērtības likvidējot nevajadzīgus gājienus, lai programma rēķinātu ātrāk un produktīvāk.  Šādā veidā uzvaru nesošais ceļš tiek noteikts, izmantojot šīs funkcijas sistemātiskai izpētei un novērtējumam konkrētajā brīdī un nākotnē un rezultātā tiek izvēlēts ceļš, kas palielina spēlētāja izredzes uzvarēt. |

# ALGORITMU SALĪDZINĀJUMS UN KOMANDAS VEIKTIE SECINĀJUMI

**Algoritmu salīdzinājums:**

Tabulā apkopoti dati pēc principa: Gājiens- ja cilvēks, tad skaitlis- ja dators, tad skaitlis, virsotņu skaits, laiks (ms)

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| № | Algoritms | Pirmais | Skaitlis | Gājiens(1) | Gājiens(2) | Gājiens(3) | Gājiens(4) | Gājiens(5) | Uzvar |
| 1 | Alfa-Beta | Liet | 20 | 3 | 3;9;0.105 | 3 | 5;8;0.06 | 3 | Liet |
| 2 | Alfa-Beta | Liet | 21 | 4 | 5;10;0.093 | 3 | 3;1;0.033 | - | Dat |
| 3 | Alfa-Beta | Liet | 22 | 5 | 3;9;0.046 | 3 | 3;2;0.038 | 3 | Liet |
| 4 | Alfa-Beta | Liet | 23 | 3 | 5;8;0.055 | 3 | 3;1;0.026 | - | Dat |
| 5 | Alfa-Beta | Liet | 24 | 3 | 5;9;0.054 | 4 | 3;1;0.027 | - | Dat |
| 6 | Alfa-Beta | Dat | 25 | 5;7;0.046 | 3 | 3;9;0.085 | 4 | - | Dat |
| 7 | Alfa-Beta | Dat | 26 | 5;9;0.058 | 5 | 5;8;0.048 | - | - | Dat |
| 8 | Alfa-Beta | Dat | 27 | 5;8;0.062 | 4 | 3;9;0.083 | 4 | - | Dat |
| 9 | Alfa-Beta | Dat | 28 | 5;9;0.056 | 3 | 3;9;0.049 | 5 | - | Dat |
| 10 | Alfa-Beta | Dat | 29 | 5;8;0.073 | 3 | 3;3;0.046 | 3 | - | Dat |
| 11 | Minimax | Liet | 20 | 3 | 3;12;0.06 | 3 | 5;12;0.048 | 3 | Liet |
| 12 | Minimax | Liet | 21 | 4 | 5;12;0.054 | 3 | 3;3;0.022 | - | Dat |
| 13 | Minimax | Liet | 22 | 5 | 3;12;0.055 | 3 | 3;6;0.033 | 3 | Liet |
| 14 | Minimax | Liet | 23 | 3 | 5;12;0.044 | 3 | 3;3;0.026 | - | Dat |
| 15 | Minimax | Liet | 24 | 3 | 5;12;0.076 | 4 | 3;3;0.033 | - | Dat |
| 16 | Minimax | Dat | 25 | 5;12;0.041 | 3 | 3;12;0.058 | 4 | - | Dat |
| 17 | Minimax | Dat | 26 | 5;12;0.031 | 5 | 5;9;0.064 | - | - | Dat |
| 18 | Minimax | Dat | 27 | 5;12;0.042 | 4 | 5;12;0.057 | 4 | - | Dat |
| 19 | Minimax | Dat | 28 | 5;12;0.068 | 3 | 3;12;0.056 | 5 | - | Dat |
| 20 | Minimax | Dat | 29 | 5;12;0.025 | 3 | 3;12;0.058 | 3 | - | Dat |

**Algoritmu salīdzinājuma secinājumi:**

* Vairumā gadījumu Minimax algoritms patērē mazāk laika gājiena veikšanai
* Pārsvarā abi algoritmi, kur spēli uzsāk dators, izvēlās vienādus vai ļoti līdzīgus reizinātājus.

Kopumā….

# SECINĀJUMI

# VISS PROGRAMMATŪRAS KODS:

import tkinter as tk

from tkinter import simpledialog, messagebox

from enum import Enum

GUI\_MODE = True

DEBUG = True

SEARCH\_DEPTH = 2

END\_NUMBER = 3000

MIN\_START\_NUMBER = 20

MAX\_START\_NUMBER = 30

MIN\_MULTIPLIER = 3

MAX\_MULTIPLIER = 5

class Algorithm(Enum):

    MINIMAX = 1

    ALPHA\_BETA = 2

class Player(Enum):

    USER = 1

    COMPUTER = 2

class State:

    number: int

    points: int

    bank: int

    level: int

    children: list

    value: float | None

    def \_\_init\_\_(self, number, points, bank, level) -> None:

        self.number = number

        self.points = points

        self.bank = bank

        self.level = level

        self.children = []

        self.value = None

    def \_\_eq\_\_(self, other) -> bool:

        if other.\_\_class\_\_ is not self.\_\_class\_\_:

            return NotImplemented

        return ((self.number, self.points, self.bank, self.level) ==

                (other.number, other.points, other.bank, other.level))

    def next\_state(self, multiplier: int) -> 'State':

        new\_state = State(

            self.number \* multiplier,

            self.points + (1 if (self.number \* multiplier) % 2 == 0 else -1),

            self.bank + (1 if (self.number \* multiplier) % 5 == 0 else 0),

            self.level + 1

        )

        if new\_state.number >= END\_NUMBER:

            new\_state.points += new\_state.bank \* (-1 if new\_state.points % 2 == 0 else 1)

        return new\_state

    def evaluate\_state(self) -> float:

        max\_number = END\_NUMBER \* MAX\_MULTIPLIER

        # Vai stāvoklis ir labvēlīgs pirmajam spēlētājam (maksimizētājam) vai otrajam spēlētājam (minimizētājam)

        k = 1 if (((self.bank if self.number < END\_NUMBER else 0) + self.points) % 2 == 0) else -1

        # Vai spēles banka ir lielāka par 0

        x1 = min(self.bank, 1)

        # Ja ir spēles beigu stāvoklis, mazākam skaitlim ir lielāka vērtība

        x2 = (1 if self.number >= END\_NUMBER else 0) \* (max\_number - self.number) / (max\_number - 20)

        # Ja nav spēles beigu stāvoklis, lielākam skaitlim ir lielāka vērtība

        x3 = (0 if self.number >= END\_NUMBER else 1) \* self.number / (max\_number - 20)

        return k \* (100\*x1 + 10\*x2 + 1\*x3)

def generate\_tree(tree: list[State], index=0, depth=SEARCH\_DEPTH) -> list[State]:

    tree[index].children = []

    if tree[index].number >= END\_NUMBER:

        return tree

    for multiplier in range(MIN\_MULTIPLIER, MAX\_MULTIPLIER + 1):

        new\_state = tree[index].next\_state(multiplier)

        if new\_state not in tree:

            tree.append(new\_state)

            tree[index].children.append(len(tree) - 1)

            if depth > 1:

                tree = generate\_tree(tree, len(tree) - 1, depth - 1)

        else:

            tree[index].children.append(tree.index(new\_state))

    return tree

def print\_tree(tree: list[State], algorithm: Algorithm | None = None, index=0, offset=0) -> None:

    if algorithm == Algorithm.MINIMAX:

        minimax\_search(tree)

    elif algorithm == Algorithm.ALPHA\_BETA:

        alpha\_beta\_search(tree)

    print('\t' \* offset, end='')

    print(f'number: {tree[index].number:<5}', end=' | ')

    print(f'points: {tree[index].points:<2}', end=' | ')

    print(f'bank: {tree[index].bank}', end=' | ')

    print(f'level:', 'MAX' if tree[index].level % 2 == 0 else 'MIN', end=' | ')

    print(f'value: {tree[index].evaluate\_state():<9.4f}', end=' | ')

    if tree[index].value is not None:

        print(f'algorithm: {tree[index].value:.4f}', end='')

    print()

    for state\_index in tree[index].children:

        print\_tree(tree, None, state\_index, offset + 1)

def minimax\_search(tree: list[State], index=0) -> dict[str, float]:

    if len(tree[index].children) == 0:

        return {'value': tree[index].evaluate\_state()}

    if tree[index].level % 2 == 0:

        best = {'value': float('-inf')}

        for child\_index in tree[index].children:

            child = {'value': minimax\_search(tree, child\_index)['value'],

                     'index': tree[index].children.index(child\_index)}

            if child['value'] > best['value']:

                best = child

                tree[child\_index].value = best['value']

    else:

        best = {'value': float('inf')}

        for child\_index in tree[index].children:

            child = {'value': minimax\_search(tree, child\_index)['value'],

                     'index': tree[index].children.index(child\_index)}

            if child['value'] < best['value']:

                best = child

                tree[child\_index].value = best['value']

    tree[index].value = best['value']

    return best

def alpha\_beta\_search(tree: list[State], index=0, alpha=float('-inf'), beta=float('inf')) -> dict[str, float]:

    if len(tree[index].children) == 0:

        return {'value': tree[index].evaluate\_state()}

    if tree[index].level % 2 == 0:

        best = {'value': float('-inf')}

        for child\_index in tree[index].children:

            child = {'value': alpha\_beta\_search(tree, child\_index, alpha, beta)['value'],

                     'index': tree[index].children.index(child\_index)}

            if child['value'] > best['value']:

                best = child

                tree[child\_index].value = best['value']

            alpha = max(alpha, best['value'])

            if alpha >= beta:

                break

    else:

        best = {'value': float('inf')}

        for child\_index in tree[index].children:

            child = {'value': alpha\_beta\_search(tree, child\_index, alpha, beta)['value'],

                     'index': tree[index].children.index(child\_index)}

            if child['value'] < best['value']:

                best = child

                tree[child\_index].value = best['value']

            beta = min(beta, best['value'])

            if alpha >= beta:

                break

    tree[index].value = best['value']

    return best

class Game:

    state: State

    algorithm: Algorithm

    players: list[Player]

    def \_\_init\_\_(self, starting\_player: Player, algorithm: Algorithm, starting\_number: int) -> None:

        self.state = State(starting\_number, 0, 0, 0)

        self.algorithm = algorithm

        if starting\_player == Player.USER:

            self.players = [Player.USER, Player.COMPUTER]

        else:

            self.players = [Player.COMPUTER, Player.USER]

        if DEBUG:

            print\_tree(generate\_tree([self.state], 0, 10 \*\* 5), algorithm)

    def user\_move(self, multiplier: int) -> None:

        self.state = self.state.next\_state(multiplier)

    def computer\_move(self) -> int:

        tree = generate\_tree([self.state])

        if self.algorithm == Algorithm.MINIMAX:

            multiplier = int(minimax\_search(tree)['index']) + MIN\_MULTIPLIER

        else:

            multiplier = int(alpha\_beta\_search(tree)['index']) + MIN\_MULTIPLIER

        self.user\_move(multiplier)

        if DEBUG:

            print\_tree(tree, self.algorithm)

        return multiplier

    def get\_current\_player(self) -> Player:

        return self.players[self.state.level % 2]

    def is\_game\_finished(self) -> bool:

        return self.state.number >= END\_NUMBER

    def get\_winner(self) -> Player:

        return self.players[self.state.points % 2]

def int\_input(message: str, number\_range: range) -> int:

    print(message, end='')

    while True:

        try:

            input\_number = int(input())

            if input\_number in number\_range:

                return input\_number

            else:

                print('Nepareiz skaitlis, mēģiniet vēlreiz: ', end='')

        except ValueError:

            print('Kļūda, mēģiniet vēlreiz: ', end='')

def choose\_starting\_player() -> Player:

    while True:

        print("Izvēlieties, kurš sāks spēli:")

        print("Lietotājs vai dators")

        choice = input("Ievadiet izvēlēto spēlētāju (l vai d): ")

        if choice == "l":

            return Player.USER

        elif choice == "d":

            return Player.COMPUTER

        else:

            print("Nepareiza izvēle. Mēģiniet vēlreiz.")

def choose\_algorithm() -> Algorithm:

    while True:

        print("Izvēlieties algoritmu, kuru izmantos dators:")

        print("Minimaksa algoritms vai Alfa-beta algoritms")

        choice = input("Ievadiet izvēlēto algoritmu (m vai a): ")

        if choice == "m":

            return Algorithm.MINIMAX

        elif choice == "a":

            return Algorithm.ALPHA\_BETA

        else:

            print("Nepareiza izvēle. Mēģiniet vēlreiz.")

def choose\_starting\_number() -> int:

    return int\_input(f'Ievadiet skaitli no {MIN\_START\_NUMBER} līdz {MAX\_START\_NUMBER}: ',

                     range(MIN\_START\_NUMBER, MAX\_START\_NUMBER + 1))

class GUI(tk.Tk):

    def \_\_init\_\_(self):

        super().\_\_init\_\_()

        self.title("Spēle")

        self.geometry("500x250")

        self.game\_frame = tk.Frame(self)

        self.game\_frame.pack()

        self.game\_label = tk.Label(self.game\_frame, text="27. komanda")

        self.game\_label.pack()

        self.number\_label = tk.Label(self.game\_frame, text="Skaitlis: ")

        self.number\_label.pack()

        self.points\_label = tk.Label(self.game\_frame, text="Punkti: ")

        self.points\_label.pack()

        self.bank\_label = tk.Label(self.game\_frame, text="Banka: ")

        self.bank\_label.pack()

        self.start\_game()

    def start\_game(self):

        self.start\_frame = tk.Frame(self)

        self.start\_frame.pack()

        self.player\_label = tk.Label(self.start\_frame, text="Izvēlieties, kurš sāks spēli:")

        self.player\_label.grid(row=0, column=0)

        self.player\_var = tk.StringVar(self.start\_frame, value="user")

        self.player\_radio\_user = tk.Radiobutton(self.start\_frame, text="Lietotājs", variable=self.player\_var, value="user")

        self.player\_radio\_user.grid(row=0, column=1)

        self.player\_radio\_computer = tk.Radiobutton(self.start\_frame, text="Dators", variable=self.player\_var, value="computer")

        self.player\_radio\_computer.grid(row=0, column=2)

        self.algorithm\_label = tk.Label(self.start\_frame, text="Izvēlieties algoritmu, kuru izmantos dators")

        self.algorithm\_label.grid(row=1, column=0)

        self.algorithm\_var = tk.StringVar(self.start\_frame, value="minimax")

        self.algorithm\_radio\_minimax = tk.Radiobutton(self.start\_frame, text="Minimax", variable=self.algorithm\_var, value="minimax")

        self.algorithm\_radio\_minimax.grid(row=1, column=1)

        self.algorithm\_radio\_alpha\_beta = tk.Radiobutton(self.start\_frame, text="Alpha-Beta", variable=self.algorithm\_var, value="alpha\_beta")

        self.algorithm\_radio\_alpha\_beta.grid(row=1, column=2)

        self.start\_num\_label = tk.Label(self.start\_frame, text="Ievadiet skaitli (no 20 līdz 30):")

        self.start\_num\_label.grid(row=2, column=0)

        self.start\_num\_entry = tk.Entry(self.start\_frame)

        self.start\_num\_entry.grid(row=2, column=1)

        self.start\_button = tk.Button(self.start\_frame, text="Sākt spēli", command=self.initialize\_game)

        self.start\_button.grid(row=3, columnspan=3)

    def initialize\_game(self):

        if int(self.start\_num\_entry.get()) not in range(MIN\_START\_NUMBER, MAX\_START\_NUMBER + 1):

            messagebox.showinfo("Kļūda", "Nepareizs skaitlis")

            return

        starting\_player = Player.USER if self.player\_var.get() == "user" else Player.COMPUTER

        algorithm\_choice = Algorithm.MINIMAX if self.algorithm\_var.get() == "minimax" else Algorithm.ALPHA\_BETA

        starting\_number = int(self.start\_num\_entry.get())

        self.game = Game(starting\_player, algorithm\_choice, starting\_number)

        self.current\_player = starting\_player

        self.start\_frame.pack\_forget()

        self.game\_frame.pack()

        self.show\_turn\_widgets()

    def show\_turn\_widgets(self):

        self.number\_label.config(text=f"Skaitlis: {self.game.state.number}")

        if self.current\_player == Player.USER:

            if not hasattr(self, 'turn\_label'):

                self.turn\_label = tk.Label(self.game\_frame, text="Ievadiet reizinātāju (no 3 līdz 5):")

                self.turn\_label.pack()

            if not hasattr(self, 'turn\_entry'):

                self.turn\_entry = tk.Entry(self.game\_frame)

                self.turn\_entry.pack()

            if not hasattr(self, 'turn\_button'):

                self.turn\_button = tk.Button(self.game\_frame, text="Ok", command=self.user\_move)

                self.turn\_button.pack()

        else:

            self.computer\_turn()

    def user\_move(self):

        if int(self.turn\_entry.get()) not in range(MIN\_MULTIPLIER, MAX\_MULTIPLIER + 1):

            messagebox.showinfo("Kļūda", "Nepareizs skaitlis")

            return

        multiplier = int(self.turn\_entry.get())

        self.game.user\_move(multiplier)

        self.update\_game\_info()

        self.play\_turn()

    def play\_turn(self):

        if not self.game.is\_game\_finished():

            if self.current\_player == Player.USER:

                self.current\_player = Player.COMPUTER

            else:

                self.current\_player = Player.USER

            self.show\_turn\_widgets()

        else:

            self.end\_game()

    def computer\_turn(self):

        multiplier = self.game.computer\_move()

        messagebox.showinfo("Datora gājiens", f"Dators izvēlējās reizinātāju: {multiplier}")

        self.update\_game\_info()

        self.play\_turn()

    def update\_game\_info(self):

        self.number\_label.config(text=f"Skaitlis: {self.game.state.number}")

        self.points\_label.config(text=f"Punkti: {self.game.state.points}")

        self.bank\_label.config(text=f"Banka: {self.game.state.bank}")

    def end\_game(self):

        points = self.game.state.points

        points += self.game.state.bank \* (-1 if points % 2 == 0 else 1)

        winner = "lietotajs" if self.game.get\_winner() == Player.USER else "dators"

        messagebox.showinfo("Spēles beigas", f"Spēle beidzās, gala punkti: {points}\nUzvar {winner}.")

        self.restart\_game()

    def restart\_game(self):

        self.game\_frame.pack\_forget()

        self.start\_game()

if GUI\_MODE:

    root = GUI()

    root.mainloop()

else:

    while True:

        game = Game(choose\_starting\_player(), choose\_algorithm(), choose\_starting\_number())

        while not game.is\_game\_finished():

            if game.get\_current\_player() == Player.USER:

                print('Lietotāja gājiens:')

                input\_multiplier = int\_input(f'Ievadiet reizinātāju no {MIN\_MULTIPLIER} līdz {MAX\_MULTIPLIER}: ',

                                             range(MIN\_MULTIPLIER, MAX\_MULTIPLIER + 1))

                game.user\_move(input\_multiplier)

            else:

                print('Datora gājiens:')

                print('Dators izvēlējās skaitli:', game.computer\_move())

            print('skailtis:', game.state.number, '| punkti:', game.state.points, '| banka:', game.state.bank)

        print('Spēle beidzās, gala punkti:', game.state.points)

        print('Uzvarēja', 'lietotājs' if game.get\_winner() == Player.USER else 'dators')

        play\_again = input("Vai vēlaties spēlēt vēlreiz? (j/n): ")

        if play\_again.lower() != "j":

            break