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| 实验课程：编译原理  实验名称：单词拼装器 |
| **一、实验内容**   * **基本内容**   **1.把C++源代码中的各类单词（记号）进行拼装分类。C++语言中包含了几种类型的单词（记号）：标识符，关键字，数（包括整数、浮点数），字符串，注释，特殊符号（分解符）和运算符号等。**  **2.要求应用程序应为windows界面。**  **3.打开一个C++源文件，列出所有可以拼装的单词（记号）。**  **4.应该书写完善的软件设计文档。**   * **选做内容**   **预编译系统的实现----打造具有个人风格的XC++语言（单词替换）**  **1.描述具有风格的XC++的单词有哪些，分别对应原C++的是哪些单词。**  **2.实现这个单词替换方案。**  **3.需要按上述1，2的内容书写相应的设计文档** |
| **二、实验目的**   * + 对编译器运作原理形成初步的了解   + 为后续实现编译器的词法分析等打下基础   + 简单回顾数据结构中的一些基本结构的特性及使用 |
| **三、实验文档：**  **（1）设计思路：**  **单词拼装的过程大致可分为：代码读取->单词切分->单词识别。**  **代码读取：每次读取一行，存放在一个字符数组line中，后续的操作都基于该数组。**  **单词切分：本程序采用较简单从左到右依次判断拼装，根据单词开头进入不同的switch分支。由于C++单词较多，为提高选择效率，设置了一个int型分支判别数组的辅助结构，数组大小为200+256。初始化时需要读取给定特殊符号的文件，该文件每行为一个C++运算符或其它特殊符号，每次读取一行，根据第一个字符的ASCII码对数组对应的单元按以下规则顺序定义：**  **1. 下划线、字母**  **2. 数字**  **5. 特殊字符**  **3. 单引号、双引号**  **4. 斜杠，为注释**  **6. 分解符：大、中、小括号，分号，逗号**  **7. 井号**  **其余字符默认为0**  **特别说明，分支判别辅助数组大小为200+256，在switch语句选择中需要对转换后的ASCII码加上200才为实际对应单元，该操作可以合并某些特殊字符，如遇中文时，一个汉字由3个负的ASCII（GBK编码）组成，此时这些字符在数组中的单元只能为0~199。**  **在对行操作时，定义了一个拼装后的单词字符数组word，标识该行是否为预处理器命令的布尔变量prepp且默认为假，当读入起始字符为井号令其为真，此时部分分支需要作出相应修改。**  **以下为各switch分支说明：**  **case 1：从左往右依次扫描，若为下划线或字母则拼装进word数组，否则停止扫描。然后在关键字字典中查找，根据结果输出该词为关键字还是标识符。**  **case 2：先判断起始的数字是否为0，若为0且后一位字符为x，扫描后续符合十六进制的字符进行拼装；若0后一位字符为小数点，依次判断是否为指数形式（e和E），扫描拼装数字后再判断l（L）结尾；若0后一位是字母或下划线，不符合格式，提示语法错误，分词终止；其余情况则拼装成八进制数。若起始字符不为0，则限定为十进制数，依次检查’u’（U）、’l’（L），若还包含小数点，再检查指数形式’e’（E），单精度’f’（f），高精度’l’（L）。**  **case 3：单引号或双引号开头，在该行中往右扫描直至找到匹配的引号（同时判断前一个字符是否为反斜杠），将引号中的内容拼装成串。**  **case 4：斜杠开头，若后一个字符为’\*’，则后续内容为段注释，依次扫描每一行，直至找到匹配的”\*/”，然后将该内容拼装成串，若找不到则提示未能找到配对的注释号，分词终止；若后一个字符为’/’，则后续内容为行注释，对该行剩余内容拼装成串输出；若皆不是星号或斜杠，则跳转到下一个case；**  **case 5：由于运算符最多由3个符号组成，扫描并最多拼装3个特殊符号，在运算符字典查找当前拼装的单词，若查找不到则回退一个字符继续查找，如此循环最多3次，其余情况提示语法错误，分词终止。**  **case 6：分界符直接输出**  **case 7：井号标记当前行为预处理器命令，考虑预处理器关键字较少，采用字符串数组的线性存储结构存储关键字。若识别出的单词为include，对后面出现的包括尖括号’<’，’>’内容拼装成一个整体，输出为头文件；同时case 5增加判断prepp为真且当前单词为“##”时，输出特殊符号。**  **单词识别：定义了关键字字典和特殊符号字典，字典采用拉链方式的散列表实现。散列表类中包含一个结点结构体数组，哈希方法为除留余数法，每个单元是带表头结点的单链表。**  **本程序分词的主要函数为：**  **HashTable<String, int> \*createDict(string path): 创建字典**  **int \*createBranch: 创建分支判别辅助数组**  **bool complie(): 切分单词**  **（2）程序结构体/类：**   |  |  | | --- | --- | | **HashTable(散列表结构体)** | | | **属性** | **方法** | | int divisor: 哈希的除数 | bool search(const K key, E &elem)  根据搜索成功与否返回true/false | | int TableSize: 桶的数量 | bool insert(const K key, E &elem)  新元素插入散列表 | | ChainNode<E, K> \*ht 散列表定义 |  |  |  |  | | --- | --- | | **ChainNode(散列表结点结构体)** | | | **属性** | **方法** | | E data: 元素 |  | | ChainNode<E,K> \*link: 链指针 |  |  |  |  | | --- | --- | | **分支判别数组(字符数组)** | | | **单元（字符的ASCII码值+200）** | **值** | | 下划线、字母 | 1 | | 数字 | 2 | | 特殊符号 | 5 | | 单引号、双引号 | 3 | | 斜杠 | 4 | | 分界符：各种括号，逗号，分号 | 6 | | 井号 | 7 |   **（3）图形界面设计：**  设计一个主窗口，主界面为两个文本框，左边为读入的文件，右边为解析结果。菜单栏包含两个选项：打开解析文件、开始解析  除了根据QT类型修改部分C++源文件的部分数据类型，以及修改文件读写方式，其他内容嵌入QT项目中；  **（4）程序不足之处：**  ①程序对大部分不符合C++语法格式的单词做了初步判断，但存在极个别疏漏；  ②程序使用了较多的if语句，代码的复用率和可读性较低；  ③目前程序只支持GBK编码的cpp，否则其中的非英文字符会出现乱码；  ④考虑到cpp文件每行的代码字符一般不会太长（书写习惯），故行读入的字符数组line设定为1000。但如果超过1000个，后面的字符会出现截断，且可能引发意外的语法错误提示。  （5）**系统的整体性能分析：**  ①关键字、特殊字符字典创建：由于词的数量固定，且采用哈希方式，时间复杂度为O(1)；  ②创建分支判别辅助数组：只对其中部分单元修改，且修改次数固定，时间复杂度为O(1)；若已经创建则直接读入，时间复杂度为O(1)。  ③单词切分：根据字符的ASCII码直接定位分支判别数组中的单元，根据单元中的数进入对应的switch分支，由于各分支执行语句不同一且多为if语句，根据代码文件的行数n决定，则时间复杂度为O(n)。  ④单词识别：选择合适的除数，则散列表的查询复杂度为O(1)  **针对本程序代码进行测试：**   |  |  |  |  |  | | --- | --- | --- | --- | --- | |  | 第一组 | 第二组 | 第三组 | 第四组 | | 行数 | 300+ | 1100+ | 9500+ | 95000+ | | 时间/s | 0.05s | 0.24s | 0.90s | 7.99s |   （7）**图形界面**  **主界面：** |
| **四、实验心得：**  本次实验内容比较简单，只要基本学过C++语言也能按从左到右依次切分拼装的简单思路实现。但实际编写发现由于C++语言语法、符号太丰富，编码过于繁琐冗余，且容易考虑不周，某些情况未能处理或错误处理。  分词的基本思路是每次读入一个字符，根据单词的起始字符进入不同switch分支。如果每一种情况都单独设定一个case，不仅代码量增多，且增加了大量无用的判断，降低分词效率。虽然查阅资料了解，编译器会根据switch分支条件有3中情况的查找优化，但为了进一步提高判断效率且考虑到数组是查找效率最高的数据结构，定义一个分支判别数组，通过字符的ASCII码直接定位数组单元，根据对应单元存储的值进入对应分支，由于C++单词的分类较少，可以极大减少case分支，提高判断效率。  在分词方法确定的情况下，如何提高单词识别效率是另一大问题。C++关键词较多，采用线性查找方式在处理代码量中等或大量的时候分词效率低下，且未对其进行词法分析和优化。这里程序采用了拉链散列表的方式解决，侧面说明了基本数据结构虽然不多且较为简单，却能有效通用解决大部分应用问题。  在实际分词速度测试上，针对本程序在百、千、万、十万级别代码量进行分词，在小规模代码量的分词速度可以接受，且基本呈线性增长。更进一步的分词效率/词法分析在往后进一步提高。 |
| **五、参考文献：**  《数据结构》教材  《c++程序设计》  C++switch语句性能分析：  <https://blog.csdn.net/weixin_44363885/article/details/96025797>  部分预处理器关键字：  <https://www.cnblogs.com/hehehaha/p/6332162.html>  C++运算符：  <https://www.runoob.com/cplusplus/cpp-operators.html>  C++常量：  <https://www.runoob.com/cplusplus/cpp-constants-literals.html>  C++注释：  <https://www.runoob.com/cplusplus/cpp-comments.html>  C++关键字：  <https://www.runoob.com/w3cnote/cpp-keyword-intro.html>  C++memset函数用法：<https://blog.csdn.net/qq_39707351/article/details/83958024>  QT char\*、string和QString转换：<http://c.biancheng.net/view/1843.html>  QT TextBrowser用法： <https://blog.csdn.net/qq_41767945/article/details/99687416>  QT QFileDialog用法： <https://blog.csdn.net/xdw_it/article/details/80283036>  QT release版本下进行调试：<https://blog.csdn.net/qq_26374395/article/details/90313312> |