# 字符串

## 3.\*无重复最长子串

给定字符串，找出不含重复字符的最长子串长度

“abcabcbabc” -> 3

#利用滑动窗口

class Solution:

def lengthOfLongestSubstring(self, s: str) -> int:

if not s:return 0 #空集返回0

left = 0 #字串最左边元素，不断的弹出左边元素直到满足要求

lookup = set()

max\_len = 0

cur\_len = 0

for i in range(len(s)):

cur\_len += 1

while s[i] in lookup:

lookup.remove(s[left])

left += 1

cur\_len -= 1

if cur\_len > max\_len:max\_len = cur\_len

lookup.add(s[i]) #集合的remove和add操作

return max\_len

## 76.最小覆盖子串

给两个字符串S、T，在S中找出包含T所有字符最小子串

S = “ADOBECODEBANK”， T = “ABC” -> “ABC”

1.初始，left指针和 right 指针都指向 S的第一个元素.

2.将 right 指针右移，扩张窗口，直到得到一个可行窗口，亦即包含 T 的全部字母的窗口。

3.得到可行的窗口后，将 left指针逐个右移，若得到的窗口依然可行，则更新最小窗口大小。

4.若窗口不再可行，则跳转至 2
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filtered\_S = [(0, 'A'), (1, 'B'), (2, 'C'), (11, 'A'), (14, 'B'), (15, 'C')]

from collections import Counter

class Solution:

def minWindow(self, s: str, t: str) -> str:

if not t or not s:

return ""

dict\_t = Counter(t)#生成计数字典

dict\_tlen = len(dict\_t)

filter\_s = []

for i, c in enumerate(s):

if c in dict\_t:

filter\_s.append((i, c))

window = {}

cur\_len = 0

ans = float('inf'),None,None

l = r = 0

while r < len(filter\_s):

charactor = filter\_s[r][1]

window[charactor] = window.get(charactor,0) + 1

if window[charactor] == dict\_t[charactor]:

cur\_len += 1

while l <= r and cur\_len == dict\_tlen:

charact = filter\_s[l][1]

start = filter\_s[l][0]

end = filter\_s[r][0]

if end-start+1 < ans[0]:

ans = (end - start + 1, start, end)

window[charact] -= 1

l += 1

if window[charact] < dict\_t[charact]:

cur\_len -= 1

r += 1

return "" if ans[0] == float('inf') else s[ans[1] : ans[2]+1]

## 165.比较版本号

比较两个版本号 version1 和 version2。

如果 version1 > version2 返回 1，如果 version1 < version2 返回 -1， 除此之外返回 0。

你可以假设版本字符串非空，并且只包含数字和 . 字符。

 . 字符不代表小数点，而是用于分隔数字序列。

例如，2.5 不是“两个半”，也不是“差一半到三”，而是第二版中的第五个小版本。

你可以假设版本号的每一级的默认修订版号为 0。例如，版本号 3.4 的第一级（大版本）和第二级（小版本）修订号分别为 3 和 4。其第三级和第四级修订号均为 0。

**输入:** *version1* = "0.1", *version2* = "1.1"

**输出:** -1

class Solution:

def compareVersion(self, version1: str, version2: str) -> int:

nums1 = version1.split('.')

nums2 = version2.split('.')

n1, n2 = len(nums1), len(nums2)

# compare versions

for i in range(max(n1, n2)):

i1 = int(nums1[i]) if i < n1 else 0#补0

i2 = int(nums2[i]) if i < n2 else 0

if i1 != i2:

return 1 if i1 > i2 else -1

# the versions are equal

return 0

# 哈希表

## 166. 分数到小数

给定两个整数，分别表示分数的分子 numerator 和分母 denominator，以字符串形式返回小数。

如果小数部分为循环小数，则将循环的部分括在括号内。

**输入: numerator = 2, denominator = 3**

**输出: "0.(6)"**

class Solution:

def fractionToDecimal(self, numerator: int, denominator: int) -> str:

if numerator == 0: return "0"

res = []

# 首先判断结果正负, 异或作用就是 两个数不同 为 True 即 1 ^ 0 = 1 或者 0 ^ 1 = 1

if (numerator > 0) ^ (denominator > 0):

res.append("-")

numerator, denominator = abs(numerator), abs(denominator)

# 判读到底有没有小数

a, b = divmod(numerator, denominator)

res.append(str(a))

# 无小数

if b == 0:

return "".join(res)

res.append(".")

# 处理余数

# 把所有出现过的余数记录下来

loc = {b: len(res)}

while b:

b \*= 10

a, b = divmod(b, denominator)

res.append(str(a))

# 余数前面出现过,说明开始循环了,加括号

if b in loc:

res.insert(loc[b], "(")

res.append(")")

break

# 在把该位置的记录下来

loc[b] = len(res)

return "".join(res)

## 202.快乐数

编写一个算法来判断一个数 n 是不是快乐数。

「快乐数」定义为：对于一个正整数，每一次将该数替换为它每个位置上的数字的平方和，然后重复这个过程直到这个数变为 1，也可能是 无限循环 但始终变不到 1。如果 可以变为  1，那么这个数就是快乐数。

如果 n 是快乐数就返回 True ；不是，则返回 False 。

**输入：**19

**输出：**true

**解释：**

12 + 92 = 82

82 + 22 = 68

62 + 82 = 100

12 + 02 + 02 = 1

class Solution:

def isHappy(self, n: int) -> bool:

def next\_value(x):

value = 0

while x:

x, cur = divmod(x,10)

value += cur\*\*2

return value

seen = set()

while n!= 1 and n not in seen:

seen.add(n)

n = next\_value(n)

return n == 1

# 双指针

## 15.三数之和

给一个包含n个整数的数组，判断nums是否存在a，b，c使得a+b+c=0

给定数组 nums = [-1, 0, 1, 2, -1, -4]，

满足要求的三元组集合为：

[[-1, 0, 1],[-1, -1, 2]]

class Solution:

def threeSum(self, nums: List[int]) -> List[List[int]]:

#选择一个C位k，再双指针

nums.sort()

res, k = [], 0

for k in range(len(nums) - 2):

if nums[k] > 0: break # 1. because of j > i > k.

if k > 0 and nums[k] == nums[k - 1]: continue # 2. 跳过重复 i, j = k + 1, len(nums) - 1

while i < j: # 3. 双指针

s = nums[k] + nums[i] + nums[j]

if s < 0:

i += 1

while i < j and nums[i] == nums[i - 1]: i += 1

elif s > 0:

j -= 1

while i < j and nums[j] == nums[j + 1]: j -= 1

else:

res.append([nums[k], nums[i], nums[j]])

i += 1

j -= 1

while i < j and nums[i] == nums[i - 1]: i += 1

while i < j and nums[j] == nums[j + 1]: j -= 1

return res

## 18.四数之和

给定一个包含 n 个整数的数组 nums 和一个目标值 target，判断 nums 中是否存在四个元素 a，b，c 和 d ，使得 a + b + c + d 的值与 target 相等？找出所有满足条件且不重复的四元组。

给定数组 nums = [1, 0, -1, 0, -2, 2]，和 target = 0。

满足要求的四元组集合为：

[

[-1, 0, 0, 1],

[-2, -1, 1, 2],

[-2, 0, 0, 2]

]

class Solution:

def fourSum(self, nums: List[int], target: int) -> List[List[int]]:

result = []

if not nums or len(nums) < 4:

return result

nums.sort()# 必须排序

length = len(nums)

for k in range(length - 3):

if k > 0 and nums[k] == nums[k - 1]:

continue

min1 = nums[k] + nums[k+1] + nums[k+2] + nums[k+3]

if min1 > target:

break

max1 = nums[k]+nums[length-1]+nums[length-2]+nums[length-3]

if max1 < target:

continue

for i in range(k+1, length-2):# 三数之和

if i > k + 1 and nums[i] == nums[i - 1]:

continue

j = i + 1

h = length - 1

min2 = nums[k] + nums[i] + nums[j] + nums[j + 1]

if min2 > target:

continue

max2 = nums[k] + nums[i] + nums[h] + nums[h - 1]

if max2 < target:

continue

while j < h:

curr = nums[k] + nums[i] + nums[j] + nums[h]

if curr == target:

result.append([nums[k],nums[i], nums[j], nums[h]])

j += 1

while j < h and nums[j] == nums[j - 1]:

j += 1

h -= 1

while j < h and nums[h] == nums[h + 1]:

h -= 1

elif curr > target:

h -= 1

elif curr < target:

j += 1

return result

## 75.颜色分类

给定一个包含红色、白色和蓝色，一共 n 个元素的数组，原地对它们进行排序，使得相同颜色的元素相邻，并按照红色、白色、蓝色顺序排列。

此题中，我们使用整数 0、 1 和 2 分别表示红色、白色和蓝色。

**输入:** [2,0,2,1,1,0]

**输出:** [0,0,1,1,2,2]

class Solution:

def sortColors(self, nums: List[int]) -> None:

'''

荷兰三色旗问题解，0指针的左边界，2指针的右边界

'''

# 对于所有 idx < p0 : nums[idx < p0] = 0

# curr是当前考虑元素的下标

p0 = curr = 0

# 对于所有 idx > p2 : nums[idx > p2] = 2

p2 = len(nums) - 1

while curr <= p2:

if nums[curr] == 0:

nums[p0], nums[curr] = nums[curr], nums[p0]

p0 += 1

curr += 1

elif nums[curr] == 2:

nums[curr], nums[p2] = nums[p2], nums[curr]

p2 -= 1

else:

curr += 1

## 163.缺失的区间

给定一个排序的整数数组 ***nums***，其中元素的范围在 **闭区间** **[lower, upper]** 当中，返回不包含在数组中的缺失区间。

输入: nums = [0, 1, 3, 50, 75], lower = 0 和 upper = 99,

输出: ["2", "4->49", "51->74", "76->99"]

class Solution:

def findMissingRanges(self, nums: List[int], lower: int, upper: int) -> List[str]:

res = []

low = lower - 1

nums.append(upper + 1)

for num in nums:

dif = num - low

if dif == 2: res.append(str(low+1))

elif dif > 2: res.append(str(low+1) + "->" + str(num-1))

low = num

return res

# 回溯法（深度优先搜索）

## 22.括号生成

输入：n = 3

输出：[

"((()))",

"(()())",

"(())()",

"()(())",

"()()()"

]

class Solution:

def generateParenthesis(self, n: int) -> List[str]:

ans = []

def backtrack(S, left, right):

if len(S) == 2 \* n:

ans.append(''.join(S))

return

if left < n:

S.append('(')

backtrack(S, left+1, right)

#可以缩写backtrack(S+’(’, left+1, right)，就不用pop了

S.pop()

if right < left:

S.append(')')

backtrack(S, left, right+1)

S.pop()

backtrack([], 0, 0)

return ans

## 37.解数独
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* 给定的数独序列只包含数字 1-9 和字符 '.' 。
* 你可以假设给定的数独只有唯一解。
* 给定数独永远是 9x9 形式的

class Solution:

def solveSudoku(self, board: List[List[str]]) -> None:

"""

Do not return anything, modify board in-place instead.

"""

row = [set(range(1, 10)) for \_ in range(9)] # 行剩余可用数字

col = [set(range(1, 10)) for \_ in range(9)] # 列剩余可用数字

block = [set(range(1, 10)) for \_ in range(9)] # 块剩余可用数字

empty = [] # 收集需填数位置

for i in range(9):

for j in range(9):

if board[i][j] != '.': # 更新可用数字

val = int(board[i][j])

row[i].remove(val)

col[j].remove(val)

block[(i // 3)\*3 + j // 3].remove(val)

else:

empty.append((i, j))

def backtrack(iter=0):

if iter == len(empty): # 处理完empty代表找到了答案

return True

i, j = empty[iter]

b = (i // 3)\*3 + j // 3

for val in row[i] & col[j] & block[b]:#求集合的交集&

row[i].remove(val)

col[j].remove(val)

block[b].remove(val)

board[i][j] = str(val)

if backtrack(iter+1):

return True

row[i].add(val) # 回溯

col[j].add(val)

block[b].add(val)

return False

backtrack()

## 40.组合总和

给定一个数组 candidates 和一个目标数 target ，找出 candidates 中所有可以使数字和为 target 的组合。

candidates 中的每个数字在每个组合中只能使用一次。

输入: candidates = [10,1,2,7,6,1,5], target = 8,

所求解集为:

[

[1, 7],

[1, 2, 5],

[2, 6],

[1, 1, 6]

]

class Solution:

def combinationSum2(self, candidates: List[int], target: int) -> List[List[int]]:

lens = len(candidates)

cur = []

res = []

if lens == 0:

return []

candidates.sort()

def get(cur,res,begin,target):

if target == 0:

res.append(cur[:])

for index in range(begin, lens):

remain = target - candidates[index]

if remain < 0:

break

if index > begin and candidates[index - 1] == candidates[index]:#防止重复

continue

cur.append(candidates[index])

#print(cur)

get(cur,res,index+1,remain)

cur.pop()

get(cur,res,0,target)

return res

## 47.全排列

给定一个可包含重复数字的序列，返回所有不重复的全排列。

输入: [1,1,2]

输出:

[

[1,1,2],

[1,2,1],

[2,1,1]

]

class Solution:

def permuteUnique(self, nums: List[int]) -> List[List[int]]:

lens = len(nums)

if lens == 0:

return []

depth = 0 #表示当前深度

used = [False for i in range(lens)]#表示当前位置是否用过

res = []

path = [] #当前的路径

nums.sort()

def dsf(depth, path, used, res):

if depth == lens:

res.append(path[:])

return

for i in range(lens):

if not used[i]:

if i > 0 and nums[i] == nums[i - 1] and not used[i - 1]:#

continue

used[i] = True

path.append(nums[i])

dsf(depth+1, path, used, res)

used[i] = False

path.pop()

dsf(depth, path, used, res)

return res

## 79.单词搜索

给定一个二维网格和一个单词，找出该单词是否存在于网格中。

单词必须按照字母顺序，通过相邻的单元格内的字母构成，其中“相邻”单元格是那些水平相邻或垂直相邻的单元格。同一个单元格内的字母不允许被重复使用。

board =

[

['A','B','C','E'],

['S','F','C','S'],

['A','D','E','E']

]

给定 word = "ABCCED", 返回 true

给定 word = "SEE", 返回 true

给定 word = "ABCB", 返回 false

class Solution:

# 定义上下左右四个行走方向

directs = [(0, 1), (0, -1), (1, 0), (-1, 0)]

def exist(self, board: List[List[str]], word: str) -> bool:

m = len(board)

if m == 0:

return False

n = len(board[0])

mark = [[0]\*n for \_ in range(m)]

for i in range(len(board)):

for j in range(len(board[0])):

if board[i][j] == word[0]:

# 将该元素标记为已使用

mark[i][j] = 1

if self.backtrack(i, j, mark, board, word[1:]) == True:

return True

else:

# 回溯

mark[i][j] = 0

return False

def backtrack(self, i, j, mark, board, word):

if len(word) == 0:

return True

for direct in self.directs:

cur\_i = i + direct[0]

cur\_j = j + direct[1]

if 0 <= cur\_i < len(board) and 0 <= cur\_j < len(board[0]) and board[cur\_i][cur\_j] == word[0]:

# 如果是已经使用过的元素，忽略

if mark[cur\_i][cur\_j] == 1:

continue

# 将该元素标记为已使用

mark[cur\_i][cur\_j] = 1

if self.backtrack(cur\_i,cur\_j,mark,board,word[1:])== True:

return True

else:

# 回溯

mark[cur\_i][cur\_j] = 0

return False

## 93.复原IP地址

给定一个只包含数字的字符串，复原它并返回所有可能的 IP 地址格式。

有效的 IP 地址正好由四个整数（每个整数位于 0 到 255 之间组成），整数之间用 '.' 分隔。

**输入:** "25525511135"

**输出:** ["255.255.11.135", "255.255.111.35"]

class Solution:

def restoreIpAddresses(self, s: str) -> List[str]:

res = []

n = len(s)

def backtrack(i, tmp, flag):

if i == n and flag == 0:

res.append(tmp[:-1])

return

if flag < 0:

return

for j in range(i, i + 3):

if j < n:

if i == j and s[j] == "0":

backtrack(j + 1, tmp + s[j] + ".", flag - 1)

break #0开头是0只能单独占位

if 0 < int(s[i:j + 1]) <= 255:

backtrack(j + 1, tmp + s[i:j + 1] + ".", flag - 1)

backtrack(0, "", 4)

return res

## 130.被围绕的区域

给定一个二维的矩阵，包含 'X' 和 'O'（字母 O）。

找到所有被 'X' 围绕的区域，并将这些区域里所有的 'O' 用 'X' 填充

X X X X

X O O X

X X O X

X O X X

运行你的函数后，矩阵变为：

X X X X

X X X X

X X X X

X O X X

class Solution:

def solve(self, board: List[List[str]]) -> None:

if not board or not board[0]:

return

row = len(board)

col = len(board[0])

def dfs(i,j):

board[i][j] = 'B'

for x, y in [(-1,0), (1,0), (0,-1), (0,1)]:

cur\_i = i + x

cur\_j = j + y

if 1 <= cur\_i <= row-2 and 1 <= cur\_j <= col-2 and board[cur\_i][cur\_j] == 'O':

dfs(cur\_i,cur\_j)

for i in range(row):

if board[i][0] == 'O':

dfs(i,0)

if board[i][col-1] == 'O':

dfs(i,col-1)

for j in range(col):

if board[0][j] == 'O':

dfs(0,j)

if board[row-1][j] == 'O':

dfs(row-1,j)

for i in range(row):

for j in range(col):

if board[i][j] == 'O':

board[i][j] = 'X'

if board[i][j] == 'B':

board[i][j] = 'O'

## 200.岛屿数量

给你一个由 '1'（陆地）和 '0'（水）组成的的二维网格，请你计算网格中岛屿的数量。

岛屿总是被水包围，并且每座岛屿只能由水平方向或竖直方向上相邻的陆地连接形成。

此外，你可以假设该网格的四条边均被水包围。

**输入:**

11000

11000

00100

00011

**输出:** 3

**解释:** 每座岛屿只能由水平和/或竖直方向上相邻的陆地连接而成。

class Solution:

def numIslands(self, grid: List[List[str]]) -> int:

def dfs(r,c):

grid[r][c] = '0'

for x,y in {(r-1,c), (r+1,c), (r,c-1), (r,c+1)}:

if 0 <= x < nr and 0 <= y < nc and grid[x][y] == '1':

dfs(x,y)

nr = len(grid)

if nr == 0:

return 0

nc = len(grid[0])

res = 0

for i in range(nr):

for j in range(nc):

if grid[i][j] == '1':

res += 1

dfs(i,j)

return res

## 131.分割回文串

给定一个字符串 *s*，将*s*分割成一些子串，使每个子串都是回文串。

返回 *s* 所有可能的分割方案。

**输入:** "aab"

**输出:**

[

["aa","b"],

["a","a","b"]

]

class Solution:

def partition(self, s: str) -> List[List[str]]:

n = len(s)

dp = [[False]\*n for \_ in range(n)]

for r in range(n):

for l in range(r+1):

if s[l] == s[r] and (r-l < 2 or dp[l+1][r-1]):

dp[l][r] = True

res = []

def helper(i,tmp):

if i == n:

res.append(tmp)

for j in range(i,n):

if dp[i][j]:

helper(j+1, tmp+[s[i:j+1]])

helper(0, [])

return res

# 广度优先搜索

## 127.单词接龙

给定两个单词（beginWord 和 endWord）和一个字典，找到从 beginWord 到 endWord 的最短转换序列的长度。转换需遵循如下规则：

每次转换只能改变一个字母。

转换过程中的中间单词必须是字典中的单词。

输入:

beginWord = "hit",

endWord = "cog",

wordList = ["hot","dot","dog","lot","log","cog"]

输出: 5

解释: 一个最短转换序列是 "hit" -> "hot" -> "dot" -> "dog" -> "cog",

返回它的长度 5。

from collections import defaultdict

class Solution:

def ladderLength(self, beginWord: str, endWord: str, wordList: List[str]) -> int:

if not beginWord or not endWord or not wordList or endWord not in wordList:

return 0

all\_combo\_dict = defaultdict(list)

L = len(beginWord)

for word in wordList:

for i in range(L):

all\_combo\_dict[word[:i] + '\*' + word[i+1:]].append(word)

queue = [(beginWord,1)]

visited = {beginWord: True}

while queue:

current\_word, level = queue.pop(0)

for i in range(L):

intermedia = current\_word[:i] + '\*' + current\_word[i+1:]

for word in all\_combo\_dict[intermedia]:

if word == endWord:

return level + 1

if word not in visited:

queue.append((word, level+1))

visited[word] = True

all\_combo\_dict[intermedia] = []

return 0

# 贪心算法

## 134.加油站

在一条环路上有 N 个加油站，其中第 i 个加油站有汽油 gas[i] 升。

你有一辆油箱容量无限的的汽车，从第 i 个加油站开往第 i+1 个加油站需要消耗汽油 cost[i] 升。你从其中的一个加油站出发，开始时油箱为空。

如果你可以绕环路行驶一周，则返回出发时加油站的编号，否则返回 -1。

输入:

gas = [1,2,3,4,5]

cost = [3,4,5,1,2]

输出: 3

解释:

从 3 号加油站(索引为 3 处)出发，可获得 4 升汽油。此时油箱有 = 0 + 4 = 4 升汽油

开往 4 号加油站，此时油箱有 4 - 1 + 5 = 8 升汽油

开往 0 号加油站，此时油箱有 8 - 2 + 1 = 7 升汽油

开往 1 号加油站，此时油箱有 7 - 3 + 2 = 6 升汽油

开往 2 号加油站，此时油箱有 6 - 4 + 3 = 5 升汽油

开往 3 号加油站，你需要消耗 5 升汽油，正好足够你返回到 3 号加油站。

因此，3 可为起始索引。

class Solution:

def canCompleteCircuit(self, gas: List[int], cost: List[int]) -> int:

n = len(gas)

total, cur = 0, 0

start = 0

for i in range(n):

total += gas[i] - cost[i]

cur += gas[i] - cost[i]

if cur < 0:

cur = 0

start = i + 1

return start if total >=0 else -1

# DP动态规划问题

## 5.最长回文子串

给定一个字符串，找到s的最长回文子串

“abccbauuu” -> “abccba”

class Solution:

def longestPalindrome(self, s: str) -> str:

size = len(s)

if size <= 1:

return s

# 二维 dp 问题，动态规划问题

# 状态：dp[l,r]: s[l:r] 包括 l，r ，表示的字符串是不是回文串

dp = [[False for \_ in range(size)] for \_ in range(size)] longest\_l = 1

res = s[0] #置初始状态

# 因为只有 1 个字符的情况在最开始做了判断

# 左边界一定要比右边界小，因此右边界从 1 开始

for r in range(1, size):

for l in range(r):

# 状态转移方程：如果头尾字符相等并且中间也是回文

# 还要考虑长度很短的情况下

if s[l] == s[r] and (r - l <= 2 or dp[l + 1][r - 1]):

dp[l][r] = True

cur\_len = r - l + 1

if cur\_len > longest\_l:

longest\_l = cur\_len

res = s[l:r + 1]

return res

## 72.编辑距离

给你两个单词 word1 和 word2，请你计算出将 word1 转换成 word2 所使用的最少操作数 。

你可以对一个单词进行如下三种操作：

插入一个字符

删除一个字符

替换一个字符

输入：word1 = "horse", word2 = "ros"

输出：3

解释：

horse -> rorse (将 'h' 替换为 'r')

rorse -> rose (删除 'r')

rose -> ros (删除 'e')

class Solution:

def minDistance(self, word1: str, word2: str) -> int:

n1 = len(word1)

n2 = len(word2)

dp = [[0] \* (n2 + 1) for \_ in range(n1 + 1)]

# 第一行

for j in range(1, n2 + 1):

dp[0][j] = dp[0][j-1] + 1

# 第一列

for i in range(1, n1 + 1):

dp[i][0] = dp[i-1][0] + 1

for i in range(1, n1 + 1):

for j in range(1, n2 + 1):

if word1[i-1] == word2[j-1]:

dp[i][j] = dp[i-1][j-1]

else:

dp[i][j] = min(dp[i][j-1], dp[i-1][j], dp[i-1][j-1])+1

return dp[-1][-1]
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dp[i-1][j-1] 表示替换操作，dp[i-1][j] 表示删除操作，dp[i][j-1] 表示插入操作。

## 121.买卖股票最佳时机

给定一个数组，它的第 i 个元素是一支给定股票第 i 天的价格。

如果你最多只允许完成一笔交易（即买入和卖出一支股票一次），设计一个算法来计算你所能获取的最大利润。

输入: [7,1,5,3,6,4]

输出: 5

解释: 在第 2 天（股票价格 = 1）的时候买入，在第 5 天（股票价格 = 6）的时候卖出，最大利润 = 6-1 = 5 。

注意利润不能是 7-1 = 6, 因为卖出价格需要大于买入价格；同时，你不能在买入前卖出股票。

class Solution:

def maxProfit(self, prices: List[int]) -> int:

minprice = float("inf")

maxprofit = 0

for price in prices:

maxprofit = max(price - minprice, maxprofit)

minprice = min(price, minprice)

return maxprofit

#通过记录当前最低价时最大收益

## 122.买卖股票最佳时机II

给定一个数组，它的第 i 个元素是一支给定股票第 i 天的价格。

设计一个算法来计算你所能获取的最大利润。你可以尽可能地完成更多的交易（多次买卖一支股票）

输入: [7,1,5,3,6,4]

输出: 7

解释: 在第 2 天（股票价格 = 1）的时候买入，在第 3 天（股票价格 = 5）的时候卖出, 这笔交易所能获得利润 = 5-1 = 4 。

  随后，在第 4 天（股票价格 = 3）的时候买入，在第 5 天（股票价格 = 6）的时候卖出, 这笔交易所能获得利润 = 6-3 = 3 。

class Solution:

def maxProfit(self, prices: List[int]) -> int:

profit = 0

for i in range(len(prices)-1):

if prices[i] < prices[i+1]:

profit += prices[i+1] - prices[i]

return profit

#累加

## 123.买卖股票最佳时机III

给定一个数组，它的第 i 个元素是一支给定的股票在第 i 天的价格。

设计一个算法来计算你所能获取的最大利润。你最多可以完成 两笔 交易。

输入: [3,3,5,0,0,3,1,4]

输出: 6

解释: 在第 4 天（股票价格 = 0）的时候买入，在第 6 天（股票价格 = 3）的时候卖出，这笔交易所能获得利润 = 3-0 = 3 。

  随后，在第 7 天（股票价格 = 1）的时候买入，在第 8 天 （股票价格 = 4）的时候卖出，这笔交易所能获得利润 = 4-1 = 3 。

## 152.乘积最大子数组

给你一个整数数组 nums ，请你找出数组中乘积最大的连续子数组（该子数组中至少包含一个数字），并返回该子数组所对应的乘积。

**输入:** [2,3,-2,4]

**输出:** 6

**解释:** 子数组 [2,3] 有最大乘积 6。

#可能存在负数，所以维护一个最小值

class Solution:

def maxProduct(self, nums: List[int]) -> int:

if not nums: return

res = nums[0]

pre\_max = nums[0]

pre\_min = nums[0]

for num in nums[1:]:

cur\_max = max(pre\_max \* num, pre\_min \* num, num)

cur\_min = min(pre\_max \* num, pre\_min \* num, num)

res = max(res, cur\_max)

pre\_max = cur\_max

pre\_min = cur\_min

return res

## 213.打家劫舍II

你是一个专业的小偷，计划偷窃沿街的房屋，每间房内都藏有一定的现金。这个地方所有的房屋都围成一圈，这意味着第一个房屋和最后一个房屋是紧挨着的。同时，相邻的房屋装有相互连通的防盗系统，如果两间相邻的房屋在同一晚上被小偷闯入，系统会自动报警。

给定一个代表每个房屋存放金额的非负整数数组，计算你在不触动警报装置的情况下，能够偷窃到的最高金额。

**输入:** [2,3,2]

**输出:** 3

**解释:** 你不能先偷窃 1 号房屋（金额 = 2），然后偷窃 3 号房屋（金额 = 2）, 因为他们是相邻的。

class Solution:

def rob(self, nums: List[int]) -> int:

def my\_rob(nums):

cur, pre = 0, 0

for num in nums:

cur, pre = max(pre + num, cur), cur#涉及到dp只和前两个有关，可以设置双变量

return cur

return max(my\_rob(nums[:-1]),my\_rob(nums[1:])) if len(nums) != 1 else nums[0]#把抢第一家和最后一个单独考虑

# 位运算

## 29.两数相除

给定两个整数，被除数 dividend 和除数 divisor。将两数相除，要求不使用乘法、除法和 mod 运算符

输入: dividend = 10, divisor = 3

输出: 3

解释: 10/3 = truncate(3.33333..) = truncate(3) = 3

假设我们的环境只能存储 32 位有符号整数，其数值范围是 [−231,  231− 1]。本题中，如果除法结果溢出，则返回 231– 1

class Solution:

def divide(self, dividend: int, divisor: int) -> int:

sign = (dividend > 0) ^ (divisor > 0)#异或

dividend = abs(dividend)

divisor = abs(divisor)

count = 0

#把除数不断左移，直到它大于被除数

while dividend >= divisor:

count += 1 #几进位

divisor <<= 1

result = 0

while count > 0:

count -= 1

divisor >>= 1

if divisor <= dividend:

result += 1 << count

#这里的移位运算是把二进制（第count+1位上的1）转换为十进制

dividend -= divisor

if sign: result = -result

return result if -(1<<31) <= result <= (1<<31)-1 else (1<<31)-1

## 50．Pow（X, n）

实现 pow(*x*, *n*)，即计算 x 的 n 次幂函数。

输入: 2.10000, 3

输出: 9.26100

class Solution:

def myPow(self, x: float, n: int) -> float:

a = abs(n)

final = 1

while a > 0:

if a % 2 == 0:

x \*= x

a /= 2

final \*= x

a -= 1

return final if n>0 else 1/final

#例如n\*\*77：n\*(n\*\*4)\*(n\*\*8)\*(n\*\*64)

# 栈

## 84. 柱状图中最大的矩形

**输入:** [2,1,5,6,2,3]

**输出:** 10

![](data:image/png;base64,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)

class Solution:

def largestRectangleArea(self, heights: List[int]) -> int:

#哨兵单调栈

res = 0

stack = []

heights = [0] + heights + [0]

stack.append(0)

lens = len(heights)

for i in range(1, lens):

while heights[i] < heights[stack[-1]]:

h = heights[stack.pop()]

w = i - stack[-1] - 1

res = max(res, h\*w)

stack.append(i)

return res

## 85. 最大矩形

给定一个仅包含 0 和 1 的二维二进制矩阵，找出只包含 1 的最大矩形，并返回其面积。

输入:

[

["1","0","1","0","0"],

["1","0","1","1","1"],

["1","1","1","1","1"],

["1","0","0","1","0"]

]

输出: 6

class Solution:

def maximalRectangle(self, matrix: List[List[str]]) -> int:

def ans84(heights):

#哨兵单调栈

res = 0

stack = []

heights = [0] + heights + [0]

stack.append(0)

lens = len(heights)

for i in range(1, lens):

while heights[i] < heights[stack[-1]]:

h = heights[stack.pop()]

w = i - stack[-1] - 1

res = max(res, h\*w)

stack.append(i)

return res

row = len(matrix)

if row == 0:

return 0

col = len(matrix[0])

height = [0]\*col

max\_area = 0

for i in range(row):

for j in range(col):

if matrix[i][j] == '1':

height[j] += 1

else:

height[j] = 0

cur = ans84(height)

max\_area = max(max\_area, cur)

return max\_area

# 图

## 207.课程表

你这个学期必须选修 numCourse 门课程，记为 0 到 numCourse-1 。

在选修某些课程之前需要一些先修课程。 例如，想要学习课程 0 ，你需要先完成课程 1 ，我们用一个匹配来表示他们：[0,1]

给定课程总量以及它们的先决条件，请你判断是否可能完成所有课程的学习？

**输入:** 2, [[1,0]]

**输出:** true

**解释:** 总共有 2 门课程。学习课程 1 之前，你需要完成课程 0。所以这是可能的。

#有向无环图，入度表

from collections import deque

class Solution:

def canFinish(self, numCourses: int, prerequisites: List[List[int]]) -> bool:

indegrees = [0 for \_ in range(numCourses)] #入度

adjacency = [[] for \_ in range(numCourses)] #入度表

queue = deque()

# Get the indegree and adjacency of every course.

for cur, pre in prerequisites:

indegrees[cur] += 1

adjacency[pre].append(cur)

# Get all the courses with the indegree of 0.

for i in range(len(indegrees)):

if not indegrees[i]: queue.append(i) #0进入队列表示可直接学习

# BFS TopSort.

while queue:

pre = queue.popleft() #弹出一个

numCourses -= 1 #总课程减一

for cur in adjacency[pre]:

indegrees[cur] -= 1 #对应的所有后续课程入度减一

if not indegrees[cur]: queue.append(cur)#0进入队列可学习

return not numCourses#课程为0表示全部学完

## 332.重新安排行程（欧拉回路）

给定一个机票的字符串二维数组 [from, to]，子数组中的两个成员分别表示飞机出发和降落的机场地点，对该行程进行重新规划排序。所有这些机票都属于一个从JFK（肯尼迪国际机场）出发的先生，所以该行程必须从 JFK 出发。

说明:

如果存在多种有效的行程，你可以按字符自然排序返回最小的行程组合。例如，行程 ["JFK", "LGA"] 与 ["JFK", "LGB"] 相比就更小，排序更靠前

所有的机场都用三个大写字母表示（机场代码）。

假定所有机票至少存在一种合理的行程。

输入: [["MUC", "LHR"], ["JFK", "MUC"], ["SFO", "SJC"], ["LHR", "SFO"]]

输出: ["JFK", "MUC", "LHR", "SFO", "SJC"]

class Solution:

def findItinerary(self, tickets: List[List[str]]) -> List[str]:

from collections import defaultdict

graph = defaultdict(list)

res = []

for x, y in sorted(tickets)[::-1]:

graph[x].append(y)

def dfs(tmp):

while graph[tmp]:

dfs(graph[tmp].pop())

res.append(tmp)

dfs("JFK")

return res[::-1]

# 形状变换

## 6.Z字形变换

将一个给定字符串根据给定的行数，以从上往下、从左到右进行 Z 字形排列。

比如输入字符串为 "LEETCODEISHIRING" 行数为 3 时，排列如下：

L C I R

E T O E S I I G

E D H N

结果："LCIRETOESIIGEDHN"

#巧用flag

class Solution:

def convert(self, s: str, numRows: int) -> str:

if numRows < 2: return s

res = ["" for \_ in range(numRows)]

i, flag = 0, -1#正常flag往下逐渐加一，对应索引加一；反转flag往上减一，对应索引减一

for c in s:

res[i] += c

if i == 0 or i == numRows - 1:

flag = -flag

i += flag

return "".join(res)

## 48.旋转图像

给定一个 *n*× *n* 的二维矩阵表示一个图像。

将图像顺时针旋转 90 度。

给定 matrix =

[

[1,2,3],

[4,5,6],

[7,8,9]

],

原地旋转输入矩阵，使其变为:

[

[7,4,1],

[8,5,2],

[9,6,3]

]

class Solution:

def rotate(self, matrix: List[List[int]]) -> None:

"""

Do not return anything, modify matrix in-place instead.

"""

n = len(matrix[0])

# transpose matrix

for i in range(n):

for j in range(i, n):

matrix[j][i], matrix[i][j] = matrix[i][j], matrix[j][i]

# reverse each row

for i in range(n):

matrix[i].reverse()

#matrix[:] = zip(\*matrix[::-1])#反转，转置

## 54.螺旋矩阵

给定一个包含 *m* x *n* 个元素的矩阵（*m* 行, *n* 列），请按照顺时针螺旋顺序，返回矩阵中的所有元素。

**输入:**

[

[ 1, 2, 3 ],

[ 4, 5, 6 ],

[ 7, 8, 9 ]

]

**输出:** [1,2,3,6,9,8,7,4,5]

class Solution:

def spiralOrder(self, matrix: List[List[int]]) -> List[int]:

if not matrix: return []

R, C = len(matrix), len(matrix[0])

seen = [[False] \* C for \_ in range(R)]#表示是否被访问过了

ans = []

dr = [0, 1, 0, -1]

dc = [1, 0, -1, 0]#右下左上

r = c = di = 0

for \_ in range(R \* C):

ans.append(matrix[r][c])

seen[r][c] = True

cr, cc = r + dr[di], c + dc[di]

if 0 <= cr < R and 0 <= cc < C and not seen[cr][cc]:

r, c = cr, cc

else:

di = (di + 1) % 4

r, c = r + dr[di], c + dc[di]

return ans

# 特殊算法

## 169.多数元素（摩尔投票法）

给定一个大小为 n 的数组，找到其中的多数元素。多数元素是指在数组中出现次数大于 ⌊ n/2 ⌋ 的元素。

你可以假设数组是非空的，并且给定的数组总是存在多数元素。

**输入:** [2,2,1,1,1,2,2]

**输出:** 2

## 229.求众数（摩尔投票法）

给定一个大小为 n 的数组，找出其中所有出现超过 ⌊ n/3 ⌋ 次的元素。

说明: 要求算法的时间复杂度为 O(n)，空间复杂度为 O(1)。

**输入:** [1,1,1,3,3,2,2,2]

**输出:** [1,2]

class Solution:#设置两个候选人

def majorityElement(self, nums: List[int]) -> List[int]:

can1, can2 = 0, 0

count1, count2 = 0, 0

res = []

for num in nums:

if num == can1:

count1 += 1

elif num == can2:

count2 += 1

elif count1 == 0:

can1 = num

count1 += 1

elif count2 == 0:

can2 = num

count2 += 1

else:

count1 -= 1

count2 -= 1

std = len(nums) // 3

if count1 > 0 and nums.count(can1) > std:

res.append(can1)

if count2 > 0 and nums.count(can2) > std:

res.append(can2)

return res

## 204.计数质数（埃式筛）

统计所有小于非负整数 n 的质数的数量。

**输入:** 10

**输出:** 4

**解释:** 小于 10 的质数一共有 4 个, 它们是 2, 3, 5, 7 。

class Solution:

def countPrimes(self, n: int) -> int:

# 最小的质数是 2

if n < 2:

return 0

isPrime = [1] \* n

isPrime[0] = isPrime[1] = 0 # 0和1不是质数，先排除掉

# 埃式筛，把不大于根号n的所有质数的倍数剔除

for i in range(2, int(n \*\* 0.5) + 1):

if isPrime[i]:

isPrime[i \* i:n:i] = [0] \* ((n - 1 - i \* i) // i + 1)

#设置步长i

return sum(isPrime)

# 常用模块和方法

## # itertools系列

from itertools import permutations, combinations

a = [1,2,3]

pe = list(permutations(a))

#排列[(1, 2, 3), (1, 3, 2), (2, 1, 3), (2, 3, 1), (3, 1, 2), (3, 2, 1)]

com = list(combinations(a,2))

#组合[(1, 2), (1, 3), (2, 3)]

## # collections系列

from collections import Counter, deque, defaultdict

#计数器(Counter)

a = [1,2,1,1,2,3,3,3,3]

a\_count = Counter(a)

#Counter({3: 4, 1: 3, 2: 2})

#双向队列(deque)

a\_deque = deque(a)

a\_deque.popleft()

#deque([2, 1, 1, 2, 3, 3, 3, 3])

#默认字典(defaultdict)

a = [1,2,1]

hash\_list = defaultdict(list)#列表字典

for i in range(3):

hash\_list[a[i]].append('\*')

#defaultdict(<class 'list'>, {1: ['\*', '\*'], 2: ['\*']})

hash\_int = defaultdict(int)#用来计数

for k in a:

hash\_int[k] += 1

#defaultdict(<class 'int'>, {1: 2, 2: 1})

hash\_set = defaultdict(set)#集合字典

for i in range(3):

hash\_set[a[i]].add('\*')

#defaultdict(<class 'set'>, {1: {'\*'}, 2: {'\*'}})