**Lab 5: List and Tuple objects**

Learning Outcomes:

* Get familiar with using list and tuple sequences
* Get to know to modify list object, add, remove elements from list
* Get to solve problems using lists and tuples

Instructions:

* Suggest that you create a working folder **is111\lab5** in your **C** or **D** drive. Store all your solutions in this working folder.
* Challenging questions are marked with \*.

To submit:

* Please submit your working solutions via your assignment Dropbox in eLearn **within 1 week**. The Dropbox will be closed after the due date.
* Zip up all your source files into a single zip file called **<your email ID>\_lab5.zip** (e.g. **ahlian.lim.2011\_lab5.zip**). You should only submit a single zip file for each lab.

1. Examine **lab5\_1.py** given to you below. Complete the function get\_numbers to return a new list that contains only integers between min and max parameters. Your code should not modify the original list.

|  |  |
| --- | --- |
| 01  02  03  04  05  06  07  08  09  10  11  12  13  14  15 | def get\_numbers(num\_list, min, max):  list1 = [4,10,12,28,24,18,5,20,15,21,30,22,21,14,17,28,26,24,6,8,15]  new\_list = get\_numbers(list1, 10, 20)  print("Original list", list1)  print("After function is called", new\_list) |

Here is the output when **lab5\_1** is run (with the given test code):

|  |
| --- |
| D:\is111\lab5>**python lab5\_1.py**  Original list [4, 10, 12, 28, 24, 18, 5, 20, 15, 21, 30, 22, 21, 14, 17, 28, 26, 24, 6, 8, 15]  After function is called [10, 12, 18, 20, 15, 14, 17, 15] |

To submit**: lab5\_1.py**

1. \*Write a program in a file named **lab5\_2.py** that gets 10 integer inputs from the user. The program should then display the minimum, maximum and median of all numbers entered.

Note: The median is the middle of list of numbers. For example, median of numbers 12, 4, 5 is 5. In case of odd amount of numbers, the median is the exact middle number of numbers when arranged sorted.

In case of even amount of numbers, we would get a pair of middle numbers. The median is half way between them. As an example, median of numbers 6, 12, 4, 10 is 8 (6 + 10) / 2 because when placed in order the middle numbers would be 6 and 10.

Hint:  
1. This is how you can sort a list.

>>> numbers = [4, 10, 1, 3, -2]

>>> numbers.sort()

>>> numbers

[-2, 1, 3, 4, 10]

Here are some sample outputs when **lab5\_2** is run:

|  |
| --- |
| D:\is111\lab5>**python lab5\_2.py**  Enter num 1 :-9  Enter num 2 :4  Enter num 3 :-11  Enter num 4 :19  Enter num 5 :5  Enter num 6 :17  Enter num 7 :4  Enter num 8 :2  Enter num 9 :8  Enter num 10 :1  Minimum of numbers: -11  Maximum of numbers: 19  Median of numbers: 4.0  D:\is111\lab5> |

To submit**: lab5\_2.py**

1. This exercise requires you to trace through the code. Print the output of the following two programs.

(a)

|  |  |
| --- | --- |
| 01  02  03  04  05  06  07  08  09  10  11  12  13  14  15  16 | def fun1(str\_list):  str\_list.insert(1,"durian")  out = []  for i in str\_list:  if len(i) > 3:  out.append(i)  return out    list1 = ["one", "apple", "six", "oranges", "bunch", "grapes"]  print ("Before :", list1)  #calling the function fun1  new\_list = fun1(list1)  print("After :", list1)  print("New List:", new\_list) |

(b)

|  |  |
| --- | --- |
| 01  02  03  04  05  06  07  08  09  10  11  12  13  14 | def fun2(list\_2d):  list\_2d.insert (1, [7,8])  new\_list = list\_2d[1:]  new\_list[1] = [10,11]  return new\_list    list1 = [[1,2], [3,4]]  list2 = [5,6]  list1.append(list2)  print ("Before :", list1)  list2 = fun2(list1)  print ("After :", list1)  print ("List2 :", list2) |

To submit**: -**

1. \* In a file named **lab5\_4.py** write a function called count\_numbers that takes in a list containing numbers and returns the count of numbers in the list. Your program has to cater to the possibility of having a list of numbers as element(s) in the input parameter. (How to deal with the possibility of numerous list?)

Here is the output when **lab5\_4** is run calling the function as:

print("Count of numbers", count\_numbers([4,6,8,10,-3]))

|  |
| --- |
| D:\is111\lab5>**python lab5\_4.py**  Count of numbers:5 |

Here is the output when **lab5\_4** is run calling the function as:

print("Count of numbers", count\_numbers([4,6,[1,2],10,[-1,-3]]))

|  |
| --- |
| D:\is111\lab5>**python lab5\_4.py**  Count of numbers:7 |

To submit**: lab5\_4.py**

1. In a file named **lab5\_5.py** write a function called merge\_lists that takes in 2 lists containing numbers and returns a new list containing all unique numbers present in the two lists sorted in the ascending order.

Consider the following test code:

print("Merging [1,2,3],[4,3,2] :", merge\_lists([1,2,3],[4,3,2]))

print("Merging [3,2,1],[2,6,4,10,4] :", merge\_lists([3,2,1],[2,6,4,10,4]))

print("Merging [3,1,1],[] :", merge\_lists([3,1,1],[]))

print("Merging [],[9,7,2,7] :", merge\_lists([],[9,7,2,7]))

Below is the sample output when **lab5\_5** is run for the test code shown above

|  |
| --- |
| D:\is111\lab5>**python lab5\_5.py**  Merging [1,2,3],[4,3,2] : [1, 2, 3, 4]  Merging [3,2,1],[2,6,4,10,4] : [1, 2, 3, 4, 6, 10]  Merging [3,1,1],[] : [1, 3]  Merging [],[9,7,2,7] : [2, 7, 9] |

To submit**: lab5\_5.py**

1. In a file named **lab5\_6.py** copy the following code. Complete the function called get\_user\_info that takes a list of email addresses and returns a list of tuples containing user id, and domain. This exercise is adapted from the book “The Practice of Computing Using Python” Page 416, Exercise 45. The domain is the portion following @ sign in the email address.

|  |  |
| --- | --- |
| 01  02  03  04  05  06  07  08  09  10  11  12  13  14  15  16  17  18  19 | #write your functions get\_user\_info and print\_users here  name\_list = ["shaun.chew.2010@sis.smu.edu.sg","sitongchen.2011@economics.smu.edu.sg"]  users\_tuple = get\_user\_info(name\_list)    print("Users and their domain" )  print\_users(users\_tuple) |

Here is the expected output when **lab5\_6** is run:

|  |
| --- |
| D:\is111\lab5>**python lab5\_6.py**  Users and their domain  ('shaun.chew.2010', 'sis.smu.edu.sg')  ('sitongchen.2011', 'economics.smu.edu.sg') |

To submit**: lab5\_6.py**

1. \*In mathematics, a transpose of a matrix is a new matrix whose rows are the columns of the original.

If the matrix A is

|  |  |  |
| --- | --- | --- |
| 1 | 2 | 3 |
| 4 | 5 | 6 |
| 7 | 8 | 9 |

The transpose of the matrix is (AT )

|  |  |  |
| --- | --- | --- |
| 1 | 4 | 7 |
| 2 | 5 | 8 |
| 3 | 6 | 9 |

In a file named **lab5\_7.py** write a function called transpose that takes a 2D- list of numbers representing a square matrix (i.e. number of columns and rows are equal) and returns a transposed list. The original list should not be changed.

For the example shown above,

the list representing the original would be [[1,2,3],[4,5,6],[7,8,9]]

and the transposed list would be [[1,4,7],[2,5,8],[3,6,9]]

Consider the following test code:

original = [[1,2],[3,4]]

print ("Original :", original)

print ("Transposed:", transpose(original) )

original = [[1,2,3],[4,5,6],[7,8,9]]

print ("Original :", original )

print ("Transposed:", transpose(original) )

Below is the sample output when **lab5\_7** is run (for the test code shown above):

|  |
| --- |
| D:\is111\lab5>**python lab5\_7.py**  Original : [[1, 2], [3, 4]]  Transposed: [[1, 3], [2, 4]]  Original : [[1, 2, 3], [4, 5, 6], [7, 8, 9]]  Transposed: [[1, 4, 7], [2, 5, 8], [3, 6, 9]] |

**Note**: Try this code in the python shell

>>> list1 = [[1,2],[3,4]]

>>> list2 = list1.copy()

>>> list1[0][0] = 9

>>> list1

[[9, 2], [3, 4]]

>>> list2

[[9, 2], [3, 4]]

We see from the above example that although we made a copy of list1, before making changes to list1, both list1 and list2 are changed. In order to make a proper copy of the 2d list, you could make use of copy module’s deepcopy() method. This method makes a proper copy of the 2d list.

To submit**: lab5\_7.py**

1. \*In a magic square, every row, column and diagonal add up to the same total. Here is a 3 by 3 magic square. The numbers 1 to 9 are placed in the grid such that no number is repeated and the sum of three digits column-wise, row-wise and diagonal-wise is equal to 15

![](data:image/png;base64,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)

The elements of the above magic square can be represented using a 2-dimensional list. The above square is represented by [[4,3,8],[9,5,1],[2,7,6]].

The following lists represent magic squares

[4,3,8],[9,5,1],[2,7,6] ,

[4,9,2],[3,5,7],[8,1,6] , [6,1,8],[7,5,3],[2,9,4]

while the following do not:

[5,5,5],[5,5,5],[5,5,5] ,

[2,6,7],[9,5,1],[4,3,8] , [10,4,1],[1,5,9],[4,6,5]

Write a function is\_magic\_square() in a file named **lab5\_8.py** that takes in a 2D list and returns True if the list contains all digits between 1 to 9 just once and it forms a magic square, False otherwise. You can assume that a proper 3 by 3 - 2D list will be sent to the function.

**Note**: We suggest that you design the program to contain another function that checks if only numbers from 1 to 9 are present in the list and make use of that function in is\_magic\_square.

Here is the expected output when **lab5\_8** is run (with the test case shown above) :

|  |
| --- |
| D:\is111\lab5>**python lab5\_8.py**  [[4,3,8],[9,5,1],[2,7,6]] magic square? : True  [[4,9,2],[3,5,7],[8,1,6]] magic square? : True  [[6,1,8],[7,5,3],[2,9,4]] magic square? : True  [[5,5,5],[5,5,5],[5,5,5]] magic square? : False  [[2,6,7],[9,5,1],[4,3,8]] magic square? : False  [[10,4,1],[1,5,9],[4,6,5]] magic square?: False |

To submit**: lab5\_8.py**