1. J2EE（总分20分。每题2分）
   1. 简述String和StringBuffer的区别。

String 对一串字符进行操作。不可变。一旦被创建，就不能修改它的值。

StringBuffer 也是对一串字符进行操作，但是可变类。

* 1. 运行时异常（RuntimeException）与一般异常有何不同？

一般异常是可捕捉到的。运行时异常是不可预知的异常。

* 1. Sleep（）和wait（）有什么区别？

sleep是线程类（Thread）的方法，导致此线程暂停执行指定时间，把执行机会给其他线程，但是监控状态依然保持，到时后会自动恢复。调用sleep不会释放对象锁。  
  
wait().会释放锁

* 1. 实现多线程有几种方法？

三种，

1.继承Thread类，重写run函数

2.实现Runnable接口，重写run函数

3.实现Callable接口，重写call函数

* 1. 简述线程的基本状态及状态之间的关系。

Thread.ThreadState 属性提供一个位掩码，用它指示线程的当前状态。一个线程至少总是处于 ThreadState 枚举中一个可能状态，并且可以同时处于多个状态。

一旦线程由于调用 Thread.Start 而离开 Unstarted 状态，则它将永远无法返回到 Unstarted 状态。同样，线程也永远无法离开 Stopped 状态。

* 1. 什么是线程同步，何如实现线程的同步？

当两个或多个线程需要访问同一资源时，它们需要以某种顺序来确保该资源某一时刻只能被一个线程使用的方式称为同步。要想实现同步操作，必须要获得每一个线程对象的锁。获得它可以保证在同一时刻只有一个线程访问对象中的共享关键代码，并且在这个锁被释放之前，其他线程就不能再进入这个共享代码。此时，如果还有其他线程想要获得该对象的锁，只得进入等待队列等待。只有当拥有该对象锁的线程退出共享代码时，锁被释放，等待队列中第一个线程才能获得该锁，从而进入共享代码区。

* 1. JSP或Servlet中的forward和redirect有什么区别？

forward是服务器内部重定向，程序收到请求后重新定向到另一个程序，客户机并不知道；redirect则是服务器收到请求后发送一个状态头给客户，客户将再请求一次，这里多了两次网络通信的来往。redirect 是送到客户端后再一次 request , 所以资料不被保留.

* 1. 简述JDBC调用数据库的基本步骤。

1,加载驱动  
2,创建连接  
3,获取语句对象  
4,执行sql语句  
5,如果是查询,还可以使用结果集  
6,关闭连接  
7,捕捉和处理异常

* 1. 简述Servlet的生命周期。

Servlet被服务器实例化后，容器运行其init方法，请求到达时运行其service方法，service方法自动派遣运行与请求对应的do方法（doGet，doPost）等，当服务器决定将实例销毁的时候调用其destroy方法。

1. 算法（总共20分）
   1. 请列举几种排序算法，并用JAVA实现快速排序算法。（6分）

冒泡排序，快速排序，shaker排序，[堆排序](http://zhidao.baidu.com/search?word=%E5%A0%86%E6%8E%92%E5%BA%8F&fr=qb_search_exp&ie=utf8)。

public void quick(Integer[] str) {

if (str.length > 0) { //查看数组是否为空

\_quickSort(str, 0, str.length – 1);

}

}

public void \_quickSort(Integer[] list, int low, int high) {

if (low < high) {

int middle = getMiddle(list, low, high); //将list数组进行一分为二

\_quickSort(list, low, middle – 1); //对低字表进行递归排序

\_quickSort(list, middle + 1, high); //对高字表进行递归排序

}

}

public int getMiddle(Integer[] list, int low, int high) {

int tmp = list[low]; //数组的第一个作为中轴

while (low < high) {

while (low < high && list[high] > tmp) {

high–;

}

list[low] = list[high]; //比中轴小的记录移到低端

while (low < high && list[low] < tmp) {

low++;

}

list[high] = list[low]; //比中轴大的记录移到高端

}

list[low] = tmp; //中轴记录到尾

return low; //返回中轴的位置

}

* 1. 用Java实现二叉树前序遍历、中序遍历和后序遍历。（8分）

public class Tree {

     private int data;// 数据节点  
     private Tree left;// 左子树  
     private Tree right;// 右子树

 public Tree(int data) {  
           this.data = data;  
           this.left = null;  
           this.right = null;  
    }

 /\*\*  
  \* 创建二叉树，返回根结点  
  \*/  
 public static Tree createTree(int[] input) {  
       Tree root = null;  
       Tree temp = null;  
       for (int i = 0; i < input.length; i++) {  
             // 创建根节点  
             if (root == null) {  
                root = temp = new Tree(input[i]);  
             } else {  
             // 回到根结点  
                  temp = root;  
            // 添加节点  
                 while (temp.data != input[i]) {  
                           if (input[i] <= temp.data) {  
                                 if (temp.left != null) {  
                                       temp = temp.left;  
                                 } else {  
                                       temp.left = new Tree(input[i]);  
                                }  
                           } else {  
                                if (temp.right != null) {  
                                     temp = temp.right;  
                                } else {  
                                     temp.right = new Tree(input[i]);  
                                }  
                           }  
                   }  
          }  
    }  
  return root;  
 }

 /\*\*  
  \* 前序遍历  
  \*/  
 public static void preOrder(Tree tree) {  
  if (tree != null) {  
   System.out.print(tree.data + “”);  
   preOrder(tree.left);  
   preOrder(tree.right);  
  }  
 }

 /\*\*  
  \* 中序遍历  
  \*/  
 public static void midOrder(Tree tree) {  
  if (tree != null) {  
   midOrder(tree.left);  
   System.out.print(tree.data + “”);  
   midOrder(tree.right);  
  }  
 }

 /\*\*  
  \* 后序遍历  
  \*/  
 public static void posOrder(Tree tree) {  
  if (tree != null) {  
   posOrder(tree.left);  
   posOrder(tree.right);  
   System.out.print(tree.data + “”);  
  }  
 }  
   
 /\*\*  
  \* 求二叉树的深度  
  \*/  
 public static int length(Tree tree){  
  int depth1;  
  int depth2;  
  if(tree == null) return 0;  
  //左子树的深度  
  depth1 = length(tree.left);  
  //右子树的深度  
  depth2 = length(tree.right);  
  if(depth1>depth2)  
   return depth1+1;  
  else  
   return depth2+1;  
 }  
 public static void main(String[] args) {  
  int[] input = { 4, 2, 6, 1, 3, 5, 7,8,10 };  
  Tree tree = createTree(input);  
  System.out.print(“前序遍历：“);  
  preOrder(tree);  
  System.out.print(“\n中序遍历：“);  
  midOrder(tree);  
  System.out.print(“\n后序遍历：“);  
  posOrder(tree);  
 }  
}

* 1. 阅读代码，并回答问题（6分）

|  |
| --- |
| Public String listToString( Vector strList) {  String str = new String();  SortedSet set = new TreeSet();  set.addAll(strList)；  for(Iterator iter=set.iterator(); iter.hasNext();  String currStr = (String) iter.next();  Str += currStr + “;”;  }  return str; |

问题1：

这段代码完成什么功能？如果输入列表{“To” , “SAIC” , “Welcome”}，输入结果是什么？

数组元素拼接。TreeSet是按字母顺序存储的，结果是：SAIC;To;Welcome;

问题2这段代码中有什么地方有错误或者可以改善的地方吗？

错误：for(Iterator iter=set.iterator(); iter.hasNext();后面缺少“)”

改善：拼接到最后时，最后一个分号应去掉。

1. 设计模式（总分10分，每题5分）
   1. 编程实现设计模式：Singleton（单例模式）。

class Singleton {  
private static Singleton s;  
private Singleton(){  
}  
public static Singleton getSigleton()  
{  
if(s==null)s=new Singleton();  
return s;  
}  
}

* 1. 画出抽象工厂（Abstract Factory）的UML类图。

![http://www.mianwww.com/wp-content/uploads/2014/05/050514_0750_Java1.png](data:image/png;base64,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)

1. 数据库（总分20分）
   1. SOL查询语句的左外连接、右外连接、全外连接、内联接之间的区别。

左外连接的结果集包括LEFT OUTER子句中指定的左表的所有行，而不仅仅是连接列所匹配的行

右外连接是左向外连接的反向连接。将返回右表的所有行。

全外连接返回左表和右表中的所有行。当某行在另一个表中没有匹配行时，则另一个表的选择列表列包含空值。如果表之间有匹配行，则整个结果集行包含基表的数据值。

内连接使用比较运算符根据每个表共有的列的值匹配两个表中的行。

* 1. 举例说明GROUP BY 和HAVING 子句的意义和使用方法。

每个部门有多少人  
就要用到GROUP BY  
select DepartmentID as ‘部门名称‘,  
COUNT(\*) as ‘个数‘ from BasicDepartment group by DepartmentID

1. 显示每个地区的总面积．仅显示那些面积超过1000000的地区。
2. SELECT region, SUM(area)
3. FROM bbc
4. GROUP BY region
5. HAVING SUM(area)>1000000
   1. IN和 EXISTS的区别（4分）

比如in(1,2) 就是 = 1 or = 2的一种简单写法，所以一般在元素少的时候使用IN，如果多的话就用exists指定一个子查询。

* 1. 编写SQL语句

为管理岗位业务培训信息，建立3个表。

S（S#，SN，SD，SA）S#，SN，SD，SA分别代表学号、  
学员姓名、所属单位、学员年龄

C(C#，CN)C#，CN分别代表课程编号，课程名称。

SC（S#，C#，G）S#，C#，G 分别代表学号，课程编号、学习成绩

问题1：使用标准嵌套SQL语句查询选修课程名称为“税收基础“的学员学号和姓名。

Select

ssc s#, ssc.sn

from c

left join

( select s.\*,sc.c#

From sc

Left join s

on s.s#=sc.s#

) as ssc

on ssc.c#=c.c#

where c.cn=’税收基础‘

问题2：查询选修课程为“C2″的所有学员的学号、姓名、所属单位、成绩，并按照所属单位升序、成绩降序排列。

select sc.c#,s.sn,s.sd,sc.g

From sc

Left join s

on s.s#=sc.s#

where c. c#=’ C2′

order by s.sd asc,sc.g.desc

问题3：查询所有学员选修课程的数量，列出学号、姓名、所选课程数，并按照课程数降序排列。

Select sc.s#,s.sn, sc.count

(

select count(s#) as count,s#

from sc

group by sc.s#

) sc

Left join s

on s.s#=sc.s#

order by sc.count desc

问题4：查询选修课程数超过5次学员的学号、姓名、所属单位、所选课程数，并按照学号升序排列。

SELECT

S#,

SN,

SD,

(SELECTCOUNT(DISTINCT C#)FROM SC

Where S#=s. S#

) as count

FROM S

WHERE S# IN(

        SELECT [S#] FROM SC

        GROUP BY [S#]

        HAVING COUNT(DISTINCT [C#])>5)

1. 框架（总分30分）

JSF

* 1. 以JSF为例简述MVC设计模式。
  2. 简述JSF请求处理三命周期

1. 恢复视图  
2. 应用请求的值；处理验证  
3. 更新模型值；处理事件  
4. 调用程序；处理事件  
5. 进行响应；处理事件

* 1. JSF中的Backing Bea是干什么用的？

Backing bean定义了页面上的UI组件的属性和处理逻辑。每一个backing bean的属性对应一个组件或者组件的值。Backing bean同时定义了一组执行组件功能的方法，比如验证组件的数据，处理组件触发的事件，当组件activate时处理与导航相关的操作。

* 1. JSF中的Converter是干什么用的？

输入变换：在用户提交时对用户输入值进行变换

输出变换：在画面显示前对显示值进行变换

* 1. JSF中的Validator是干什么用的？

对用户输入的数据进行验证。

* 1. 简述Value-change Events、Action Events、Data Mooel Events、Phase Events。

值改变事件，动作事件，数据模型事件，阶段事件

* 1. JSF Request Processing Lifecycle 的六个阶段。

回复画面（Restore View）

套用申请值（Apply Request Values）

执行验证（Process Validations）

更新模型值（Update Model Values）

唤起应用程序（Invoke Application）

绘制回应（Render Response）

* 1. CommandButton 的immediate属性起什么作用？

JSF视图组件在取得请求中该取得的值之后，即立即处理指定的事件，而不再进行后续的转换器处理、验证器处理、更新模型值等流程。

* 1. <h：panelGroup>的用途

将封装在内的元件作为一个元件来看待

* 1. <f：verbatim>的用途

想要放入非JSF元件,例如简单的模板(template)文字，那么就需要使用<f:verbatim /> 标签来处理。

Spring

1. 简述依赖注入（Dependency Injeciton，DI）和控制反转（Inversion ofControl，IOC ）的基本概念。

依赖注入DI是一个程序设计模式和架构模型，  
一些时候也称作控制反转，尽管在技术上来讲，依赖注入是一个IOC的特殊实现，依赖注入是指一个对象应用另外一个对象来提供一个特殊的能力，例如：把一个数据库连接已参数的形式传到一个对象的结构方法里面而不是在那个对象内部自行创建一个连接。控制反转和依赖注入的基本思想就是把类的依赖从类内部转化到外部以减少依赖  
应用控制反转，对象在被创建的时候，由一个调控系统内所有对象的外界实体，将其所依赖的对象的引用，传递给它。也可以说，依赖被注入到对象中。所以，控制反转是，关于一个对象如何获取他所依赖的对象的引用，这个责任的反转。

1. 简述AOP基本概念（Advice、Joinpoint、Polntcut、Aspect）以及在Spring AOP实现的特点和局限。

Advice：用于定义拦截行为

JoinPoint：提供访问当前被通知方法的目标对象、代理对象、方法参数等数据

Polntcut：捕获所有的连接点在指定的方法执行中，包括执行方法本身

Aspect：切入点指示符用来指示切入点表达式目的。

1. Spring Autorwiring by name 和Autowiring by type是什么意思？

byType是通过类型在“MyIdProviderManager”类里找属性名字为“myIdProviderManager”的对象，然后为其注入  
byName是通过名称找的。