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**Цель работы**

Разработка слоя бизнес-логики Web-приложения.

**Задачи**

1. Реализация бизнес-логики приложения
2. Тестирование методов бизнес-логики приложения

**Описание работы и примеры кода**

**Структура слоя бизнес-логики**
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**Файл DataManager.cs**

using BusinessLayer.Interfaces;  
  
namespace BusinessLayer **{** public class DataManager {  
 public IDirectoryRepository DirectoryRepository { get; }  
 public IMaterialRepository MaterialRepository { get; }  
  
 public DataManager(IDirectoryRepository directoryRepository, IMaterialRepository materialRepository) {  
 DirectoryRepository = directoryRepository;  
 MaterialRepository = materialRepository;  
 }  
 }  
**}**

**Файл IDirectoryRepository.cs**

using System.Collections.Generic;  
using DataLayer.Entityes;  
  
namespace BusinessLayer.Interfaces **{** public interface IDirectoryRepository {  
 IEnumerable<Directory> GetAllDirectories();  
 Directory GetDirectoryById(int directoryId);  
 int SaveDirectory(Directory directory);  
 void DeleteDirectory(Directory directory);  
 }  
**}**

**Файл IMaterialRepository.cs**

using System.Collections.Generic;  
using DataLayer.Entityes;  
  
namespace BusinessLayer.Interfaces **{** public interface IMaterialRepository {  
 IEnumerable<Material> GetAllMaterials();  
 Material GetMaterialById(int materialId);  
 int SaveMaterial(Material material);  
 void DeleteMaterial(Material material);  
 }  
**}**

**Файл EFDirectoryRepository**

using System.Collections.Generic;  
using System.Diagnostics.CodeAnalysis;  
using System.Linq;  
using BusinessLayer.Interfaces;  
using DataLayer;  
using DataLayer.Entityes;  
using Microsoft.EntityFrameworkCore;  
  
namespace BusinessLayer.Implementations **{** [SuppressMessage("ReSharper", "InconsistentNaming")]  
 public class EFDirectoryRepository : IDirectoryRepository {  
 private readonly EFDBContext \_context;  
  
 public EFDirectoryRepository(EFDBContext context) {  
 this.\_context = context;  
 }  
   
 public IEnumerable<Directory> GetAllDirectories() {  
 return \_context.Set<Directory>().Include(x => x.Materials).ToList();  
 }  
  
 public Directory GetDirectoryById(int directoryId) {  
 return \_context.Set<Directory>().Include(x => x.Materials).  
 FirstOrDefault(x => x.Id == directoryId);  
 }  
  
 public int SaveDirectory(Directory directory) {  
 if (directory.Id == 0) {  
 \_context.Directory.Add(directory);  
 }  
 else {  
 \_context.Entry(directory).State = EntityState.*Modified*;  
 }  
  
 \_context.SaveChanges();  
 return directory.Id;  
 }  
  
 public void DeleteDirectory(Directory directory) {  
 try {  
 \_context.Directory.Remove(directory);  
 \_context.SaveChanges();  
 }  
 catch (DbUpdateConcurrencyException) { }  
 }  
 }  
**}**

**Файл EFMaterialRepository.cs**

using System.Collections.Generic;  
using System.Diagnostics.CodeAnalysis;  
using System.Linq;  
using BusinessLayer.Interfaces;  
using DataLayer;  
using DataLayer.Entityes;  
using Microsoft.EntityFrameworkCore;  
  
namespace BusinessLayer.Implementations {  
 [SuppressMessage("ReSharper", "InconsistentNaming")]  
 public class EFMaterialRepository : IMaterialRepository {  
 private readonly EFDBContext \_context;  
  
 public EFMaterialRepository(EFDBContext context) {  
 this.\_context = context;  
 }  
   
 public IEnumerable<Material> GetAllMaterials() {  
 return \_context.Set<Material>().Include(x => x.Directory).ToList();  
 }  
  
 public Material GetMaterialById(int materialId) {  
 return \_context.Set<Material>().Include(x => x.Directory)  
 .FirstOrDefault(x => x.Id == materialId);  
 }  
  
 public int SaveMaterial(Material material) {  
 if (material.Id == 0) {  
 \_context.Material.Add(material);  
 }  
 else {  
 \_context.Entry(material).State = EntityState.*Modified*;  
 }  
  
 \_context.SaveChanges();  
 return material.Id;  
 }  
  
 public void DeleteMaterial(Material material) {  
 try {  
 \_context.Material.Remove(material);  
 \_context.SaveChanges();  
 } catch (DbUpdateConcurrencyException) {}  
 }  
 }  
}

**Структура проекта тестирования слоя бизнес-логики**

**![](data:image/png;base64,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)**

**Файл TestBaseInitializer.cs**

using System.Collections.Generic;  
using DataLayer;  
using DataLayer.Entityes;  
  
namespace BusinessLayerTests **{** public static class TestBaseInitializer {  
 public static void Initialize(EFDBContext context) {  
 var directories = new[] {  
 new Directory {Title = "FirstDirectory"},   
 new Directory {Title = "SecondDirectory"},  
 new Directory {Title = "Third empty Directory"}  
 };  
 var materials = new[] {  
 new Material {Directory = directories[0], DirectoryId = directories[0].Id, Title = "First material"},  
 new Material {Directory = directories[0], DirectoryId = directories[0].Id, Title = "Second material"},  
 new Material {Directory = directories[1], DirectoryId = directories[1].Id, Title = "Third material"}  
 };  
 directories[0].Materials = new List<Material> {materials[0], materials[1]};  
 directories[1].Materials = new List<Material> {materials[2]};  
  
 context.Directory.AddRange(directories);  
 context.Material.AddRange(materials);  
 context.SaveChanges();  
 }  
 }  
**}**

**Файл EFDirectoryRepositoryTests**

using System;  
using System.Diagnostics.CodeAnalysis;  
using System.Linq;  
using BusinessLayer.Implementations;  
using DataLayer;  
using DataLayer.Entityes;  
using Microsoft.EntityFrameworkCore;  
using Xunit;  
  
namespace BusinessLayerTests {  
 [SuppressMessage("ReSharper", "InconsistentNaming")]  
 public class EFDirectoryRepositoryTests : IDisposable{  
 private readonly EFDBContext \_context;  
 private readonly EFDBContext \_emptyContext;  
 private readonly EFDirectoryRepository \_directoryRepository;  
 private readonly EFDirectoryRepository \_emptyDirectoryRepository;  
  
 public EFDirectoryRepositoryTests() {  
 var optionsBuilder = new DbContextOptionsBuilder<EFDBContext>()  
 .UseInMemoryDatabase(Guid.NewGuid().ToString());  
 optionsBuilder.EnableSensitiveDataLogging();  
 var options = optionsBuilder.Options;  
   
 \_context = new EFDBContext(options);  
 \_context.Database.EnsureCreated();  
 \_directoryRepository = new EFDirectoryRepository(\_context);  
   
 TestBaseInitializer.Initialize(\_context);  
   
 optionsBuilder = new DbContextOptionsBuilder<EFDBContext>()  
 .UseInMemoryDatabase(Guid.NewGuid().ToString());  
 optionsBuilder.EnableSensitiveDataLogging();  
 options = optionsBuilder.Options;  
   
 \_emptyContext = new EFDBContext(options);  
 \_emptyContext.Database.EnsureCreated();  
 \_emptyDirectoryRepository = new EFDirectoryRepository(\_emptyContext);  
 }  
  
 [Fact]  
 public void GetAllDirectories\_BaseHaveData() {  
 var result = \_directoryRepository.GetAllDirectories();  
 var directories = result.ToList();  
 Assert.Equal(3, directories.Count);  
 Assert.Equal(2, directories[0].Materials.Count);  
 Assert.Single(directories[1].Materials);  
 Assert.Empty(directories[2].Materials);  
 }  
  
 [Fact]  
 public void GetAllDirectories\_EmptyBase() {  
 var result = \_emptyDirectoryRepository.GetAllDirectories();  
 var directories = result.ToList();  
 Assert.Empty(directories);  
 }  
  
 [Fact]  
 public void GetDirectoryById\_CurrentIdInDatabase() {  
 var result = \_directoryRepository.GetDirectoryById(2);  
 Assert.Equal(2, result.Id);  
 Assert.Single(result.Materials);  
 }  
  
 [Fact]  
 public void GetDirectoryById\_NoCurrentIdInDatabase() {  
 var result = \_directoryRepository.GetDirectoryById(4);  
 Assert.Null(result);  
 }  
  
 [Fact]  
 public void SaveDirectory\_DirectoryNotInBase() {  
 var directory = new Directory {Title = "Saved Directory"};  
 var result = \_directoryRepository.SaveDirectory(directory);  
 Assert.Equal("Saved Directory", \_directoryRepository.GetDirectoryById(result).Title);  
 }  
   
 [Fact]  
 public void SaveDirectory\_DirectoryInBase() {  
 var directory = \_directoryRepository.GetDirectoryById(1);  
 directory.Title = "Saved Directory";  
 var directoryId = \_directoryRepository.SaveDirectory(directory);  
 Assert.Equal("Saved Directory", \_directoryRepository.GetDirectoryById(directoryId).Title);  
 }  
  
 [Fact]  
 public void DeleteDirectory\_DirectoryInBase() {  
 var directory = \_directoryRepository.GetDirectoryById(1);  
 var directoryId = directory.Id;  
 Assert.Equal("FirstDirectory", directory.Title);  
 \_directoryRepository.DeleteDirectory(directory);  
 Assert.Null(\_directoryRepository.GetDirectoryById(directoryId));  
 }  
   
 [Fact]  
 public void DeleteDirectory\_DirectoryNotInBase() {  
 var directory = new Directory {Title = "Saved Directory", Id = 0};  
 \_directoryRepository.DeleteDirectory(directory);  
 Assert.Null(\_directoryRepository.GetDirectoryById(directory.Id));  
 }  
  
 public void Dispose() {  
 \_context.Database.EnsureDeleted();  
 \_context.Dispose();  
 \_emptyContext.Database.EnsureDeleted();  
 \_emptyContext.Dispose();  
 }  
 }  
}

**Вывод**

В ходе выполнения работы был создан слой бизнес-логики приложения, а также все его методы были протестированы с помощью фреймворка XUnit.