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## Цель работы.

Построение и анализ алгоритма бэктрекинга (поиск с возвратом) на основе решения задачи квадратирования прямоугольников.

**Вариант 4р.**

## Основные теоретические положения.

Размер столешницы – N x M, где (2 <= N <= 20) и (2 <= M <= 20). Необходимо найти и вывести: одно число K, задающее минимальное количество обрезков(квадратов), из которых можно построить столешницу(прямоугольник) заданного размера N x M, рёбра квадратов меньше рёбер прямоугольника. Далее должны идти K строк, каждая из которых должна содержать три целых числа x, y и w, задающие координаты левого верхнего угла и длину стороны соответствующего обрезка(квадрата).

## Описание алгоритма.

**1.** Вводятся стороны N и M прямоугольника. Происходит поиск минимальной стороны. Создается двумерное представление данного прямоугольника при помощи векторов. Все клетки инициализируются нулями. Создаются два вектора структур для хранения координат. Один для минимального количества квадратов, другой для текущего. Запускается отсчет времени и вызывается рекурсивная функция.

**2.** Создается структура для хранения координат нового квадрата. Происходит поиск первой свободной клетки в матрице. Если пустая клетка не найдена, это означает, что матрица заполнена и данный случай запоминается как минимальный, а алгоритм возвращается к предыдущему этапу рекурсии. Если клетка найдена, то ее координаты заносятся в структуру и алгоритм продолжает работу.

**3.** Учитывается, что сторона квадрата должна быть меньше сторон прямоугольника, затем происходит проверка. Если квадрат выходит за пределы прямоугольника, то алгоритм возвращается к предыдущему этапу рекурсии.

**4.** Происходит проверка размера векторов на то, не превосходит ли размер текущего вектора размер минимального. Если текущий вектор больше, то алгоритм возвращается к предыдущему этапу рекурсии.

**5.** Проверяется возможность вставки квадрата из найденной клетки. Если такой возможности нет, т.е. не все требующиеся клетки свободны, то алгоритм возвращается к предыдущему этапу рекурсии.

**6.** После возврата из рекурсии все закрашенные клетки снова инициализируем нулями для проверки других вариантов.

**7.** Алгоритм просматривает все возможные варианты, записывает результат в отведенный вектор и завершает свою работу.

**8.** Подсчитывается время работы алгоритма, количество найденных квадратов, количество вариантов покрытия минимальным числом квадратов. Данная информация выводится, после чего выводится список всех длин и координат полученных квадратов. Программа завершает работу.

**Оптимизации.**

За счет различных проверок, о которых рассказывается в описании алгоритма, программа выполняется более оптимально.

## Описание основных структур данных и функций.

struct coord {

int x;

int y;

int len;

};

- структура, содержащая координаты и длину стороны квадрата.

void solve(std::vector<std::vector<int>>& rectangle, std::vector<coord>& potential, std::vector<coord>& answer, int min, int x, int y, int& count)

- рекурсивная функция, принимающая двумерное представление прямоугольника, вектор для текущих значений, вектор для минимальных значений, минимальную сторону прямоугольника, значения сторон прямоугольника, переменную для подсчета вариантов покрытия минимальным числом квадратов. Выполняет описанный алгоритм.

**Тестирование.**

**1.** Обычный случай.
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**2.** Случай, когда M=N.
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**3.** Неверный ввод данных.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAG0AAABRCAIAAABXIr/XAAAAAXNSR0IArs4c6QAABNhJREFUeF7tnE9q4zAUxjXD3MIJtOscwGRRSPdZehMKnQMky0CZHmCGQpbxAVoI2WSZfQNlCD5A1i00hoG5xLwnWbbzp7YsP9tp5nnVJvJn6adPkv3yZNH79Sj4KE3ga2kFFkACzJHGB8zxk3HsP6yiYzbq0NT9pFTqWWeA4kNftrszmq3OkSRyxLYljZPOiVpdQZefJ0g5P26mN8OF8O5xwHVGAzdcDO+WFSCUkpdtR2zfNlXJN6T7Bfy4+vFdDTi/uw2E21oPb6bZ7QTLjt10jYF83jmqOJ7ZMi3cEBOry6bmx93hbaWWfVLlF6igzoaSyX1PZ3TvbSeTrefnz43J4mu+BqPfPXGOVpSoIz8iGcUv+cuwK4yKoeo5LtO68XJ+/P0Hprtg0osWFzn7Jf8accoudDCfClJ5ghqWlqjn/rF0NU9dgJ8LaXqIOTJHGgI0KuxH5khDgEaF/cgcaQjQqLAfmSMNARoV9iNzpCFAo8J+ZI40BGhU2I/MkYYAjQr7kTnSEKBRYT8yRxoCNCrsR+ZIQ4BGhf34+TjKtJQKM9loiNip1OVHzKe4F+vArpanf5bkuJeSSJ+hCMmAYtK7mb6dPhDLGqr8x+d16HSvo3TjznXXCeY5mXvFLgcJltUlVBarSkWl1bjeTOeBBikxvmSnkdrkm1XUgFOR1fk9gEbmg8Ggri4vrJpctlNAGa8zyxfpSHCjWD/nZR2zHw/6Lsk3k8vLbJafRWrf//+BH6PVxtnmTI12ECMDY1K5O8Yc3ip7y66KJc/ayw8/u/aVxGN6+m5+uFg8Vbbfw7RGn7Mc5jX/Db/5niPOL9e4zi7hvGYS2nU9X5NU9oRFmCNN5zDHIxwtbnORo34kTBTxlrzRO6D9B6YKKnPY6jLORI6v76HTviyjQn7u8q4HxyQQsAEU/6o9WhS+vxZq1IfjWgmpqIUKZMORimDEn6UfTpSPYzOlAx7p8tYPNB/pZ3+ugaRCMVADeLZyPD/aH1na78hx87ZVl4pjPbhHWh9wMb+7RlfEe7TVHmP5mfy4NU4Rc8eDd/kNFr9VLwGAqcOHTaBR8RBdZu2wo/pwCXc8hljxTjU/cBREQ3fMTuF37cfWRUd0rttC6HBustU83lud8N6J9KaDl1DzYBLtxMbiKIsddNESOqYpg8YlppFj+niNeMfiXn0KDU9VGCa6omelxjWGzObzbRwX11IJUZi1JCOw6878kTvBIlL3KnpBBXRC0dmnaKvqLy85Kg6XbYj1LF8AZP+ildnSfW77XI83QwV6VjjAzd4dYEsD3V/qzQ0w8IvWMPZjazAQGDIDkN6gm90EHJruQL8+pv8wdsPs2G//Cvch68N6ajQD27/19A8jqXEAU/ruqyDQDAdjTy8ThTeLq9+5YNg5jlBLPerDP5kHdBi+OEAtdgbvm1g+wVqk399jslqrJT9ZUg3W08jucBYsN7qr4MKh+sJvz4eL9LS3mf6EhTBqg4F+TifWEafY/yHX4nkhuxWNPzfU836z9G1UtHqf20pTy/P18g7vJfU97wpvPYvO42ZTY4Ol6hjXDTavrkvX4se6GtPgdZgjDXzmyBxpCNCosB+ZIw0BGhX2I3OkIUCjwn5kjjQEaFTYj8yRhgCNCvuROdIQoFFhPzJHGgI0Kv8AGbqJJiXOZyoAAAAASUVORK5CYII=)

# Вывод.

В ходе работы был построен и проанализирован алгоритм бэктрекинга на основе решения задачи квадратирования прямоугольников. Исходный код программы представлен в приложении А.

**ПРИЛОЖЕНИЕ А.  
ИСХОДНЫЙ КОД**

#include <iostream>

#include <vector>

#include <algorithm>

#include <ctime>

struct coord {

int x;

int y;

int len;

};

void solve(std::vector<std::vector<int>>& rectangle, std::vector<coord>& potential, std::vector<coord>& answer, int min, int x, int y, int& count){

coord point;

bool check = false;

for (int i = 0; i < x; ++i){

for (int j = 0; j < y; ++j)

if (rectangle[i][j] == 0){

point.x = i;

point.y = j;

check = true;

break;

}

if (check)

break;

}

if (check == false){

count += 1;

answer = potential;

return;

}

for (int size = 1; size < min; ++size){

if (point.x + size > x || point.y + size > y)

return;

if (potential.size() + 1 >= answer.size())

return;

for (int i = point.x; i < point.x + size; ++i)

for (int j = point.y; j < point.y + size; ++j)

if (rectangle[i][j] == 1)

return;

for (int i = point.x; i < point.x + size; ++i)

for (int j = point.y; j < point.y + size; ++j)

rectangle[i][j] = 1;

point.len = size;

potential.push\_back(point);

solve(rectangle, potential, answer, min, x, y, count);

for (int i = point.x; i < point.x + size; ++i)

for (int j = point.y; j < point.y + size; ++j)

rectangle[i][j] = 0;

potential.pop\_back();

}

}

int main(){

int x = 0;

std::cout << "x = ";

std::cin >> x;

if (x < 2) {

std::cout << "Wrong Input!" << std::endl;

return 0;

}

std::cout << "\ny = ";

int y = 0;

std::cin >> y;

if (y < 2) {

std::cout << "Wrong Input!" << std::endl;

return 0;

}

int min = 0;

int max = 0;

if (y > x) {

min = x;

}

else {

min = y;

}

std::vector<std::vector<int>> rectangle(x);

for (int i = 0; i < x; ++i){

std::vector<int> side(y);

for (int j = 0; j < y; ++j)

side[j] = 0;

rectangle[i] = side;

}

std::vector<coord> potential;

std::vector<coord> answer(x \* y + 1);

int count = 0;

clock\_t time = clock();

solve(rectangle, potential, answer, min, x, y, count);

time = clock() - time;

std::cout << "Time: ";

std::cout << (double)(time) / CLOCKS\_PER\_SEC << std::endl;

std::cout << "Count: " << count << std::endl;

std::cout << "Pieces: " << answer.size() << std::endl;

for (size\_t i = 0; i < answer.size(); ++i)

std::cout << answer[i].x

<< " " <<

answer[i].y

<< " " <<

answer[i].len

<< std::endl;

return 0;

}