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**Introducción**

En este trabajo se llevó acabo el desarrollo de un videojuego denominado “Castlevania, Barbarianna Viking Edition”, que consiste en permitirle a Barbariana recuperar la computadora Commodore 128kb de hackeo del tiempo que le pertenecía a Hackerman y fue robada por el malvado doctor Hero. Para esto, el juego se desarrolla en un mapa que simula ser un castillo con varios pisos. En donde los velocirraptors que van a tratar de impedir que Barbariana llegue hacia la computadora, atacaran a esta, hasta tratar de eliminarla del juego. Cada Velocirraptor con tan solo tocar a Barbariana, logran eliminarla. Además, cuentan con la posibilidad de disparar rayos laser que dañan a la heroína y la dejan fuera de juego.

Por su parte, Barbariana cuenta con el martillo de Thor (el dios del trueno) permitiéndole dispararle a los dinos cuando se ve acorralada por estos mismos. Para evitar los disparos de los velocirraptors, puede saltar o agacharse.

El desarrollo esta hecho en Java, construido por distantes clases que contienen la funcionalidad para cada elemento de la aplicación. Además, cuenta con una librería externa que levanta un entorno en donde ofrece herramientas para dibujar determinadas formas en pantalla, ubicar elementos, etc.

**Descripción**

Para el desarrollo del juego, se llevaron a cabo las siguientes clases:
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***Clase Juego***

Es la clase principal del proyecto. En esta clase, se crea una instancia del entorno que permite levantar un entorno grafico para que el juego se ejecute, brinda las herramientas necesarias (métodos) para dibujar los elementos en pantalla e ir actualizando constantemente el estado de los mismos.

La clase cuenta con los siguientes atributos:
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* entorno: instancia del objecto Entorno
* Barbariana: instancia del objeto Personaje (personaje principal)
* Computadora: instancia del objeto Computadora que hace referencia a la computadora 128kb de Hackerman.
* avatarVida: imagen que va tener el icono de vidas
* heigth & width: Dimensiones de la ventana del juego
* cantPisos: Cantidad de pisos que tiene el juego
* Pisos: Listado que contiene cada objeto de piso
* contadorTicks:
* puntos: Acumulador de score durante el juego
* eliminados: Contador de velocirraptors eliminados
* vidas: Vidas que le quedan a Barbariana
* estadoJuego: tiene 2 estados durante el juego. 1 si gano o 0 si perdió. Permite mostrar un mensaje en especifico en pantalla cuando el juego termina.
* tickUltimoDino:
* rayos: Contiene un listado de los rayos que son disparados
* dinos: Contiene un listado de los velocirraptors que hay en pantalla
* lasers: listado de lasers que son disparados

Métodos:

* Juego(): Constructor de la clase que instancia los objetos necesarios para el correcto funcionamiento del juego.
* Tick(): Actualiza el estado del personaje, los dinos, sus disparos y láser. Además, chequea colisiones y en el caso de que se deba eliminar un objeto, lo hace.
* \_actualizarMovimientos(): Se encarga de mover al personaje según una tecla presionada y también de disparar cuando sea necesario
* \_inicializarPisos(): Crea los pisos necesarios para el juego y los guarda en la variable de instancia “pisos”
* \_dibujarPisos(): Itera cada instancia de piso que hay almacena en la variable de instancia “pisos” y los dibuja en el mapa
* \_dibujarDinos(): Dibuja el velocirraptor en pantalla chequeando que el ultimo dibujado haya bajado al siguiente piso.
* \_verificarImpactoDinoAPersonaje(): Verifica si el dino impacta sobre el personaje
* \_verificarImpactoLaserAPersonaje(): Cuando se efecuta un disparo, esta función se encarga de verificar si colisiona con barbariana.
* verificarImpactoADino(): Verifica si el personaje impacta su relámpago sobre el velocirraptor
* verificarImpactoALaser: Verifica si el personaje impacta su relámpago sobre el rayo del dino.
* moverRayo(): Mueve el rayo en la pantalla y lo elimina si sale de la pantalla.
* moverLasers(): Itera la lista de láser y en cada iteración llama a mueveLaser() pasandole como parámetro la instancia de laser correspondiente a la iteración.
* moverLaser(laser): Mueve el láser en la pantalla y lo elimina si sale de la pantalla.
* procesarRayos(): itera el listado de rayos y en cada función ejecuta el método **procesarRayoFunc().**
* procesarRayoFunc(rayo): mueve el rayo y verifica si algún elemento lo impacta
* verificarImpactoALaser(rayo): Verifica si es impacto el rayo. En caso afirmativo, suma puntos al usuario y elimina el rayo.
* moverDino(dino): Recibe un dino y lo mueve a su dirección correspondiente. Ademas, lo hace descender de piso si es necesario y lo elimina si sale de pantalla.
* procesarDinos(): itera la lista de dinos y llama a **procesarDinoFunc()**
* procesarDinoFunc(dino): Recibe un dino, lo mueve hacia donde corresponde, verifica su impacto y hace que dispare.
* finDelJuego(message,color): Muestra un mensaje con un color determinado en la parte superior de la pantalla y después de medio segundo cierra el juego. Es usado cuando el usuario gana o pierde.

***Clase Computadora***

Clase que maneja el comportamiento de la computadora Commodore 128kb de hackeo del tiempo.

Cuenta con los siguientes atributos:
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* x, y, ancho y alto: Estos atributos contienen la posición en pantalla que va tener la computadora junto con su tamaño.
* Avatar: Imagen que contiene la foto de la computadora en pantalla.

Métodos:

* Computadora(entorno): Crea la computadora para poder dibujarla en pantalla.
* Dibujarse(entorno): Dibuja la computadora en la pantalla.
* estaTocando(xIzq,xDer,yArr,yAba): Dada una coordenada de un elemento (rectángulo), devuelve true si el elemento esta tocando la computadora.

***Clase Piso***

Clase que maneja las dimensiones y las posiciones de cada piso.

Cuenta con los siguientes atributos:
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* x, y, ancho y alto: Estos atributos contienen la posición en pantalla que va tener la computadora junto con su tamaño.
* Numero: El numero de piso que tiene asignado. (van del 1 al 4)

Métodos:

* Piso(x,y,ancho,numero): Crea el piso con sus coordenadas y dimensiones correspondientes.
* Dibujarse(entorno): Dibuja los pisos en la pantalla.
* posicionSuperior(): Devulve el lado superior del piso
* posicionInferior(): Devuelve el lado inferior del piso
* posicionExtremoIzquierdo(): Devulve el lado izquierdo del piso
* posicionExtremoDerecho(): Devuelve el lado derecho del piso

***Clase Proyectil***

Clase que maneja el comportamiento tanto del láser que disparan los dinos como de los rayos que dispara Barbariana.
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* x, y, ancho y alto: Estos atributos contienen la posición en pantalla que va tener los proyectiles junto con su tamaño.
* Dirección: Representa el sentido en el que se esta moviendo el proyectil; puede ser derecha o izquierda.
* Color: Color que va tener el proyectil en la pantalla.

Métodos:

* Proyectil(x,y,dirección,color): Crea una instancia del proyectil con sus coordenadas, dimensiones y color especificado por parámetro.
* Dibujarse(entorno): Dibuja el proyectil en pantalla
* Moverse (): Mueve el proyectil hacia un sentido determinado. En caso de llegar a los extremos de la pantalla, cambia el sentido.
* esImpactado(xIzq,xDer,yArr,yAba): Recibe 4 coordenadas formando un rectángulo y devuelve true si el proyectil esta dentro del rectángulo.
* estaEnPantalla(entorno): Devuelve true si esta en pantalla.
* posicionSuperior(): Devulve el lado superior del proyectil
* posicionInferior(): Devuelve el lado inferior del proyectil
* posicionExtremoIzquierdo(): Devulve el lado izquierdo del proyectil
* posicionExtremoDerecho(): Devuelve el lado derecho del proyectil

***Clase Personaje:***

Clase que se encarga de manejar todo lo relacionado a Barbariana.
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* name: Nombre del personaje
* x & y: coordenadas del personaje
* ancho, alto y altoInicial: dimensiones del personaje
* saltando: Flag que indica si el personaje está saltando
* ultimoSalto: Guarda el tick en el que el personaje emitió su último salto.
* Dirección: sentido en el que se esa moviendo el personaje
* ultimoDisparo: Guarael tick en el que el personaje emitió su último disparo.
* Avatar & avatarIzq: Imagen que representa al personaje en un sentido determinado (izquierda y derecha).

Métodos:

* Personaje(name): Crea el personaje en la posición inferior izquierda de la pantalla.
* moverIzquieda(Juego): Mueve a la izquierda el personaje en el caso de que no colisione con el extremo.
* moverDerecha(Juego): Mueve a la derecha el personaje en el caso de que no colisione con el extremo.
* gravedad(Juego): Desciende el personaje si no está pisando sobre un piso.
* saltar(Juego): Eleva el personaje en el caso de que no este arriba de todo en la pantalla.
* Agacharse(): Agacha al personaje.
* Pararse(): Retorna al personaje a su altura inicial.
* Dibujarse(entorno): Dibuja el personaje en pantalla.
* Disparar(rayos,contadorTicks): Le permite al personaje disparar.
* colisionPiso(pisos): Devuelve true si el personaje toca sobre la parte superior del piso.
* colisionPisoLateral(pisos):
* pisoActual(pisos): Devuelve el piso actual donde se encuentra Barbariana.
* procesarSalto(contadorTicks):
* puedeSubirPiso(pisos): Devuelve true si el personaje se encuentra debajo de un espacio para poder subir de piso.
* subirPiso(pisos,numeroDePiso): lleva al personaje al numero de piso recibido como parámetro.
* esImpactado(xIzq,xDer,yArr,yAba): Recibe 4 coordenadas formando un rectángulo y devuelve true si el personaje está dentro del rectángulo.
* posicionCabeza(): Devulve el lado superior del personaje
* posicionPies(): Devuelve el lado inferior del personaje
* posicionExtremoIzquierdo(): Devulve el lado izquierdo del personaje
* posicionExtremoDerecho(): Devuelve el lado derecho del personaje

***Clase Velociraptor***

Clase que maneja las tareas de los dinos.

![](data:image/png;base64,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)

* x & y: coordenadas del dino
* ancho & alto: dimensiones del dino
* velocidad: Velocidad a la que se desplaza el dino
* Dirección: Sentido en el que se desplaza el dino
* avatarIzq & avatarDer: Imagen del dino en pantalla según su sentido de desplazamiento
* proximoDisparo: contiene el número de tick en donde se va efectuar el próximo disparo del dino aleatoriamente.

Métodos:

* Velociraptor(): Crea un dino
* Dibujarse(): Dibuja el dino en el sentido correspondiente
* Gravedad(): Hace descender al dino cuando llega al espacio de cada piso.
* Avanzar(): Mueve al dino en el sentido que corresponda por la pantalla.
* Disparar(): Dispara los lasers hacia Barbariana.
* colisionPiso(pisos): Devuelve true si el dino toca sobre la parte superior de un piso
* pisoActual(pisos): Devuelve el numero de piso en el que está el dino
* estaEnPantalla(entorno): devuleve true si el dino esta en pantalla
* esImpactado(): Devuelve true si el dino es impactado por un rayo disparado por Barbariana.
* posicionExtremoIzquierdo(): Devulve el lado izquierdo del dino
* posicionExtremoDerecho(): Devuelve el lado derecho del dino
* posicionCabeza(): Devulve el lado superior del dino
* posicionPies(): Devuelve el lado inferior del dino

**Implementación**

Código Fuente:

**Clase: Juego**

**package** juego;

import java.awt.Color;

import java.awt.Font;

import java.awt.Image;

import java.util.function.Function;

import entorno.Herramientas;

import entorno.Entorno;

import entorno.InterfaceJuego;

import utils.Lista;

import utils.Nodo;

**public** **class** Juego extends InterfaceJuego {

// El objeto Entorno que controla el tiempo y otros

**private** **Entorno** entorno;

**private** **Personaje** barbariana;

**private** **Computadora** computadora;

**private** **Image** avatarVida;

// Ancho y alto del juego;

**private** **int** height;

**private** **int** width;

**private** **int** cantPisos;

**private** **Piso**[] pisos;

**private** **int** contadorTicks;

**private** **int** puntos; // score

**private** **int** eliminados; // dinos eliminados

**private** **int** vidas = 3;

// 1 = Gano

// 0 = Perdio

**private** **int** estadoJuego = -1;

**private** **int** tickUltimoDino;

**private** **Lista**<Proyectil> rayos;

**private** **Lista**<Velociraptor> dinos;

**private** **Lista**<Proyectil> lasers;

Juego() {

// Inicializa alto y ancho

**this**.**height** = 600;

**this**.**width** = 800;

**this**.**cantPisos** = 5;

// Inicializa el objeto entorno

**this**.**entorno** = **new** **Entorno**(**this**, "Grupo 9", **this**.**width**, **this**.**height**);

// Inicializa el personaje

**this**.**barbariana** = **new** Personaje("*Barbariana*");

**this**.**rayos** = **new** Lista<Proyectil>();

**this**.**avatarVida** = **Herramientas**.**cargarImagen**("*vida.png"*);

// Inicializa dinos

**this**.**dinos** = **new** **Lista**<Velociraptor>();

**this**.**lasers** = **new** **Lista**<Proyectil>();

**this**.**tickUltimoDino** = -1;

// Crea la computadora

**this**.**computadora** = **new** Computadora(**this**.**entorno**);

// crea los pisos con sus respectivas ubicaciones

**this**.\_**inicializarPisos**();

// Inicia el juego!

**this**.**entorno**.**iniciar**();

}

// Metodo que se ejecuta todo el tiempo

public void tick() {

**if** (**this**.**estadoJuego** != -1) {

**if** (**this**.**estadoJuego** == 1) {

**this**.**finDelJuego***("Ganaste!",* Color.GREEN);

} **else** **if** (**this.estadoJuego** == 0) {

**this**.**finDelJuego**(*"Perdiste",* Color.RED);

}

} **else** {

// dibujar el personaje

**this.barbariana.dibujarse(this.entorno);**

// dibuja los pisos

**this**.\_**dibujarPisos**();

// dibuja computadora

**this**.**computadora**.**dibujarse**(**this**.**entorno**);

// dibuja dinos

**this**.\_**dibujarDinos**();

// Se verifica el impacto del dino no solo cuando se mueve a un lado, sino

// tambien

// cuando esta quieto el personaje.

**this.\_verificarImpactoDinoAPersonaje**();

// metodo que maneja las acciones de acuerdo a la tecla que se presione en el

// momento

**this**.\_**actualizarMovimientos**();

**if** (**this**.**rayos**.**largo**() > 0) {

**this**.**procesarRayos**();

}

**if** (**this.lasers**.**largo**() > 0) {

**this**.**moverLasers**();

}

**if** (**this**.**barbariana**.**getSaltando**()) {

**this**.**barbariana**.**procesarSalto**(**this**.**contadorTicks**);

}

**if** (!**this**.**barbariana**.**colisionPiso**(**this**.**pisos**) **&&** !**this**.**barbariana**.**getSaltando**()) {

**this**.**barbariana**.**gravedad**(**this**);

}

**entorno**.**cambiarFont**(Font.SANS\_SERIF, 25, Color.RED);

**entorno**.**escribirTexto**("Enemigos Eliminados: " + **this**.**eliminados**, 15, 25);

**entorno**.**escribirTexto**("Vidas: " + **this**.**vidas**, 80, 585);

**entorno**.**escribirTexto**("Score: " + **this**.**puntos**, **this**.**width** - 150, 585);

**entorno**.**dibujarRectangulo**(40, 570, 50, 50, 0, Color.WHITE);

**entorno.dibujarImagen**(**this**.**avatarVida**, 40, 570, 0, 0.2);

**this**.**contadorTicks** += 1;

}

}

/\*\*

\* De acuerdo a una tecla presioanda, ejecuta si accion correspondiente

\*/

**private** **void** \_actualizarMovimientos() {

**if** (**this**.**entorno**.estaPresionada(this.entorno.TECLA\_DERECHA)) {

// chequea que barbariana no llegue a la computadora.

// Si llega, termina el juego y gana

**if** **(this.computadora.estaTocando(this.barbariana.posicionExtremoIzquierdo(),this.barbariana.posicionExtremoDerecho(), this.barbariana.posicionCabeza(), this.barbariana.posicionPies()))** {

**this**.**estadoJuego** = 1;

}

**this**.**barbariana**.**moverDerecha**(**this**);

}

**if** (this.entorno.estaPresionada(this.entorno.TECLA\_IZQUIERDA)) {

**this.barbariana.moverIzquierda(this);**

}

// si presiono flecha arriba salta

**if** (this.entorno.estaPresionada(this.entorno.TECLA\_ARRIBA) && this.barbariana.colisionPiso(this.pisos)) {

**this**.**barbariana**.**saltar**(**this**);

}

**if** (this.entorno.estaPresionada(this.entorno.TECLA\_ABAJO)) {

this.barbariana.agacharse();

} **else** {

this.barbariana.pararse();

}

**if** (this.entorno.estaPresionada('u') && this.barbariana.puedeSubirPiso(this.pisos)) {

this.barbariana.subirPiso(this.pisos, this.barbariana.pisoActual(this.pisos) + 1);

}

**if** (this.entorno.estaPresionada(this.entorno.TECLA\_ESPACIO) **&&** this.barbariana.colisionPiso(this.pisos)**&&** this.barbariana.getUltimoDisparo() + 50 <= this.contadorTicks) {

this.barbariana.disparar(this.rayos, this.contadorTicks);

}

}

**private** **void** \_inicializarPisos() {

**Piso**[] pisosList = new Piso[this.cantPisos];

**int** xPiso = this.width;

**int** yPiso = this.height - 50;

**int** anchoPiso = this.width \* 2;

**for** (**int** i = 0; i < this.cantPisos; i++) {

Piso p = new Piso(xPiso, yPiso, anchoPiso, i);

pisosList[i] = p;

yPiso = yPiso - 110;

xPiso = xPiso == this.width ? 0 : this.width;

anchoPiso = (this.width - 150) \* 2;

}

**this**.**pisos** = pisosList;

}

**private** **void** \_dibujarDinos() {

**if** (this.tickUltimoDino == -1 || (this.dinos.largo() <= 6 **&&** this.tickUltimoDino + 300 < this.contadorTicks)) {

this.dinos.agregarAtras(new Velociraptor());

this.tickUltimoDino = this.contadorTicks;

}

this.procesarDinos();

}

**private** **void** \_dibujarPisos() {

**for** (Piso piso : this.pisos) {

piso.dibujarse(this.entorno);

}

}

**private** **Function**<Velociraptor, Void> verificarImpactoDinoAPersonajeFunc = dino -> {

**if** (this.barbariana.esImpactado(dino.posicionExtremoIzquierdo(), dino.posicionExtremoDerecho(),

dino.posicionCabeza(), dino.posicionPies())) {

this.estadoJuego = 0;

}

**return** **null**;

};

**private** **void** \_verificarImpactoDinoAPersonaje() {

this.dinos.forEachElement(this.verificarImpactoDinoAPersonajeFunc);

}

**private** **void** \_verificarImpactoLaserAPersonaje(**Proyectil** laser) {

**if** (this.barbariana.esImpactado(laser.posicionExtremoIzquierdo(), laser.posicionExtremoDerecho(),laser.posicionYArriba(), laser.posicionYAbajo()))

this.estadoJuego = 0;

}

**private** **void** verificarImpactoADino(**Nodo**<Velociraptor> dino) {

**Function**<Nodo<Proyectil>, Void> verificarImpactoARayosFunc = nodoRayo -> {

Proyectil rayo = nodoRayo.getElemento();

**if** (dino.getElemento().esImpactado(rayo.posicionExtremoIzquierdo(), rayo.posicionExtremoDerecho(),rayo.posicionYArriba(), rayo.posicionYAbajo())) {

this.dinos.quitarPorId(dino.getId());

this.rayos.quitarPorId(nodoRayo.getId());

this.eliminados++;

this.puntos += 15;

}

**return** **null**;

};

this.rayos.forEachNodo(verificarImpactoARayosFunc);

}

**private** **void** verificarImpactoALaser(Nodo<Proyectil> rayo) {

**Function**<Nodo<Proyectil>, Void> verificarImpactoARayosFunc = nodoLaser -> {

Proyectil laser = nodoLaser.getElemento();

**if** (rayo.getElemento().esImpactado(laser.posicionExtremoIzquierdo(), laser.posicionExtremoDerecho(),laser.posicionYArriba(), laser.posicionYAbajo())) {

this.lasers.quitarPorId(nodoLaser.getId());

this.rayos.quitarPorId(rayo.getId());

this.puntos += 5;

}

**return** **null**;

};

this.lasers.forEachNodo(verificarImpactoARayosFunc);

}

**private** **void** moverRayo(**Nodo**<Proyectil> rayo) {

rayo.getElemento().moverse();

rayo.getElemento().dibujarse(this.entorno);

if (!rayo.getElemento().estaEnPantalla(this.entorno)) {

rayos.quitarPorId(rayo.getId());

}

}

**private** **void** moverLaser(**Nodo**<Proyectil> laser) {

laser.getElemento().moverse();

laser.getElemento().dibujarse(this.entorno);

if (!laser.getElemento().estaEnPantalla(this.entorno)) {

lasers.quitarPorId(laser.getId());

}

}

**private** **void** procesarRayos() {

this.rayos.forEachNodo(this.procesarRayoFunc);

}

**private** **Function**<Nodo<Proyectil>, Void> procesarRayoFunc = rayo -> {

this.moverRayo(rayo);

this.verificarImpactoALaser(rayo);

**return** **null**;

};

**private** **void** moverLasers() {

this.lasers.forEachNodo(this.moverLaserFunc);

}

**private** **Function**<Nodo<Proyectil>, Void> moverLaserFunc = laser -> {

this.moverLaser(laser);

this.\_verificarImpactoLaserAPersonaje(laser.getElemento());

**return** **null**;

};

**private** **void** moverDino(Nodo<Velociraptor> dino) {

**if** (!dino.getElemento().colisionPiso(this.pisos))

dino.getElemento().gravedad(this);

dino.getElemento().avanzar(this.pisos);

dino.getElemento().dibujarse(this.entorno);

**if** (!dino.getElemento().estaEnPantalla(this.entorno)) {

dinos.quitarPorId(dino.getId());

}

}

**private** **void** procesarDinos() {

this.dinos.forEachNodo(this.procesarDinoFunc);

}

**private** **Function**<Nodo<Velociraptor>, Void> procesarDinoFunc = dino -> {

this.moverDino(dino);

this.verificarImpactoADino(dino);

dino.getElemento().disparar(this.lasers, this.contadorTicks);

**return** **null**;

};

/\*\*

\* Ejecuta mensaje en pantalla y finaliza la ejecución.

\*/

**private** **void** finDelJuego(String message, Color color) {

entorno.cambiarFont(Font.SANS\_SERIF, 30, color);

entorno.escribirTexto(message, this.width / 2 - 50, this.height / 2);

// ejecuta una funcion despues de determinado tiempo en ms (milisegundos)

**new** java.util.Timer().schedule(new java.util.TimerTask() {

**public** **void** run() {

**System**.**exit**(0);

}

}, 4000);

}

// Getter and setters

**public** **Entorno** getEntorno() {

**return** entorno;

}

**public** **void** setEntorno(**Entorno** entorno) {

**this**.**entorno** = entorno;

}

**public** Personaje getBarbariana() {

**return** barbariana;

}

**public** **void** setBarbariana(**Personaje** barbariana) {

this.barbariana = barbariana;

}

**public** **Computadora** getComputadora() {

**return** computadora;

}

**public** **void** setComputadora(Computadora computadora) {

this.computadora = computadora;

}

**public** **Image** getAvatarVida() {

**return** avatarVida;

}

**public** **void** setAvatarVida(**Image** avatarVida) {

this.avatarVida = avatarVida;

}

**public** **int** getHeight() {

**return** height;

}

**public** **void** setHeight(**int** height) {

this.height = height;

}

**public** **int** getWidth() {

**return** width;

}

**public** **void** setWidth(**int** width) {

this.width = width;

}

**public** **int** getCantPisos() {

**return** cantPisos;

}

**public** **void** setCantPisos(**int** cantPisos) {

this.cantPisos = cantPisos;

}

**public** **Piso**[] getPisos() {

**return** pisos;

}

**public** **void** setPisos(**Piso**[] pisos) {

this.pisos = pisos;

}

**public** **int** getContadorTicks() {

**return** contadorTicks;

}

**public** **void** setContadorTicks(**int** contadorTicks) {

this.contadorTicks = contadorTicks;

}

**public** **int** getPuntos() {

**return** puntos;

}

**public** **void** setPuntos(**int** puntos) {

this.puntos = puntos;

}

**public** **int** getVidas() {

**return** vidas;

}

**public** **void** setVidas(**int** vidas) {

this.vidas = vidas;

}

**public** **Lista**<Proyectil> getRayos() {

**return** rayos;

}

**public** **void** setRayos(**Lista**<Proyectil> rayos) {

this.rayos = rayos;

}

**public** **Function**<Nodo<Proyectil>, Void> getProcesarRayoFunc() {

**return** procesarRayoFunc;

}

**public** **void** setProcesarRayoFunc(**Function**<Nodo<Proyectil>, Void> procesarRayoFunc) {

this.procesarRayoFunc = procesarRayoFunc;

}

**public** **int** getTickUltimoDino() {

**return** tickUltimoDino;

}

**public** **void** setTickUltimoDino(int tickUltimoDino) {

this.tickUltimoDino = tickUltimoDino;

}

**public** **Lista**<Velociraptor> getDinos() {

**return** dinos;

}

**public** **void** setDinos(**Lista**<Velociraptor> dinos) {

this.dinos = dinos;

}

**public** **Function**<**Nodo**<Velociraptor>, Void> getProcesarDinoFunc() {

**return** procesarDinoFunc;

}

**public** **void** setProcesarDinoFunc(**Function**<Nodo<Velociraptor>, Void> procesarDinoFunc) {

this.procesarDinoFunc = procesarDinoFunc;

}

**public** **Lista**<Proyectil> getLasers() {

**return** lasers;

}

**public** **void** setLasers(**Lista**<Proyectil> lasers) {

this.lasers = lasers;

}

**public** **Function**<Nodo<Proyectil>, Void> getMoverLaserFunc() {

**return** moverLaserFunc;

}

**public** **void** setMoverLaserFunc(**Function**<Nodo<Proyectil>, Void> moverLaserFunc) {

this.moverLaserFunc = moverLaserFunc;

}

**public** Function<Velociraptor, Void> getVerificarImpactoDinoAPersonajeFunc() {

**return** verificarImpactoDinoAPersonajeFunc;

}

**public** **void** setVerificarImpactoDinoAPersonajeFunc(**Function**<Velociraptor, Void> verificarImpactoDinoAPersonajeFunc) {

this.verificarImpactoDinoAPersonajeFunc = verificarImpactoDinoAPersonajeFunc;

}

**public** **int** getEstadoJuego() {

**return** this.estadoJuego;

}

**public** **void** setEstadoJuego(**int** estado) {

this.estadoJuego = estado;

}

@SuppressWarnings("unused")

**public** **static** **void** main(**String**[] args) {

Juego juego = **new** Juego();

}}

**Clase: Personaje**

package juego;

import java.awt.Color;

import java.awt.Image;

import entorno.Entorno;

import utils.Direccion;

import utils.Lista;

import entorno.Herramientas;

**public** **class** Personaje {

**private** **String** name;

**private** **int** x, y;

**private** **int** ancho, alto, altoInicial;

**private** **boolean** saltando;

**private** **int** ultimoSalto;

**private** **Direccion** direccion;

**private** **int** ultimoDisparo;

**private** **Image** avatar;

**private** **Image** avatarIzq;

**Personaje**(String name) {

**this**.x = 50;

**this**.y = 505;

**this**.**ancho** = 30;

**this**.**alto** = 60;

**this**.**altoInicial** = 60;

**this**.**name** = name;

**this.direccion = Direccion.DERECHA;**

**this**.**avatar** = **Herramientas**.**cargarImagen***("barbariana.jpeg");*

**this.avatarIzq= Herramientas.cargarImagen*("****barbarianaIzq****.****jpg****");***

}

**public** **void** moverIzquierda(Juego j) {

**if** (this.posicionExtremoIzquierdo() <= 0 || this.colisionPisoLateral(j.getPisos()))

**return**;

this.x = this.x - 3;

**if** (this.direccion.equals(Direccion.DERECHA))

this.direccion = Direccion.IZQUIERDA;

}

**public** **void** moverDerecha(**Juego** j) {

if (this.posicionExtremoDerecho() >= j.getWidth() || this.colisionPisoLateral(j.getPisos()))

**return**;

this.x = this.x + 3;

**if** (this.direccion.equals(Direccion.IZQUIERDA))

this.direccion = Direccion.DERECHA;

}

**public** **void** gravedad(Juego j) {

**if** (this.posicionPies() >= j.getHeight() || this.saltando)

**return**;

this.y += 2.5;

}

**public** **void** saltar(Juego j) {

**if** (this.posicionCabeza() <= 0)

**return**;

this.ultimoSalto = j.getContadorTicks();

this.saltando = **true**;

}

**public** **void** agacharse() {

**if** (this.alto >= this.altoInicial) {

this.alto = this.alto / 2;

this.y += this.alto / 2;

}

}

**public** **void** pararse() {

**if** (this.alto < this.altoInicial) {

this.y -= this.alto / 2;

this.alto = this.altoInicial;

}

}

**public** **void** dibujarse(Entorno e) {

**if** (this.direccion.equals(Direccion.DERECHA)) {

e.dibujarRectangulo(this.x, this.y, this.ancho, this.alto, 0, Color.BLACK);

e.dibujarImagen(this.avatar, this.x, this.y, 0, 0.2);

}

**if** (this.direccion.equals(Direccion.IZQUIERDA)){

e.dibujarRectangulo(this.x, this.y, this.ancho, this.alto, 0, Color.BLACK);

e.dibujarImagen(this.avatarIzq, this.x, this.y, 0, 0.2);

}

}

**public** **void** disparar(Lista<Proyectil> rayos, int contadorTicks) {

rayos.agregarAtras(new Proyectil(this.x, this.y - 10, this.direccion, Color.YELLOW));

this.ultimoDisparo = contadorTicks;

}

**public** **boolean** colisionPiso(Piso[] pisos) {

**for** (Piso piso : pisos) {

**if** (piso.posicionSuperior() == this.posicionPies()**&&** this.posicionExtremoIzquierdo() <= piso.posicionExtremoDerecho()**&&** this.posicionExtremoDerecho() >= piso.posicionExtremoIzquierdo()) {

this.saltando = **false**;

**return** **true**;

}

}

**return** **false**;

}

**public** **boolean** colisionPisoLateral(Piso[] pisos) {

**for** (Piso piso : pisos) {

**if** (piso.posicionSuperior() < this.posicionPies() **&&** piso.posicionInferior() > this.posicionCabeza()**&&** this.posicionExtremoIzquierdo() <= piso.posicionExtremoDerecho()**&&** this.posicionExtremoDerecho() >= piso.posicionExtremoIzquierdo()) {

**return** true;

}

}

**return** **false**;

}

**public** **int** pisoActual(**Piso**[] pisos) {

**for** (Piso piso : pisos) {

**if** (piso.posicionSuperior() == this.posicionPies()**&&** this.posicionExtremoIzquierdo() <= piso.posicionExtremoDerecho()**&&** this.posicionExtremoDerecho() >= piso.posicionExtremoIzquierdo()) {

this.saltando = **false**;

**return** piso.getNumero();

}

}

**return** -1;

}

**public** **void** procesarSalto(int contadorTicks) {

if (this.ultimoSalto + 16 < contadorTicks) {

this.saltando = false;

return;

}

this.y -= 2;

}

**public** **boolean** puedeSubirPiso(Piso[] pisos) {

**int** pisoActual = this.pisoActual(pisos);

**try** {

**if** (pisoActual != -1 **&&** (this.posicionExtremoIzquierdo() >= pisos[pisoActual + 1].posicionExtremoDerecho()**||** this.posicionExtremoDerecho() <= pisos[pisoActual + 1].posicionExtremoIzquierdo()))

**return** **true**;

} **catch** (Exception e) {

**return** **false**;

}

**return** **false**;

}

**public** **void** subirPiso(**Piso**[] pisos, **int** numeroDePiso) {

**try** {

Piso pisoASubir = pisos[numeroDePiso];

**if** (**Math**.abs(pisoASubir.posicionExtremoDerecho() - this.x) < **Math**.abs(pisoASubir.posicionExtremoIzquierdo() - this.x)) {

this.y = pisoASubir.posicionSuperior() - this.alto / 2;

this.x = pisoASubir.posicionExtremoDerecho() - this.ancho / 2;

}

**if** (**Math**.abs(pisoASubir.posicionExtremoIzquierdo() - this.x) < **Math**.abs(pisoASubir.posicionExtremoDerecho() - this.x)) {

this.y = pisoASubir.posicionSuperior() - this.alto / 2;

this.x = pisoASubir.posicionExtremoIzquierdo() + this.ancho / 2;

}

} catch (Exception e) {

**return**;

}

}

**public** **boolean** esImpactado(**int** xIzq, **int** xDer, **int** yArr, **int** yAba) {

**boolean** tocandoX = xIzq < this.posicionExtremoDerecho() && this.posicionExtremoIzquierdo() < xDer;

**boolean** tocandoY = yAba > this.posicionCabeza() && this.posicionPies() > yArr;

**return** tocandoX && tocandoY;

}

**public** **int** posicionExtremoDerecho() {

**return** this.x + this.ancho / 2;

}

**public** **int** posicionExtremoIzquierdo() {

**return** this.x - this.ancho / 2;

}

**public** **int** posicionCabeza() {

**return** this.y - this.alto / 2;

}

**public** **int** posicionPies() {

**return** this.y + this.alto / 2;

}

**public** **String** getName() {

**return** name;

}

**public** **void** setName(**String** name) {

this.name = name;

}

**public** **int** getX() {

**return** x;

}

**public** **void** setX(**int** x) {

this.x = x;

}

**public** **int** getY() {

**return** y;

}

**public** **void** setY(**int** y) {

this.y = y;

}

**public** **int** getAncho() {

**return** ancho;

}

**public** **void** setAncho(**int** ancho) {

this.ancho = ancho;

}

**public** **int** getAlto() {

**return** alto;

}

**public** **void** setAlto(**int** alto) {

this.alto = alto;

}

**public** **boolean** getSaltando() {

**return** this.saltando;

}

**public** **int** getUltimoDisparo() {

**return** this.ultimoDisparo;

}

}

**Clase: Velociraptor**

**package** juego;

import java.awt.Color;

import java.awt.Image;

import entorno.Entorno;

import entorno.Herramientas;

import utils.Direccion;

import utils.Lista;

**public** **class** Velociraptor {

**private** **int** x, y;

**private** **int** ancho, alto;

**private** **int** velocidad;

**private** **Direccion** direccion;

**private** **Image** avatarIzq;

**private** **Image** avatarDer;

**private** **int** proximoDisparo;

**public** Velociraptor() {

this.x = 770;

this.y = 75;

this.ancho = 30;

this.alto = 60;

this.velocidad = 2;

this.direccion = Direccion.IZQUIERDA;

this.avatarDer = Herramientas.cargarImagen("Dino.png");

this.avatarIzq = Herramientas.cargarImagen("DinoIzq.png");

}

**public** **void** dibujarse(Entorno entorno) {

entorno.dibujarRectangulo(this.x, this.y, this.ancho, this.alto, 0, Color.BLACK);

**if** (this.direccion.equals(Direccion.IZQUIERDA))

entorno.dibujarImagen(this.avatarIzq, this.x, this.y, 0, 1);

**if** (this.direccion.equals(Direccion.DERECHA))

entorno.dibujarImagen(this.avatarDer, this.x, this.y, 0, 1);

}

**public** **void** gravedad(**Juego** j) {

**if** (this.posicionPies() >= j.getHeight())

**return**;

this.y += 2.5;

}

**public** **void** avanzar(**Piso**[] pisos) {

**int** pisoActual = this.pisoActual(pisos);

**if** ((this.x >= 20 **||** pisoActual == 0) && this.direccion.equals(Direccion.IZQUIERDA))

this.x -= velocidad;

**if** (this.x == 20 **&&** pisoActual != 0)

this.direccion = Direccion.DERECHA;

**if** (this.x <= 790 **&&** this.direccion.equals(Direccion.DERECHA))

this.x += velocidad;

**if** (this.x == 790)

this.direccion = Direccion.IZQUIERDA;

}

**public** **void** disparar(**Lista**<Proyectil> lasers, **int** contadorTicks) {

**if** (this.proximoDisparo < contadorTicks) {

**if** (this.proximoDisparo != 0)

lasers.agregarAtras(new Proyectil(this.x, this.y - 10, this.direccion, Color.RED));

this.proximoDisparo = contadorTicks + (**int**) Math.floor(Math.random() \* (250 - 150 + 1) + 150);

}

}

**public** **boolean** colisionPiso(**Piso**[] pisos) {

**for** (Piso piso : pisos) {

**if** (piso.posicionSuperior() == this.posicionPies()**&&** this.posicionExtremoIzquierdo() <= piso.posicionExtremoDerecho()**&&** this.posicionExtremoDerecho() >= piso.posicionExtremoIzquierdo()) {

**return** **true**;

}

}

**return** **false**;

}

**public** **int** pisoActual(**Piso**[] pisos) {

**for** (Piso piso : pisos) {

**if** (piso.posicionSuperior() == this.posicionPies()**&&** this.posicionExtremoIzquierdo() <= piso.posicionExtremoDerecho()**&&** this.posicionExtremoDerecho() >= piso.posicionExtremoIzquierdo()) {

**return** piso.getNumero();

}

}

**return** -1;

}

**public** **boolean** estaEnPantalla(Entorno entorno) {

**return** this.posicionExtremoDerecho() > 0 **&&** this.posicionExtremoIzquierdo() < entorno.ancho();

}

**public** **boolean** esImpactado(**int** xIzq, **int** xDer, **int** yArr, **int** yAba) {

**boolean** tocandoX = xIzq < this.posicionExtremoDerecho() && this.posicionExtremoIzquierdo() < xDer;

**boolean** tocandoY = yAba > this.posicionCabeza() && this.posicionPies() > yArr;

**if** (tocandoX && tocandoY) {

**return** **true**;

}

**return** **false**;

}

**public** **int** posicionExtremoDerecho() {

**return** this.x + this.ancho / 2;

}

**public** **int** posicionExtremoIzquierdo() {

**return** this.x - this.ancho / 2;

}

**public** **int** posicionCabeza() {

**return** this.y - this.alto / 2;

}

**public** **int** posicionPies() {

**return** this.y + this.alto / 2;

}

**public** **int** getX() {

**return** x;

}

**public** **int** getY() {

**return** y;

}

**public** **int** getAncho() {

**return** ancho;

}

**public** **int** getAlto() {

**return** alto;

}

**public** **int** getVelocidad() {

**return** velocidad;

}

}

**Clase: Computadora**

**package** juego;

import java.awt.Color;

import java.awt.Image;

import entorno.Entorno;

import entorno.Herramientas;

**public** **class** Computadora {

**private** **int** x, y, ancho, alto;

**private** **Image** avatar;

/\*\*

\* Por default se ubica a la computadora arriba a la derecha

\*/

**Computadora**(Entorno e) {

this.x = e.ancho() - 50;

this.y = 75;

this.ancho = 50;

this.alto = 50;

**this.avatar = Herramientas.cargarImagen***("PC.png");*

}

**public** **void** dibujarse(Entorno e) {

e.dibujarRectangulo(this.x, this.y, this.ancho, this.alto, 0, Color.BLACK);

e.dibujarImagen(this.avatar, this.x, this.y, 0, 1);

}

/\*\*

\* Retorna true si el rectángulo recibido está tocando a la computadora

\*

\* @param xIzq

\* @param xDer

\* @param yArr

\* @param yAba

\* @return

\*/

**public** **boolean** estaTocando(**int** xIzq, **int** xDer, **int** yArr, **int** yAba) {

**boolean** tocandoX = xIzq < this.posicionExtremoDerecho() **&&** this.posicionExtremoIzquierdo() < xDer;

**boolean** tocandoY = yAba > this.posicionYArriba() **&&** this.posicionYAbajo() > yArr;

**return** tocandoX **&&** tocandoY;

}

**public** **int** getX() {

**return x;**

}

**public** **void** setX(**int** x) {

this.x = x;

}

**public** **int** getY() {

**return** y;

}

**public** **void** setY(**int** y) {

this.y = y;

}

**public** **int** getAncho() {

**return** ancho;

}

**public** **void** setAncho(**int** ancho) {

this.ancho = ancho;

}

**public** int getAlto() {

**return** alto;

}

**public** **void** setAlto(**int** alto) {

this.alto = alto;

}

**public** **int** posicionExtremoDerecho() {

**return** this.x + this.ancho / 2;

}

**public** **int** posicionExtremoIzquierdo() {

**return** this.x - this.ancho / 2;

}

**public** **int** posicionYArriba() {

**return** this.y - this.alto / 2;

}

**public** **int** posicionYAbajo() {

**return** this.y + this.alto / 2;

}

}

**Clase: Proyectil**

**package** juego;

import java.awt.Color;

import entorno.Entorno;

import utils.Direccion;

**public** **class** Proyectil {

**private** **int** x, y, ancho, alto;

**private** **Direccion** direccion;

**private** **Color** color;

**Proyectil**(**int** x, **int** y, **Direccion** direccion, **Color** color) {

this.x = x;

this.y = y;

this.ancho = 40;

this.alto = 5;

this.direccion = direccion;

this.color = color;

}

**public** **void** dibujarse(Entorno e) {

e.dibujarRectangulo(this.x, this.y, this.ancho, this.alto, 0, this.color);

}

**public** **void** moverse() {

**if** (direccion.equals(Direccion.DERECHA)) {

this.x += 5;

} **else** {

this.x -= 5;

}

}

**public** **boolean** esImpactado(**int** xIzq, **int** xDer, **int** yArr, **int** yAba) {

**boolean** tocandoX = xIzq < this.posicionExtremoDerecho() **&&** this.posicionExtremoIzquierdo() < xDer;

**boolean** tocandoY = yAba > this.posicionYArriba() **&&** this.posicionYAbajo() > yArr;

**if** (tocandoX **&&** tocandoY) {

**return** **true**;

}

**return** **false**;

}

**public** **boolean** estaEnPantalla(**Entorno** entorno) {

**return** this.posicionExtremoDerecho() > 0 **&&** this.posicionExtremoIzquierdo() < entorno.ancho();

}

**public** **int** posicionExtremoDerecho() {

return this.x + this.ancho / 2;

}

**public** **int** posicionExtremoIzquierdo() {

**return** this.x - this.ancho / 2;

}

**public** **int** posicionYArriba() {

**return** this.y - this.alto / 2;

}

**public** **int** posicionYAbajo() {

**return** this.y + this.alto / 2;

}

}

**Clase: Lista**

**package** utils;

import java.util.function.Function;

**public** **class** **Lista**<T> {

**Nodo**<T> primero;

**private** **int** proximoId;

**public** Lista() {

this.primero = **null**;

this.proximoId = 0;

}

**public** **void** mostrar() {

**Nodo**<T> actual = this.primero;

**System**.***out***.print*("[");*

**while** (actual != **null**) {

**System**.***out***.print(actual.id + " ");

actual = actual.siguiente;

}

**System**.***out***.println*("]");*

}

**public** **void** agregarAtras(T n) {

**Nodo**<T> nuevo = new Nodo<T>(n, proximoId);

this.proximoId += 1;

**if** (this.primero == **null**) {

this.primero = nuevo;

} **else** {

Nodo<T> actual = this.primero;

**while** (actual.siguiente != **null**) {

actual = actual.siguiente;

}

actual.siguiente = nuevo;

}

}

**public** **void** agregarAdelante(T n) {

Nodo<T> nuevo = new Nodo<T>(n, proximoId);

this.proximoId += 1;

**if** (this.primero == **null**) {

this.primero = nuevo;

} **else** {

nuevo.siguiente = this.primero;

this.primero = nuevo;

}

}

**public** **int** largo() {

**Nodo**<T> actual = this.primero;

**int** cant = 0;

**while** (actual != **null**) {

cant++;

actual = actual.siguiente;

}

**return** cant;

}

**public** **void** quitarDePosicion(**int** pos) {

**Nodo**<T> actual = this.primero;

**if** (this.primero != null **&&** pos == 0) {

this.primero = this.primero.siguiente;

}

**if** (pos >= this.largo())

**return**;

**int** i = 1;

**while** (actual != **null** **&&** actual.siguiente != **null**) {

**if** (i == pos) {

actual.siguiente = actual.siguiente.siguiente;

**return**;

}

actual = actual.siguiente;

i++;

}

}

**public** **void** quitarPorId(**int** id) {

**Nodo**<T> actual = this.primero;

**if** (this.primero != **null** **&&** this.primero.id == id) {

this.primero = this.primero.siguiente;

}

**while** (actual != **null** **&&** actual.siguiente != **null**) {

if (actual.siguiente.id == id) {

actual.siguiente = actual.siguiente.siguiente;

**return**;

}

actual = actual.siguiente;

}

}

**public** **T** obtenerDePosicion(**int** pos) {

**Nodo**<T> actual = this.primero;

**int** i = 0;

**while** (actual != **null** && actual.siguiente != **null**) {

**if** (i == pos) {

**return** actual.elemento;

}

actual = actual.siguiente;

i++;

}

**return** **null**;

}

**public** **T** obtenerPorId(**int** id) {

**Nodo**<T> actual = this.primero;

**while** (actual != **null** **&&** actual.siguiente != **null**) {

**if** (actual.id == id) {

**return** actual.elemento;

}

actual = actual.siguiente;

}

**return** **null**;

}

**public** **void** forEachNodo(**Function**<Nodo<T>, Void> callback) {

**Nodo**<T> actual = this.primero;

**while** (actual != **null**) {

callback.apply(actual);

actual = actual.siguiente;

}

}

**public** **void** forEachElement(**Function**<T, Void> callback) {

**Nodo**<T> actual = this.primero;

**while** (actual != **null**) {

callback.apply(actual.elemento);

actual = actual.siguiente;

}

}

}

**Clase: Nodo**

**package** utils;

**public** **class** **Nodo**<T**>** {

**T** elemento;

**Nodo**<T> siguiente;

**int** id;

**public** Nodo() {

}

**public** Nodo(T elemento, int id) {

this.elemento = elemento;

this.siguiente = **null**;

this.id = id;

}

**public** T getElemento() {

**return** this.elemento;

}

**public** int getId() {

**return** this.id;

}

}