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# Введение

Битовые поля и множества имеют широкий спектр применений и остаются актуальными в различных областях программирования. Давайте рассмотрим актуальность и применяемость каждой из этих концепций:

**Актуальность битовых полей (Bit Fields)**:

1. **Управление битовыми масками**: Битовые поля широко используются для управления битовыми масками в структурах данных. Это актуально в разработке операционных систем, устройств и драйверов, где часто требуется управление битовыми состояниями.
2. **Оптимизация памяти**: В системах с ограниченными ресурсами, таких как микроконтроллеры и встроенные системы, оптимизация памяти остается критически важной. Битовые поля могут использоваться для экономии памяти, когда каждый байт ценен.
3. **Сериализация данных**: При передаче данных через сеть или сохранении их на диске можно использовать битовые поля для упаковки и распаковки битовой информации.

**Актуальность множеств (Sets)**:

1. **Уникальность данных**: Множества используются для хранения уникальных элементов, и это актуально во многих сферах, включая базы данных, управление пользователями и учет дубликатов.
2. **Алгоритмы и структуры данных**: Множества играют важную роль в алгоритмах и структурах данных, таких как хеш-таблицы, сортировка и поиск. Они помогают в решении разнообразных задач, связанных с обработкой данных.
3. **Анализ данных и фильтрация**: Множества часто используются для анализа и фильтрации данных, например, при поиске уникальных элементов в больших наборах данных или при выявлении пересечений множеств.

Оба этих подхода остаются актуальными и востребованными в программировании. Выбор между ними зависит от конкретных задач и контекста разработки.

# Постановка задачи

Цель – реализовать классы для представления битового поля TBitField и множества TSet.

Задачи при реализации класса TBitField:

1. Описать и реализовать конструктор, конструктор копирования, деструктор.
2. Описать и реализовать операции доступа к битам: установить бит в 1, установить бит в 0, получить значение бита, получить количество доступных битов.
3. Описать и реализовать вспомогательные методы: получение индекса элемента, получение маски бита.
4. Перегрузить битовые операции: присваивание (=), сравнение (==, !=), побитовое ИЛИ (|), побитовое И (&), побитовое отрицание(~).
5. Перегрузить операции ввода и вывода.

Задачи при реализации класса TSet:

1. Описать и реализовать конструктор, конструктор копирования, конструктор преобразования типа, оператор преобразования типа к битовому полю.
2. Описать и реализовать операции доступа к битам: включить элемент в множество, удалить элемент из множества, проверить наличие элемента в множестве, получить максимальной мощности множества.
3. Перегрузить теоретико-множественные операции: присваивание (=), сравнение (==, !=), объединение (+), пересечение (\*), объединение с элементом из множества (+), разность с элементом из множества (-), дополнение (~).
4. Перегрузить операции ввода и вывода.

# Руководство пользователя

## Приложение для демонстрации работы битовых полей

1. Запустите приложение с названием sample\_tbitfield.exe. В результате появится окно, показанное ниже (рис. 1).
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1. Основное окно программы sample\_tbitfield.exe
2. В появившемся окне вы можете ознакомиться с примером работы реализованных операций. Введите строку с данными битового поля, она доллжна содержать “0” и “1”, а так же быть указанной длины (в данном случае 6). Другие символы будут считаться за “0”, а из строки большей длинны будет учитоваться только подстрока указанной длины. Нажмите кнопку ввода и выведится результат, пример которого указан на рисунке ниже (рис. 2).
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1. Пример функций ввода и вывода класса TBitField

## Приложение для демонстрации работы множеств

1. Запустите приложение с названием sample\_tset.exe. В результате появится окно, показанное ниже (рис. 3).
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1. Основное окно программы sample\_tset.exe
2. В появившемся окне вы можете ознакомиться с примером работы реализованных операций. Введите строку с данными битового поля, она доллжна содержать “0” и “1”, а так же быть указанной длины (в данном случае 6). Другие символы будут считаться за “0”, а из строки большей длинны будет учитоваться только подстрока указанной длины. Нажмите кнопку ввода и выведится результат, пример которого указан на рисунке ниже (рис. 4).
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1. Пример функций ввода и вывода класса TSet

## «Решето Эратосфено»

1. Запустите приложение с названием sample\_primenumbers.exe. В результате появится окно, показанное ниже (рис. 5).
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1. Начало работы программы sample\_primenumbers.exe
2. Введите положительное целое число, чтобы вывести все простые числа до этого числа(включительно). Напечатается результат, показанный на рисунке ниже (рис. 6).

![](data:image/png;base64,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)

1. Результат работы программы sample\_primenumbers.exe

# Руководство программиста

## Описание алгоритмов

### Битовые поля

Битовые поля представляют собой наборы характеристических массивов, в которых каждый элемент индексируется элементами множества. Каждое битовое поле характеризуется своей длиной (размером универсума в битах), количеством хранимых массивов и объемом памяти, необходимым для их хранения. Каждый элемент битового поля может принимать одно из двух состояний: 1 (если элемент присутствует в множестве) или 0 (если элемент отсутствует в множестве). Этот алгоритм позволяет создать интерфейс для управления множествами.

Рассмотрим представление битового поля, для дальнейшего описания базовых алгоритмов:

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| ind | 15 | 14 | 13 | 12 | 11 | 10 | 9 | 8 | 7 | 6 | 5 | 4 | 3 | 2 | 1 | 0 |
| bit | **1** | **0** | **0** | **0** | **1** | **0** | **0** | **0** | **0** | **1** | **0** | **0** | **1** | **0** | **1** | **0** |
| sind | 7 | 6 | 5 | 4 | 3 | 2 | 1 | 0 | 7 | 6 | 5 | 4 | 3 | 2 | 1 | 0 |
| state | state[1] | | | | | | | | state[0] | | | | | | | |

В данном примере представлен массив характеристических массив, состоящий суммарно из 16 битов (bit). В каждом характеристическом массиве хранится по 8 бит (количество битов в элементе зависит от типа памяти элемента). У каждого бита есть свой индекс (ind), как у обычной последовательности битов. Но, из-за способа хранения, у битового поля 2 разных индекса: индекс элемента в массиве элементов (state), индекс бита в элементе (sind).

Рассмотрим побитовые операции, которые будут применяться в битовых полях:

* Побитовый сдвиг вправо на i (целочисленное деление на ).
* Побитовый сдвиг влево на i (умножение на ).
* Побитовое “ИЛИ” ( | ).

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 1 | 0 | 0 | 0 | 1 | 0 | 0 | 0 | 0 | 1 | 0 | 0 | 1 | 0 | 1 | 0 |
| **|** | 0 | 1 | 0 | 1 | 1 | 0 | 1 | 1 | 0 | 1 | 1 | 0 | 0 | 0 | 0 | 0 |
| **ans** | **1** | **1** | **0** | **1** | **1** | **0** | **1** | **1** | **0** | **1** | **1** | **0** | **1** | **0** | **1** | **0** |

* Побитовое “И” ( & ).

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 1 | 0 | 0 | 0 | 1 | 0 | 0 | 0 | 0 | 1 | 0 | 0 | 1 | 0 | 1 | 0 |
| **&** | 0 | 1 | 0 | 1 | 1 | 0 | 1 | 1 | 0 | 1 | 1 | 0 | 0 | 0 | 0 | 0 |
| **ans** | **0** | **0** | **0** | **0** | **1** | **0** | **0** | **0** | **0** | **1** | **0** | **0** | **0** | **0** | **0** | **0** |

* Побитовое отрицание ( ~ ).

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 1 | 0 | 0 | 0 | 1 | 0 | 0 | 0 | 0 | 1 | 0 | 0 | 1 | 0 | 1 | 0 |
| **~** | **0** | **1** | **1** | **1** | **0** | **1** | **1** | **1** | **1** | **0** | **1** | **1** | **0** | **1** | **0** | **1** |

* Битовая маска i-го бита.
* Обозначить i-й бит 1.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| ind | 14 | 13 | 12 | 11 | 10 | 9 | 8 | 7 | 6 | 5 | 4 | 3 | 2 | 1 | 0 |  |
|  | 1 | 0 | 0 | 0 | 1 | 0 | 0 | 0 | 0 | 1 | 0 | 0 | 1 | 0 | 1 | state |
| **|** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 1 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 1<<7 |
| **ans** | **1** | **0** | **0** | **0** | **1** | **0** | **0** | **1** | **0** | **1** | **0** | **0** | **1** | **0** | **1** |  |

* Обозначить i-й бит 0.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| ind | 14 | 13 | 12 | 11 | 10 | 9 | 8 | 7 | 6 | 5 | 4 | 3 | 2 | 1 | 0 |  |
|  | 1 | 0 | 0 | 0 | 1 | 0 | 0 | 1 | 0 | 1 | 0 | 0 | 1 | 0 | 1 | state |
| **&** | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 0 | 1 | 1 | 1 | 1 | 1 | 1 | 1 | ~(1<<7) |
| **ans** | **1** | **0** | **0** | **0** | **1** | **0** | **0** | **0** | **0** | **1** | **0** | **0** | **1** | **0** | **1** |  |

* Получить состояние i-го бита.

В реализации битовых полей данные хранятся в массиве характеристических массивов, значит придется получать индекс ячейки памяти и индекс бита в этой ячейке по входящему индексу битового поля. Для удобства введем следующие значения: bitsInElem – количество бит в элементе битового поля; shiftSize = i ().

По этому операции над битовым полем приобретут следующий вид:

* Битовая маска i-го бита.
* Обозначить i-й бит 1.
* Обозначить i-й бит 0.

### Множества

Множества полностью основаны на битовых полях, представляя собой интерфейс для них. Битовое поле описывает каждый элемент универсума: если бит равен 1, то элемент присутствует в множестве; если бит равен 0, то в множестве его нет.

Каждое множество может иметь свой смысл и применяемость. В данной реализации мы рассматриваем множество натуральных чисел, на основе которого мы формируем подмножества на основе битовых полей.

### «Решето Эратосфена»

Решето Эратосфена (англ. sieve of Eratosthenes) — алгоритм нахождения всех простых чисел от 1 до n.

Входные данные:

Выходные данные:

Основная идея соответствует названию алгоритма: запишем ряд чисел 1, 2, … , n , а затем будем вычеркивать сначала

* числа, делящиеся на 2, кроме самого числа 2,
* потом числа, делящиеся на 3, кроме самого числа 3,
* с числами, делящимися на 4, ничего делать не будем — мы их уже вычёркивали,
* потом продолжим вычеркивать числа, делящиеся на 5, кроме самого числа 5,

…и так далее.

Алгоритм Решето Эратосфена имеет сложность O(N\*log(log(N))), что делает его очень эффективным для нахождения простых чисел в больших диапазонах.

## Описание программной реализации

### Описание класса TBitField

typedef unsigned int TELEM;

class TBitField

{

private:

int BitLen;

TELEM \*pMem;

int MemLen;

const int bitsInElem = 32;

const int shiftSize = 5;

// методы реализации

int GetMemIndex(const int n) const noexcept;

TELEM GetMemMask (const int n) const noexcept;

public:

TBitField(int len);

TBitField(const TBitField &bf);

~TBitField();

// доступ к битам

int GetLength(void) const;

void SetBit(const int n);

void ClrBit(const int n);

int GetBit(const int n) const;

// битовые операции

bool operator==(const TBitField &bf) const;

bool operator!=(const TBitField &bf) const;

const TBitField& operator=(const TBitField &bf);

TBitField operator|(const TBitField &bf);

TBitField operator&(const TBitField &bf);

TBitField operator~(void);

friend istream& operator>>(istream& in, TBitField& bf);

friend ostream& operator<<(ostream& out, const TBitField& bf);

};

Назначение: представление битового поля.

**Поля**:

BitLen – длина битового поля – максимальное количество битов.

pMem – память для представления битового поля.

MemLen – количество элементов для представления битового поля.

bitsInElem – вспомогательное значение, количество битов в элементе памяти.

shiftSize – вспомогательное значение для битового целочисленного деления.

**Конструкторы**:

TBitField(int len);

Назначение: выделение и инициализация памяти объекта.

Входные параметры: len – количество доступных битов.

TBitField(const TBitField &bf);

Назначение: выделение памяти и копирование данных.

Входные параметры: bf – объект класса TBitField.

~TBitField();

Назначение: очистка выделенной памяти.

**Методы**:

int GetMemIndex(const int n) const noexcept;

Назначение: получение индекса элемента в памяти.

Входные параметры: n – номер бита.

Выходные параметры: индекс элемента в памяти.

TELEM GetMemMask (const int n) const noexcept;

Назначение: получение маски бита

Входные параметры: n – номер бита.

Выходные параметры: маска бита

int GetLength(void) const;

Назначение: получение количества доступных битов.

Выходные параметры: BitLen - количество доступных битов.

void SetBit(const int n);

Назначение: изменить значение бита на 1.

Входные параметры: n – номер бита.

void ClrBit(const int n);

Назначение: изменить значение бита на 0.

Входные параметры: n – номер бита.

**int GetBit(const int n) const;**

Назначение: получение значения бита.

Входные параметры: n – номер бита.

Выходные параметры: значение бита – 1 или 0.

bool operator==(const TBitField &bf) const;

Назначение: перегрузка операции сравнивания, сравнение на равенство объектов.

Входные параметры: bf – объект класса TBitField.

Выходные параметры: true или false.

**bool operator!=(const TBitField &bf) const;**

Назначение: перегрузка операции сравнивания, сравнение на неравенство объектов.

Входные параметры: bf – объект класса TBitField.

Выходные параметры: true или false.

**const TBitField& operator=(const TBitField &bf);**

Назначение: присваивание значений объекта bf.

Входные параметры: bf – объект класса TBitField.

Выходные параметры: ссылка на объект класса TBitField (себя).

TBitField operator|(const TBitField &bf);

Назначение: создание объекта с примененной побитовой операцией ИЛИ.

Входные параметры: bf – объект класса TBitField.

Выходные параметры: объект класса TBitField.

TBitField operator&(const TBitField &bf);

Назначение: создание объекта с примененной побитовой операцией И.

Входные параметры: bf – объект класса TBitField.

Выходные параметры: объект класса TBitField.

TBitField operator~(void);

Назначение: создание объекта с примененной побитовой операцией отрицания.

Выходные параметры: объект класса TBitField.

friend istream& operator>>(istream& in, TBitField& bf);

Назначение: ввод данных.

Входные параметры: in – поток ввода, bf – объект класса TBitField.

Выходные параметры: поток ввода.

friend ostream& operator<<(ostream& out, const TBitField& bf);

Назначение: вывод данных.

Входные параметры: out – поток вывода, bf – объект класса TBitField.

Выходные параметры: поток вывода.

### Описание класса TSet

class TSet

{

private:

int MaxPower;

TBitField BitField;

public:

TSet(int mp);

TSet(const TSet& s);

TSet(const TBitField& bf);

operator TBitField();

// доступ к битам

int GetMaxPower(void) const noexcept;

void InsElem(const int Elem);

void DelElem(const int Elem);

bool IsMember(const int Elem) const;

// теоретико-множественные операции

bool operator== (const TSet& s) const;

bool operator!= (const TSet& s) const;

const TSet& operator=(const TSet& s);

TSet operator+ (const int Elem);

TSet operator- (const int Elem);

TSet operator+ (const TSet& s);

TSet operator\* (const TSet& s);

TSet operator~ (void);

friend istream& operator>>(istream& in, TSet& bf);

friend ostream& operator<<(ostream& out, const TSet& bf);

};

Назначение: представление множества.

**Поля**:

MaxPower – мощность множества.

BitField – характеристический массив.

**Конструкторы**:

TSet(int mp);

Назначение: инициализация битового поля.

Входные параметры: mp – количество элементов в универсуме.

TSet(const TSet& s);

Назначение: копирование данных из другого множества.

Входные параметры: s – объект класса TSet.

TSet(const TBitField& bf);

Назначение: формирование множества на основе битового поля.

Входные параметры: bf – объект класса TBitField.

operator TBitField();

Назначение: получение поля BitField.

Выходные параметры: объект класса TBitField.

**Методы**:

int GetMaxPower(void) const noexcept;

Назначение: получение максимальной мощности множества.

Выходные параметры: MaxPower – максимальная мощность множества.

void InsElem(const int Elem);

Назначение: добавить элемент в множество.

Входные параметры: Elem – индекс элемента.

void DelElem(const int Elem);

Назначение: удаление элемента из множества.

Входные параметры: Elem – индекс элемента.

bool IsMember(const int Elem) const;

Назначение: проверка, состоит ли элемент в множестве.

Входные параметры: true или false.

bool operator== (const TSet& s) const;

Назначение: перегрузка операции сравнивания, сравнение на равенство объектов.

Входные параметры: s – объект класса TSet.

Выходные параметры: true или false.

bool operator!= (const TSet& s) const;

Назначение: перегрузка операции сравнивания, сравнение на неравенство объектов.

Входные параметры: s – объект класса TSet.

Выходные параметры: true или false.

const TSet& operator=(const TSet& s);

Назначение: присваивание значений объекта s.

Входные параметры: s – объект класса TSet.

Выходные параметры: ссылка на объект класса TSet (себя).

TSet operator+ (const int Elem);

Назначение: добавление элемента в множество.

Входные параметры: Elem – индекс элемента.

Выходные параметры: объект класса TSet.

TSet operator- (const int Elem);

Назначение: удаление элемента из множества.

Входные параметры: Elem – индекс элемента.

Выходные параметры: объект класса TSet.

TSet operator+ (const TSet& s);

Назначение: объединение двух множеств.

Входные параметры: s – объект класса TSet.

Выходные параметры: объект класса TSet.

TSet operator\* (const TSet& s);

Назначение: пересечение двух множеств.

Входные параметры: s – объект класса TSet.

Выходные параметры: объект класса TSet.

TSet operator~ (void);

Назначение: получение дополнения к множеству.

Выходные параметры: объект класса TSet.

friend istream& operator>>(istream& in, TSet& s);

Назначение:

Входные параметры: s – объект класса TSet, in – поток ввода.

Выходные параметры: поток ввода.

friend ostream& operator<<(ostream& out, const TSet& s);

Назначение:

Входные параметры: s – объект класса TSet, out – поток вывода.

Выходные параметры: поток вывода.

# Заключение

Были реализованы классы: TBitField и TSet.

Выполнены задачи при реализации класса TBitField:

1. Описать и реализовать конструктор, конструктор копирования, деструктор.
2. Описать и реализовать операции доступа к битам: установить бит в 1, установить бит в 0, получить значение бита, получить количество доступных битов.
3. Описать и реализовать вспомогательные методы: получение индекса элемента, получение маски бита.
4. Перегрузить битовые операции: присваивание (=), сравнение (==, !=), побитовое ИЛИ (|), побитовое И (&), побитовое отрицание(~).
5. Перегрузить операции ввода и вывода.

Выполнены задачи при реализации класса TSet:

1. Описать и реализовать конструктор, конструктор копирования, конструктор преобразования типа, оператор преобразования типа к битовому полю.
2. Описать и реализовать операции доступа к битам: включить элемент в множество, удалить элемент из множества, проверить наличие элемента в множестве, получить максимальной мощности множества.
3. Перегрузить теоретико-множественные операции: присваивание (=), сравнение (==, !=), объединение (+), пересечение (\*), объединение с элементом из множества (+), разность с элементом из множества (-), дополнение (~).
4. Перегрузить операции ввода и вывода.
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# Приложения

## Приложение А. Реализация класса TBitField

#include "tbitfield.h"

TBitField::TBitField(int len)

{

if (len > 0) {

BitLen = len;

MemLen = ((len + bitsInElem - 1) >> shiftSize);

pMem = new TELEM[MemLen];

memset(pMem, 0, MemLen \* sizeof(TELEM));

}

else if(len == 0) {

BitLen = 0;

MemLen = 0;

pMem = nullptr;

}

else {

throw "error: BitFiels size < 0";

}

}

TBitField::TBitField(const TBitField &bf) // конструктор копирования

{

BitLen = bf.BitLen;

MemLen = bf.MemLen;

if (MemLen) {

pMem = new TELEM[MemLen];

memcpy(pMem, bf.pMem, MemLen \* sizeof(TELEM));

}

else {

pMem = nullptr;

}

}

TBitField::~TBitField()

{

if (MemLen > 0)

delete[] pMem;

}

int TBitField::GetMemIndex(const int n) const noexcept // индекс Мем для бита n

{

return n >> shiftSize;

}

TELEM TBitField::GetMemMask(const int n) const noexcept // битовая маска для бита n

{

return 1 << (n & (bitsInElem - 1));

}

// доступ к битам битового поля

int TBitField::GetLength(void) const // получить длину (к-во битов)

{

return BitLen;

}

void TBitField::SetBit(const int n) // установить бит

{

if (n >= BitLen || n < 0) throw "error: index out of range";

pMem[GetMemIndex(n)] |= GetMemMask(n);

}

void TBitField::ClrBit(const int n) // очистить бит

{

if (n >= BitLen || n < 0) throw "error: index out of range";

pMem[GetMemIndex(n)] &= ~GetMemMask(n);

}

int TBitField::GetBit(const int n) const // получить значение бита

{

if (n >= BitLen || n < 0) throw "error: index out of range";

return ((pMem[GetMemIndex(n)] & GetMemMask(n)) >> (n & (bitsInElem - 1)));

}

// битовые операции

const TBitField& TBitField::operator=(const TBitField &bf) // присваивание

{

if (MemLen != bf.MemLen)

if (MemLen > 0) {

delete[] pMem;

MemLen = bf.MemLen;

pMem = new TELEM[MemLen];

}

BitLen = bf.BitLen;

for (int i = 0; i < MemLen; i++)

pMem[i] = bf.pMem[i];

return (\*this);

}

bool TBitField::operator==(const TBitField &bf) const // сравнение

{

if (BitLen != bf.BitLen) return false;

bool flag = true;

for (int i = 0; i < MemLen; i++)

if (pMem[i] != bf.pMem[i]) {

flag = false;

break;

}

return flag;

}

bool TBitField::operator!=(const TBitField &bf) const // сравнение

{

return !((\*this) == bf);

}

TBitField TBitField::operator|(const TBitField &bf) // операция "или"

{

int len = (BitLen > bf.BitLen) ? BitLen : bf.BitLen;

TBitField res(len);

for (int i = 0; i < BitLen; i++) {

if (GetBit(i)) res.SetBit(i);

}

for (int i = 0; i < bf.BitLen; i++) {

if (bf.GetBit(i)) res.SetBit(i);

}

return res;

}

TBitField TBitField::operator&(const TBitField &bf) // операция "и"

{

int len = (BitLen > bf.BitLen) ? BitLen : bf.BitLen;

int mlen = (BitLen < bf.BitLen) ? BitLen : bf.BitLen;

TBitField res(len);

for (int i = 0; i < BitLen; i++) {

if (GetBit(i) && bf.GetBit(i)) res.SetBit(i);

}

return res;

}

TBitField TBitField::operator~(void) // отрицание

{

TBitField res(BitLen);

for (int i = 0; i < BitLen; i++)

if (!GetBit(i)) res.SetBit(i);

return res;

}

// ввод/вывод

istream& operator>>(istream& in, TBitField& bf) // ввод

{

string ans;

in >> ans;

int blen = bf.BitLen;

int len = (ans.size() < blen) ? ans.size() : blen;

for (int i = 0; i < blen; i++) {

bf.ClrBit(i);

}

for (int i = 0; i < len; i++) {

if (ans[i] == '1') bf.SetBit(i);

}

return in;

}

ostream& operator<<(ostream& out, const TBitField& bf) // вывод

{

int len = bf.BitLen;

for (int i = 0; i < len; i++) {

if (bf.GetBit(i))

out << '1';

else

out << '0';

}

return out;

}

## Приложение Б. Реализация класса TSet

#include "tset.h"

TSet::TSet(int mp) : BitField(mp)

{

if (mp >= 0) {

MaxPower = mp;

}

else {

throw "error: Set size < 0";

}

}

// конструктор копирования

TSet::TSet(const TSet& s) : BitField(s.BitField)

{

MaxPower = s.MaxPower;

}

// конструктор преобразования типа

TSet::TSet(const TBitField& bf) : BitField(bf)

{

MaxPower = bf.GetLength();

}

TSet::operator TBitField()

{

return BitField;

}

// доступ к битам

int TSet::GetMaxPower(void) const noexcept // получить макс. к-во эл-тов

{

return MaxPower;

}

bool TSet::IsMember(const int Elem) const // элемент множества?

{

if (Elem >= MaxPower || Elem < 0) throw "error: index out of range";

if (BitField.GetBit(Elem))

return true;

return false;

}

void TSet::InsElem(const int Elem) // включение элемента множества

{

if (Elem >= MaxPower || Elem < 0) throw "error: index out of range";

BitField.SetBit(Elem);

}

void TSet::DelElem(const int Elem) // исключение элемента множества

{

if (Elem >= MaxPower || Elem < 0) throw "error: index out of range";

BitField.ClrBit(Elem);

}

// теоретико-множественные операции

const TSet& TSet::operator=(const TSet& s) // присваивание

{

MaxPower = s.MaxPower;

BitField = s.BitField;

return \*this;

}

bool TSet::operator==(const TSet& s) const // сравнение

{

if (MaxPower != s.MaxPower) return false;

return (BitField == s.BitField);

}

bool TSet::operator!=(const TSet& s) const // сравнение

{

return !(\*this == s);

}

TSet TSet::operator+(const TSet& s) // объединение

{

int len = (MaxPower > s.MaxPower) ? MaxPower : s.MaxPower;

TSet res(len);

res.BitField = BitField | s.BitField;

return res;

}

TSet TSet::operator+(const int Elem) // объединение с элементом

{

if (Elem >= MaxPower || Elem < 0) throw "error: index out of range";

TSet res(\*this);

res.InsElem(Elem);

return res;

}

TSet TSet::operator-(const int Elem) // разность с элементом

{

if (Elem >= MaxPower || Elem < 0) throw "error: index out of range";

TSet res(\*this);

res.DelElem(Elem);

return res;

}

TSet TSet::operator\*(const TSet& s) // пересечение

{

int len = (MaxPower > s.MaxPower) ? MaxPower : s.MaxPower;

TSet res(len);

res.BitField = BitField & s.BitField;

return res;

}

TSet TSet::operator~(void) // дополнение

{

TSet res(MaxPower);

res.BitField = ~BitField;

return res;

}

// перегрузка ввода/вывода

istream& operator>>(istream& in, TSet& s) // ввод

{

in >> s.BitField;

return in;

}

ostream& operator<<(ostream& out, const TSet& s) // вывод

{

out << s.BitField;

return out;

}