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# Введение

Полиномы являются важным математическим объектом, широко применяемым в различных областях науки и техники. Они используются для аппроксимации функций, решения уравнений, моделирования и анализа данных. В данной лабораторной работе мы рассматриваем полиномы от трех переменных , которые представляют собой алгебраические выражения, составленные из суммы и произведения степенных функций переменных. Для удобства манипуляции и вычислений с такими полиномами необходимо реализовать соответствующую структуру данных.

В данном отчете представлена реализация класса, описывающего полиномы от трех переменных на языке программирования C++ с использованием связных списков. Класс позволяет удобно создавать, хранить, модифицировать и вычислять значения полиномов. Использование связных списков обеспечивает гибкую структуру хранения и управления полиномами любой степени и сложности.

# Постановка задачи

**Цель лабораторной работы:**

Целью данной лабораторной работы является разработка и реализация класса, описывающего полиномы от трех переменных (x, y, z) на основе односвязных списков на языке программирования C++. Разработанный класс должен предоставлять удобные средства для работы с полиномиальными выражениями, включая их создание, модификацию и выполнение операций над ними.

**Задачи лабораторной работы:**

1. Спроектировать и описать структуру звеньев односвязного списка, которая будет использоваться для представления мономов.
2. Разработать класс односвязного списка, который будет содержать методы для добавления, удаления и обхода элементов списка.
3. Создать класс монома, который будет представлять отдельные члены полинома и содержать информацию о степени переменных и их коэффициенте.
4. Реализовать операции для класса монома, такие как сложение, вычитание и умножение, взятие производной по переменной.
5. Разработать класс полинома, который будет содержать методы для создания, модификации и вычисления полиномиальных выражений.
6. Обеспечить возможность выполнения арифметических операций над полиномами, таких как сложение, вычитание и умножение.
7. Провести тестирование разработанных классов на различных входных данных, чтобы убедиться в их корректности и эффективности.
8. Описать процесс разработки, принятые решения и особенности реализации в отчете по лабораторной работе.

# Руководство пользователя

## Приложение для демонстрации работы связного списка

1. Запустите приложение с названием sample\_tringlist.exe. В результате появится окно, показанное ниже (). На выбор дается следующие действия: Insert – вставка элементов в список; remove – удаление элемента из списка; clear – удалить все элементы из списка; next element – перейти на следующий элемент списка; reset list – перейти на первый элемент списка; EXIT – выход из программы. Current показывает на каком элементе списка вы сейчас находитесь. Для выбора действия нажмите соответствующую клавишу.

![C:\Temp\SavchenkoMP\04_lab.Polynom_List\mp2-practice\SavchenkoMP\04_lab\doc\sample_tringlist\Screenshot_1.png](data:image/png;base64,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)

1. Основное окно программы.
2. При выборе действия Insert на (), окно примит вид, показанный ниже (). На выбор даются следующие действия: Insert First – вставка в начало списка; Insert Last - вставка в конец списка; Insert Before – вставка перед указанным элементом; Insert After – вставка после указанного элемента; Insert Before Current – вставка перед текущим элементом; Insert After Current - вставка после текущего элемента; next element – перейти на следующий элемент списка; reset list – перейти на первый элемент списка; EXIT – выйти в главное меню. Пример ввода резутьтат после нескольких попыток ввода можете увидеть можете увидеть на () и на () соответственно.
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1. Меню действия Insert.
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1. Пример добавления элемента в список.
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1. Пример результата после нескольких добавлений в список.
2. При выборе действия remove на () вам будет предложено удалить элемент из списка. Ниже представлены пример ввода и пример результата на () и на () соответственно.
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1. Пример удаления элемента из списка.
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1. Пример результата удаления элемента из списка.
2. При выборе действия clear на () вам будет предложено очистить список, удалив все его элементы. Для очистки надо будет подтвердить действие, введя соответствующую клавишу. Пример ввода показан на ().
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1. Пример подтверждения очистки списка.
2. При выборе действия next element будет произведено изменение текущего элемента на тот, который расположен от него справа. При применении этого действия на последнем элементе, текущим элементом станит первый из списка.
3. При выборе действия next element будет произведено изменение текущего элемента на первый из списка.

## Приложение для демонстрации работы полиномов

1. Запустите приложение с названием sample\_tpolynom.exe. В результате появится окно, показанное ниже (). Вам будет предложено ввести два полинома и будет показан пример этих двух полиномов.
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1. Начало программы sample\_tpolynom.exe.
2. При вводе двух полиномов будут показаны результаты всех операций над ними, показаные на (). При вводе некорректного выражения будет выдана ошибка.
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1. Пример операций над двумя полиномами.
2. Далее вам будет предложенно ввести дначения x, y, z, для получения значения полиномов в данной точке (). Введите эти значения и ознакомьтесь с результатом ().
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1. Ввод координат точки.
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1. Значение полиномов в введенной точке.

# Руководство программиста

## Описание алгоритмов

### Связный список

Односвязный список (или просто "связанный список") - это базовая структура данных в информатике. Он состоит из: узлов, каждый из которых содержит данные (data) и указатель на следующий узел в списке (pnext); указателя на первый узел списка (pFirst); указателя на адресс остановки (pStop).

Односвязный список поддерживает операции, такие как поиск элемента по значению, добавление элемента в начало или конец списка, добавление элемента перед заданным элементом или после него, удаление элемента из списка.

**Узел**

Узел состоит из следующих полей: data – хранящиеся данные любого типа, pnext – указатель на следующий. Последний узел списска указывает на адресс остановки pStop, как правило на NULL. Узел и последний узел будем обозначать соответственно следующем образом:

**data**

**data**

**pNext**

**pStop**

**Операция поиска узла по значению**

1. Начинаем обход по списку с первого звена (pFirst).
2. Если дошли до конца списка, то возвращаем конец списка (pStop).
3. Если значение расматреваемого узла равно тому, который ищется, то возвращаем этот узел, иначе рассматриваем следуещий узел и начинаем алгоритм с пункта 2.

**Операция добавления узла в начало списка**

1. Создаем улез (pNode), указывающий на первый улез списка (pFirst).
2. Делаем делаем созданный узел первым узлом списка (pFirst).

Пример:

**1**

**3**

**2**

**pStop**

**pFirst**

Добавление узла с значением 0 в начало списка:

**0**

**3**

**2**

**pStop**

**pFirst**

**1**

**Операция добавления узла в конец списка**

1. Создаем улез (pNode), указывающий на конец списка (pStop).
2. Если список пустой, добавляем узел в начало списка.
3. Иначе идем по списку с начала, пока не найдем последний узел в списке.
4. Указываем последний узел на на созданный узел (pNode)

Пример:

**1**

**3**

**2**

**pStop**

**pFirst**

Добавление узла с значением 0 в начало списка:

**1**

**0**

**3**

**pStop**

**pFirst**

**2**

**Операция добавления узла перед узлом с заданным значением**

1. Создаем улез (pNode).
2. Если список пустой, заканчиваем операцию (далее КОНЕЦ) или выдаем ошибку.
3. Если первый элемент узла с заданным значением, то вставляем pNode в начало списка, КОНЕЦ.
4. Идем по списку с начала (tmp), рассматривая следующий по списку узел (tmp->pnext).
5. Если значение у tmp->pnext совпало с заданным, то pNode указываем на tmp->pnext, а tmp указываем на pNode, КОНЕЦ.
6. Иначе если дошли до конца списка и не нашли заданное значение, то КОНЕЦ или выдаем ошибку.

Пример:

**1**

**3**

**2**

**pStop**

**pFirst**

Добавление узла с значением 0 перед узлом с значением 2:

**1**

**0**

**3**

**pStop**

**pFirst**

**2**

**Операция добавления узла после узла с заданным значением**

1. Создаем улез (pNode).
2. Если список пустой, КОНЕЦ или выдаем ошибку.
3. Идем по списку с начала, рассматривая данный узел (tmp).
4. Если значение tmp совпадает с заданным значением, то pNode указываем на следующий узел (tmp->pnext), а tmp указываем на pNode, КОНЕЦ.
5. Если дошли до конца списка и tmp совпадает с заданным значением, то pNode добавляем в конец списка, КОНЕЦ.
6. Иначе звено не найдено, КОНЕЦ или выдаем ошибку.

Пример:

**1**

**3**

**2**

**pStop**

**pFirst**

Добавление узла с значением 0 после узла с значением 2:

**1**

**0**

**3**

**pStop**

**pFirst**

**2**

**Операция удаления узла из списка по значению**

1. Если список пуст, то КОНЕЦ.
2. Если первый элемент из списка (pFirst) равен искомому, то запоминаем следущиее звено (tmp = pFirst->pnext), удаляем pFirst и приравниваем pFirst к tmp, КОНЕЦ.
3. Иначе идем по списку с начала (tmp), рассматривая следующий по списку узел (tmp->pnext). Если tmp->pnext равен искомому, то запоминаем узел tmp->pnext->pnext, удаляем tmp->pnext, указываем tmp на tmp->pnext->pnext, КОНЕЦ.
4. Если tmp – последний узел списка, то искомый узел не найден, КОНЕЦ.

Пример:

**1**

**3**

**2**

**pStop**

**pFirst**

Удаление узла с значением 2:

**1**

**3**

**pStop**

**pFirst**

### Полиномы

В данной работе полиномом является связный упорядоченный список из мономов трех переменных. Для начала рассмотрим мономы.

**Мономы**

Моном – это математическое выражение, состоящее из одного члена. В общем виде имеет вид , где

* – коэффициент, принимающее любое действительное значение.
* – переменные.
* – неотрицательные степени переменных,

Хранятся мономы в следующем ввиде: , где

* – коэффициент, принимающее любое действительное значение.
* – свертка соответствующих степеней степеней переменных,

Мономы поддеживают следующие операции:

* Получение степеней переменных .
* Сравнение мономов (операции ).
* Операции сложения, разности, произведения мономов.
* Операции взятия производной по x, по y и по z.
* Получение значения монома в точке.

**Получение степеней монома**

Степень переменной x: свертку степеней делим без остатка на 100.

Степень переменной y: свертку степеней делим без остатка на 10, зетем получаем остаток от деления получившегося числа на 10.

Степень переменной z: берем остаток от деления свертки на 10.

Формулы:

Пример: Моном

Пример: Моном

Пример: Моном

**Операции сравнивания мономов**

В этих операциях происходит сравнивение сверток степеней мономов как чисел.

Если свертка степеней монома A меньше свертки степеней монома B, то моном A меньше монома B.

Остальные операции сравнивания производятся аналогично вышеописанной.

**Операция сложения(разности) мономов**

Эта опирация может производиться, только если показатели степеней полиномов равны. Если это условие выполнено, то результатом сложения(разности) двух полиномов будет полином с тем же показателем степени, а коэффициент будет пезультатом сложения(разности) коэффициентов полиномов.

Пример:

Пример:

**Операция произведения мономов**

Результатом произведения мономов A и B является моном, коэффициент которого является произведением коэффициентов моном A и B, а свертка степеней является суммой сверток степеней мономов.

ПРИМЕЧАНИЕ: сумма степеней отдельных переменных не может быть больше 9.

Пример:

**Операции взятия производных**

Если показатель степени переменной, по которой происходит взятие производной, равен нулю, то получаемый моном является нулевым.

Иначе коэффициен получаемого монома является произведением коэффициента изначального монома на значение степени переменной, по которой берется производная. Свертка степеней получаемого монома является свертка свертка степеней исходного монома, уменьшенная на: 100, если производная по переменной X; 10, если по Y, 1, если по Z.

Пример:

**Операция получения значения монома в точке**

Получаем значение степеней переменных, возводим значения координат в полученные соответсвенные степени, перемножаем их и умножаем на коэффициент.

Возведение координаты в степень происходит путем накопления произведения 1 на данную координату в цикле до значения степени.

Пример:

**Полиномы**

Полином трёх переменных — это математическое выражение, представляющее собой сумму произведений переменных с целыми степенями от 0 до 9 и коэффициентами из множества действительных чисел.

Общая форма полинома трёх переменных выглядит следующим образом:

Где:

* – мономы полинома.
* – коэффициенты полинома, являющиеся действительными числами.
* – переменные полинома.
* – целые неотрицательные степени переменных
* – максимальные степени переменных соответственно. Обычно они определяются в зависимости от конкретного полинома.

В данной реализации полиномом является связный упорядоченный список из мономов трех переменных. Список упорядочен из-за того, что каждый моном в списке не меньше всех мономов, его предшествующих.

Поддерживаемые операции:

* Упорядоченное добавление монома в полином (техническая операция)
* Сложение(разность) полиномов
* Произведение полиномов
* Взятие производной по переменным x, y и z
* Получение значения полинома в точке

**Упорядоченное добавление монома в полином**

1. Если коэффициент добавляемого монома – ноль, то КОНЕЦ.
2. Проходим список с начала, проверяя текущий моном списка.
   1. Если текущий моном равен добавляемому, то складываем их коэффициенты. Если сумма коэффициентов равна нулю, то удаляем текущий моном из списка. Иначе изменяем коэффициент текущего монома на сумму коэффициентов. КОНЕЦ.
   2. Иначе если добавляемый моном меньше текущего, то добавляем вставляемый моном перед текущим мономом. КОНЕЦ.
   3. Иначе переходим на следующий моном.
3. Цикл закончился, и мы дошли до конца списка. Вставляем новый моном в конец списка. КОНЕЦ.

**Операция сложения(вычитания) полиномов**

При сложении полинома A с полиномом B (разности полинома A с полиномом B), создаем полином C – копию полинома A, и в полином C упорядоченно добавляем каждый моном (умноженый на -1) из полинома B.

Пример:

**Операция произведения полиномов**

При умножении полинома A на полином B, создаем пустой моном C, каждый моном полинома A умножаем на каждый моном полинома B и результаты умножения мономов упорядоченно добавляем в моном C.

Пример:

**Операции взятия производных**

Проходим по списку, применяя для каждого монома функцию взятия производной монома по переменной, и упорядоченно добавляя в новый полином.

Пример:

**Операция получения значения полинома в точке**

Проходим по списку, применяя для каждого монома функцию получения значения монома в точке, и суммируем все полученные значения.

Пример:

## Описание программной реализации

**TMonom**

**TPolynom**

**TList**

**TRingList**

**TNode**

### Описание класса TNode

template <typename T>

struct TNode {

T key;

TNode<T>\* pnext;

TNode() : key(), pnext(nullptr) {};

TNode(const T& data) : key(data), pnext(nullptr) {};

TNode(TNode<T>\* \_pnext) : key(), pnext(\_pnext) {};

TNode(const T& data, TNode<T>\* \_pnext) : key(data), pnext(\_pnext) {};

};

Назначение: представление звена списка.

**Поля:**

key – данные, хранящиеся в звене.

pnext – указатель на следующее звено.

**Конструкторы:**

TNode();

Назначение: конструктор по умолчанию.

TNode(const T& data);

Назначение: конструктор с параметром.

Входные параметры: data – данные для хранения в звене.

TNode(TNode<T>\* \_pnext);

Назначение: конструктор с параметром.

Входные параметры: \_pnext – указатель на следующее звено.

TNode(const T& data, TNode<T>\* \_pnext);

Назначение: конструктор с параметрами.

Входные параметры: data – данные для хранения в звене, \_pnext – указатель на следующее звено.

### Описание класса TList

template <typename T>

class TList {

protected:

TNode<T>\* pFirst;

TNode<T>\* pLast;

TNode<T>\* pCurr;

TNode<T>\* pStop;

public:

TList();

TList(TNode<T>\* \_pFirst);

TList(const TList<T>& obj);

virtual ~TList();

virtual TNode<T>\* find(const T& data);

virtual void insert\_first(const T& data);

virtual void insert\_last(const T& data);

virtual void insert\_before(const T& data, const T& before);

virtual void insert\_after(const T& data, const T& after);

virtual void insert\_before(const T& data);

virtual void insert\_after(const T& data);

virtual void remove(const T& data);

virtual void clear();

virtual size\_t size() const;

bool full() const;

virtual bool empty() const;

virtual void reset();

TNode<T>\* get\_curr() const;

virtual void next(const int count = 1);

virtual bool ended() const;

TNode<T>\* first() const;

TNode<T>\* last() const;

};

Назначение: стуртура данных «Односвязный список».

**Поля:**

pFirst – указатель на первый элемент.

pLast – указатель на последний элемент.

pCurr – указатель на текущий элемент.

pStop – указатель на конец списка.

**Конструкторы:**

TList();

Назначение: конструктор по умолчанию.

TList(TNode<T>\* \_pFirst);

Назначение: конструктор преобразования типа.

Входные параметры: \_pFirst – указатель на первое звено.

TList(const TList<T>& obj);

Назначение: конструктор копирования.

Входные параметры: obj – копируемый односвязный список.

virtual ~TList();

Назначение: деструктор.

**Методы:**

virtual TNode<T>\* find(const T& data);

Назначение: поиск звена в списке по ключю.

Входные параметры: data – искомый ключ.

Выходные параметры: указатель на найденное звено в списке.

virtual void insert\_first(const T& data);

Назначение: вставка в начало списка.

Входные параметры: data – вставляемые данные.

virtual void insert\_last(const T& data);

Назначение: вставка в конец списка.

Входные параметры: data – вставляемые данные.

virtual void insert\_before(const T& data, const T& before);

Назначение: вставка перед заданным элементом.

Входные параметры: data – вставляемые данные, before – элемент, перед которым должна произойти вставка.

virtual void insert\_after(const T& data, const T& after);

Назначение: вставка после заданного элемента.

Входные параметры: data – вставляемые данные, before – элемент, после которого должна произойти вставка.

virtual void insert\_before(const T& data);

Назначение: вставка перед текущем элементом.

Входные параметры: data – вставляемые данные.

virtual void insert\_after(const T& data);

Назначение: вставка после текущего элемента.

Входные параметры: data – вставляемые данные.

virtual void remove(const T& data);

Назначение: удаление элемента из списка.

Входные параметры: data – удаляеммые данные.

virtual void clear();

Назначение: удаление всех звеньев списка.

virtual size\_t size() const;

Назначение: получение количества звеньев в списке.

Выходные параметры: количества звеньев в списка.

bool full() const;

Назначение: проверка на заполненность памяти.

Выходные параметры: true или false.

virtual bool empty() const;

Назначение: проверка, пуст ли список.

Выходные параметры: true или false.

virtual void reset();

Назначение: переход в начало списка.

TNode<T>\* get\_curr() const;

Назначение: получение текущего звена списка.

Выходные параметры: ссылка на текущее звено списка.

virtual void next(const int count = 1);

Назначение: переход на следующее звено списка.

Входные параметры: count – количество переходов.

virtual bool ended() const;

Назначение: проверка, является ли текущее звено концом списка.

Выходные параметры: true или false.

TNode<T>\* first() const;

Назначение: получение указателя на первое звено списка.

Выходные параметры: указатель на первое звено списка.

TNode<T>\* last() const;

Назначение: получение указателя на последнее звено списка.

Выходные параметры: указатель на последнее звено списка.

### Описание класса TRingList

template <typename T>

class TRingList : public TList<T> {

protected:

TNode<T>\* pHead; // Фиктивное звено

public:

TRingList();

TRingList(TNode<T>\* \_pFirst);

TRingList(const TRingList<T>& list);

virtual ~TRingList();

TNode<T>\* find(const T& data) override;

void insert\_first(const T& data) override;

void insert\_last(const T& data) override;

void insert\_before(const T& data) override;

void insert\_after(const T& data) override;

void insert\_before(const T& data, const T& before) override;

void insert\_after(const T& data, const T& after) override;

void remove(const T& data) override;

void clear() override;

bool empty() const override;

void reset() override;

void next(const int count = 1) override;

bool ended() const override;

TNode<T>\* head() const { return pHead };

};

Назначение: стуртура данных «Односвязный список закольцованный».

**Поля:**

pHead – фиктивное звено для закальцовывания списка.

**Конструкторы:**

TRingList();

Назначение: конструктор по умолчанию

TRingList(TNode<T>\* \_pFirst);

Назначение: конструктор преобразования типа.

Входные параметры: \_pFirst – указатель на первое звено.

TRingList(const TRingList<T>& list);

Назначение: конструктор копирования.

Входные параметры: obj – копируемый односвязный список.

virtual ~TRingList();

Назначение: деструктор.

**Методы:**

TNode<T>\* find(const T& data) override;

Назначение: поиск звена в списке по ключю.

Входные параметры: data – искомый ключ.

Выходные параметры: указатель на найденное звено в списке.

void insert\_first(const T& data) override;

Назначение: вставка в начало списка.

Входные параметры: data – вставляемые данные.

void insert\_last(const T& data) override;

Назначение: вставка в конец списка.

Входные параметры: data – вставляемые данные.

void insert\_before(const T& data) override;

Назначение: вставка перед текущем элементом.

Входные параметры: data – вставляемые данные.

void insert\_after(const T& data) override;

Назначение: вставка после текущего элемента.

Входные параметры: data – вставляемые данные.

void insert\_before(const T& data, const T& before) override;

Назначение: вставка перед заданным элементом.

Входные параметры: data – вставляемые данные, before – элемент, перед которым должна произойти вставка.

void insert\_after(const T& data, const T& after) override;

Назначение: вставка после заданного элемента.

Входные параметры: data – вставляемые данные, before – элемент, после которого должна произойти вставка.

void remove(const T& data) override;

Назначение: удаление элемента из списка.

Входные параметры: data – удаляеммые данные.

void clear() override;

Назначение: удаление всех звеньев списка.

bool empty() const override;

Назначение: проверка, пуст ли список.

Выходные параметры: true или false.

void reset() override;

Назначение: переход в начало списка.

void next(const int count = 1) override;

Назначение: переход на следующее звено списка.

Входные параметры: count – количество переходов.

bool ended() const override;

Назначение: проверка, является ли текущее звено концом списка.

Выходные параметры: true или false.

TNode<T>\* head() const;

Назначение: получение указателя фиктивного звена.

Выходные параметры: указатель на фиктивное звено

### Описание класса TMonom

class TMonom{

private:

double coeff;

int degree;

public:

TMonom();

TMonom(const TMonom& monom);

TMonom(double \_coeff, int \_degree);

TMonom(double \_coeff, int degX, int degY, int degZ);

double get\_coeff() const;

int get\_degree() const;

int get\_degX() const;

int get\_degY() const;

int get\_degZ() const;

void set\_coeff(double \_coeff);

void set\_degree(int \_degree);

void set\_degree(int degX, int degY, int degZ);

double value(double x, double y, double z);

bool operator<(const TMonom& monom) const;

bool operator>(const TMonom& monom) const;

bool operator<=(const TMonom& monom) const;

bool operator>=(const TMonom& monom) const;

bool operator==(const TMonom& monom) const;

bool operator!=(const TMonom& monom) const;

const TMonom& operator=(const TMonom& data);

TMonom operator\*(const TMonom& monom) const;

TMonom dif\_x() const;

TMonom dif\_y() const;

TMonom dif\_z() const;

string get\_string() const;

friend ostream& operator<<(ostream& out, const TMonom& monom);

};

Назначение: представление монома.

**Поля:**

coeff – коэффициент монома.

degree – свертка степеней монома.

**Конструкторы:**

TMonom();

Назначение: конструктор по умолчанию.

TMonom(const TMonom& monom);

Назначение: конструктор копирования.

Входные параметры: monom – копируемый моном.

TMonom(double \_coeff, int \_degree);

Назначение: конструктор с параметрами.

Входные параметры: \_coeff – коэффициент монома, \_degree – свертка степеней монома.

TMonom(double \_coeff, int degX, int degY, int degZ);

Назначение: конструктор с параметрами.

Входные параметры: \_coeff – коэффициент монома, degX,degY,degZ – степени соответствующих переменных.

**Методы:**

double get\_coeff() const;

Назначение: получение значения коэффициента монома.

Выходные параметры: значение коэффициента монома.

int get\_degree() const;

Назначение: получение значения свертки степеней монома.

Выходные параметры: значение свертки степеней монома

int get\_degX() const;

Назначение: получение значения степени переменной X.

Выходные параметры: значение степени переменной X.

int get\_degY() const;

Назначение: получение значения степени переменной Y.

Выходные параметры: значение степени переменной Y.

int get\_degZ() const;

Назначение: получение значения степени переменной Z.

Выходные параметры: значение степени переменной Z.

void set\_coeff(double \_coeff);

Назначение: задание коэффициента монома.

Входные параметры: \_coeff - коэффициент монома.

void set\_degree(int \_degree);

Назначение: задание свертки степеней монома.

Входные параметры: \_degree – свертка степени монома.

void set\_degree(int degX, int degY, int degZ);

Назначение: задание свертки степеней монома.

Входные параметры: degX,degY,degZ – степени соответствующих переменных.

double value(double x, double y, double z);

Назначение: получение значения монома в точке.

Входные параметры: x,y,z – координаты точки.

Выходные параметры: значение монома в точке

bool operator<(const TMonom& monom) const;

Назначение: операция сравнения “<”.

Входные параметры: monom – сравниваемый моном.

Выходные параметры: true или false.

bool operator>(const TMonom& monom) const;

Назначение: операция сравнения “>”.

Входные параметры: monom – сравниваемый моном.

Выходные параметры: true или false.

bool operator<=(const TMonom& monom) const;

Назначение: операция сравнения “<=”.

Входные параметры: monom – сравниваемый моном.

Выходные параметры: true или false.

bool operator>=(const TMonom& monom) const;

Назначение: операция сравнения “>=”.

Входные параметры: monom – сравниваемый моном.

Выходные параметры: true или false.

bool operator==(const TMonom& monom) const;

Назначение: операция сравнения “==”.

Входные параметры: monom – сравниваемый моном.

Выходные параметры: true или false.

bool operator!=(const TMonom& monom) const;

Назначение: операция сравнения “!=”.

Входные параметры: monom – сравниваемый моном.

Выходные параметры: true или false.

const TMonom& operator=(const TMonom& data);

Назначение: оператор присваивания монома.

Входные параметры: data – присваемый моном.

Выходные параметры: ссылка на себя.

TMonom operator\*(const TMonom& monom) const;

Назначение: оператор умножения мономов.

Входные параметры: monom – моном, на который происходит умножение.

Выходные параметры: результат умножения мономов.

TMonom dif\_x() const;

Назначение: взятие производной монома по X.

Выходные параметры: производная монома по X.

TMonom dif\_y() const;

Назначение: взятие производной монома по Y.

Выходные параметры: производная монома по Y.

TMonom dif\_z() const;

Назначение: взятие производной монома по Z.

Выходные параметры: производная монома по Z.

string get\_string() const;

Назначение: преобразование монома в строку.

Выходные параметры: сформированная строка монома.

friend ostream& operator<<(ostream& out, const TMonom& monom);

Назначение: вывод строки монома.

Входные параметры: out – поток вывода, monom – выводящийся моном.

Выходные параметры: поток вывода.

### Описание класса TPolynom

class TPolynom {

private:

TRingList<TMonom>\* monoms;

static map<string, int> priority;

void parse(string& name);

void to\_monoms(vector<string>& lexems);

void add\_monom(const TMonom& m);

public:

TPolynom();

TPolynom(const string& \_name);

TPolynom(const TRingList<TMonom>& ringlist);

TPolynom(const TPolynom& polynom);

~TPolynom();

bool operator<(TPolynom& polynom);

bool operator>(TPolynom& polynom);

bool operator<=(TPolynom& polynom);

bool operator>=(TPolynom& polynom);

bool operator==(TPolynom& polynom);

bool operator!=(TPolynom& polynom);

const TPolynom& operator=(const TPolynom& polynom);

const TPolynom operator+(const TPolynom& polynom) const;

const TPolynom operator-() const;

const TPolynom operator-(const TPolynom& polynom) const;

const TPolynom operator\*(const TPolynom& polynom) const;

double operator()(double x, double y, double z) const;

TPolynom dif\_x() const;

TPolynom dif\_y() const;

TPolynom dif\_z() const;

string get\_string() const;

friend ostream& operator<<(ostream& out, const TPolynom& polynom);

private:

bool is\_operator(const string& isopr) const;

bool is\_const(const string& isopd) const;

bool is\_variable(const string& str) const;

int find\_operator(const string& name, int pos = 0) const;

void convert\_infix(string& name);

void correctness\_check(const string& name) const;

};

Назначение: представление полинома.

**Поля:**

monoms – указатель на односвязный кольцевой список мономов.

priority – список арифметических операций с их приоритетами.

**Конструкторы:**

TPolynom();

Назначение: конструктор по умолчанию

TPolynom(const string& \_name);

Назначение: конструктор с параметром.

Входные параметры: \_name – строка полинома.

TPolynom(const TRingList<TMonom>& ringlist);

Назначение: конструктор преобразования типа

Входные параметры: ringlist - односвязный кольцевой список мономов.

TPolynom(const TPolynom& polynom);

Назначение: конструктор копирования.

Входные параметры: polynom – копируемый полином.

~TPolynom();

Назначение: деструктор.

**Методы:**

bool operator<(TPolynom& polynom);

Назначение: операция сравнения “<”.

Входные параметры: polynom – сравниваемый полином.

Выходные параметры: true или false.

bool operator<(TPolynom& polynom);

Назначение: операция сравнения “>”.

Входные параметры: polynom – сравниваемый полином.

Выходные параметры: true или false.

bool operator<=(TPolynom& polynom);

Назначение: операция сравнения “<=”.

Входные параметры: polynom – сравниваемый полином.

Выходные параметры: true или false.

bool operator>=(TPolynom& polynom);

Назначение: операция сравнения “>=”.

Входные параметры: polynom – сравниваемый полином.

Выходные параметры: true или false.

bool operator==(TPolynom& polynom);

Назначение: операция сравнения “==”.

Входные параметры: polynom – сравниваемый полином.

Выходные параметры: true или false.

bool operator!=(TPolynom& polynom);

Назначение: операция сравнения “!=”.

Входные параметры: polynom – сравниваемый полином.

Выходные параметры: true или false.

const TPolynom& operator=(const TPolynom& polynom);

Назначение: оператор присваивания полинома.

Входные параметры: polynom – присваиваемый полином.

Выходные параметры: ссылка на себя.

const TPolynom operator+(const TPolynom& polynom) const;

Назначение: оператор сложения полиномов.

Входные параметры: polynom – прибавляемый полином.

Выходные параметры: результат сложения полиномов.

const TPolynom operator-() const;

Назначение: оператор унарного минуса.

Выходные параметры: результат унарного минуса.

const TPolynom operator-(const TPolynom& polynom) const;

Назначение: оператор вычитания полиномов.

Входные параметры: polynom – вычитаемый полином.

Выходные параметры: результат вычитания полиномов

const TPolynom operator\*(const TPolynom& polynom) const;

Назначение: оператор произведения полиномов.

Входные параметры: polynom – полином, на который умножают.

Выходные параметры: результат произведения полиномов

double operator()(double x, double y, double z) const;

Назначение: получение значения полинома в точке.

Входные параметры: x,y,z – координаты точки.

Выходные параметры: значение полинома в точке

TPolynom dif\_x() const;

Назначение: взятие производной полинома по X.

Выходные параметры: производная полинома по X.

TPolynom dif\_y() const;

Назначение: взятие производной полинома по Y.

Выходные параметры: производная полинома по Y.

TPolynom dif\_z() const;

Назначение: взятие производной полинома по Z.

Выходные параметры: производная полинома по Z.

string get\_string() const;

Назначение: преобразование полинома в строку.

Выходные параметры: сформированная строка полинома.

friend ostream& operator<<(ostream& out, const TPolynom& polynom);

Назначение: вывод строки полинома.

Входные параметры: out – поток вывода, monom – выводящийся полином.

Выходные параметры: поток вывода.

**Служебные методы:**

void parse(string& name);

Назначение: анализ строки инфиксной формы арифметического выражения.

Входные параметры: name – строка инфиксной формы арифметического выражения.

void to\_monoms(vector<string>& lexems);

Назначение: анализ массива лексем инфиксной формы арифметического выражения для выделения отдельных мономов.

Входные параметры: lexems - лексемы инфиксной формы арифметического выражения.

void add\_monom(const TMonom& m);

Назначение: упорядоченное добавление монома в полином.

Входные параметры: m – добавляемый моном.

bool is\_operator(const string& isopr) const;

Назначение: проверка строки, является ли она доступным оператором.

Входные параметры: isopr – проверяемая строка.

Выходные параметры: true или false.

bool is\_const(const string& isopd) const;

Назначение: проверка строки, является ли она константой, но не операндом.

Входные параметры: isopd – проверяемая строка.

Выходные параметры: true или false.

bool is\_variable(const string& str) const;

Назначение: проверка строки, является ли она доступной переменной.

Входные параметры: str – проверяемая строка.

Выходные параметры: true или false.

int find\_operator(const string& name, int pos = 0) const;

Назначение: поиск первого встречного оператора.

Входные параметры: name – строка, в которой происходит поиск, pos – начальная позиция поиска.

Выходные параметры: индекс первого встречного оператора.

void convert\_infix(string& name);

Назначение: корректирование строки инфиксной формы арифметического выражения (избавление от пробелов; добавление отсутствующих операторов умножения на скобки; избавление от сокращенной записи действительных констант).

Входные параметры: name – корректируемая строка.

void correctness\_check(const string& name) const;

Назначение: проверка инфиксной формы арифметического выражения на наличие критических ошибок в ее записи.

Входные параметры: name – проверяемая строка.

# Заключение

В результате выполнения лабораторной работы был разработан и реализован класс, описывающий полиномы от трех переменных (x, y, z) на основе односвязных списков на языке программирования C++. Этот класс предоставляет удобные средства для работы с полиномиальными выражениями, включая создание, модификацию и выполнение операций над ними.

В процессе работы были успешно выполнены все поставленные задачи. Была спроектирована и описана структура звеньев односвязного списка, разработан класс односвязного списка с необходимыми методами, создан класс монома для представления отдельных членов полинома, а также реализован класс полинома с возможностью выполнения арифметических операций над ними.

Тестирование разработанных классов показало их корректность и эффективность при обработке различных входных данных.

Данная лабораторная работа позволила углубить понимание структур данных и алгоритмов, а также приобрести практические навыки в разработке классов и их применении для решения задач вычислительной математики.

В будущем возможно расширение функциональности разработанных классов, включая поддержку дополнительных операций над полиномами и оптимизацию алгоритмов для улучшения производительности.
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# Приложения

## Приложение А. Реализация класса TNode

#include <iostream>

template <typename T>

struct TNode {

T data;

TNode<T>\* pnext;

TNode() : data(), pnext(nullptr) {};

TNode(const T& \_data) : data(\_data), pnext(nullptr) {};

TNode(TNode<T>\* \_pnext) : data(), pnext(\_pnext) {};

TNode(const T& \_data, TNode<T>\* \_pnext) : data(\_data), pnext(\_pnext) {};

};

## Приложение Б. Реализация класса TList

#include "tnode.h"

template <typename T>

class TList {

protected:

TNode<T>\* pFirst;

TNode<T>\* pLast;

TNode<T>\* pCurr;

TNode<T>\* pStop;

public:

TList();

TList(TNode<T>\* \_pFirst);

TList(const TList<T>& list);

virtual ~TList();

virtual TNode<T>\* find(const T& data);

virtual void insert\_first(const T& data);

virtual void insert\_last(const T& data);

virtual void insert\_before(const T& data);

virtual void insert\_after(const T& data);

virtual void insert\_before(const T& data, const T& before);

virtual void insert\_after(const T& data, const T& after);

virtual void remove(const T& data);

virtual void clear();

virtual size\_t size() const;

bool full() const;

virtual bool empty() const;

virtual void reset();

TNode<T>\* get\_curr() const;

virtual void next(const int count = 1);

virtual bool ended() const;

bool IsLast() const;

TNode<T>\* first() const;

TNode<T>\* last() const;

};

template <typename T>

TList<T>::TList() {

pStop = nullptr;

pFirst = pStop;

pLast = pStop;

pCurr = pStop;

reset();

}

template <typename T>

TList<T>::TList(TNode<T>\* \_pFirst) {

pStop = nullptr;

pFirst = \_pFirst;

if (pFirst == pStop) {

pLast = pStop;

pCurr = pStop;

reset();

return;

}

TNode<T>\* tmp = pFirst;

while (tmp->pnext != pStop)

tmp = tmp->pnext;

pLast = tmp;

reset();

}

template <typename T>

TList<T>::TList(const TList<T>& obj) {

if (obj.pFirst == obj.pStop) {

pStop = nullptr;

pFirst = pStop;

pLast = pStop;

pCurr = pFirst;

reset();

return;

}

pFirst = new TNode<T>(obj.pFirst->data);

TNode<T>\* tmp = obj.pFirst;

TNode<T>\* pNode = pFirst;

while (tmp->pnext != obj.pStop) {

pNode->pnext = new TNode<T>(tmp->pnext->data);

pNode = pNode->pnext;

tmp = tmp->pnext;

}

pLast = pNode;

pStop = pLast->pnext;

pCurr = pFirst;

reset();

}

template <typename T>

TList<T>::~TList() {

clear();

}

template <typename T>

TNode<T>\* TList<T>::find(const T& data) {

TNode<T>\* tmp = pFirst;

while (tmp != pStop && tmp->data != data)

tmp = tmp->pnext;

if (tmp == pStop) tmp = nullptr;

return tmp;

}

template <typename T>

void TList<T>::insert\_first(const T& data) {

TNode<T>\* tmp = new TNode<T>(data, pFirst);

if (pFirst == pStop) pLast = tmp;

pFirst = tmp;

reset();

}

template <typename T>

void TList<T>::insert\_last(const T& data) {

if (pFirst == pStop) {

insert\_first(data);

return;

}

TNode<T>\* tmp = new TNode<T>(data, pStop);

pLast->pnext = tmp;

pLast = pLast->pnext;

reset();

}

/////////////////////////////////

template <typename T>

void TList<T>::insert\_before(const T& data) {

if (pCurr == nullptr) {

std::string exp = "Error: data not found";

throw exp;

}

if (pCurr == pFirst) {

insert\_first(data);

return;

}

TNode<T>\* before = pFirst;

while (before->pnext != pCurr)

before = before->pnext;

TNode<T>\* tmp = new TNode<T>(data, pCurr);

before->pnext = tmp;

reset();

}

template <typename T>

void TList<T>::insert\_after(const T& data) {

if (pCurr == nullptr) {

std::string exp = "Error: data not found";

throw exp;

}

if (ended()) {

insert\_last(data);

return;

}

TNode<T>\* tmp = new TNode<T>(data, pCurr->pnext);

pCurr->pnext = tmp;

reset();

}

/////////////////////////////////

template <typename T>

void TList<T>::insert\_before(const T& data, const T& before) {

pCurr = find(before);

insert\_before(data);

reset();

}

template <typename T>

void TList<T>::insert\_after(const T& data, const T& after) {

pCurr = find(after);

insert\_after(data);

reset();

}

/////////////////////////////////

template <typename T>

void TList<T>::remove(const T& data) {

if (pFirst == pStop) {

std::string exp = "Error: list is empty";

throw exp;

}

TNode<T>\* pNode = pFirst, \* pPrev = nullptr;

while (pNode->pnext != pStop && pNode->data != data) {

pPrev = pNode;

pNode = pNode->pnext;

}

if (pNode->pnext == pStop && pNode->data != data) {

std::string exp = "Error: data not found";

throw exp;

}

if (pCurr == pNode) reset();

if (pPrev == nullptr) {

pFirst = pNode->pnext;

delete pNode;

return;

}

pPrev->pnext = pNode->pnext;

delete pNode;

}

template <typename T>

void TList<T>::clear() {

TNode<T>\* tmp = pFirst;

while (pFirst != pStop) {

pFirst = tmp->pnext;

delete tmp;

tmp = pFirst;

}

pLast = pStop;

pCurr = pStop;

}

template <typename T>

size\_t TList<T>::size() const {

size\_t size = 0;

TNode<T>\* tmp = pFirst;

while (tmp != pStop) {

tmp = tmp->pnext;

++size;

}

return size;

}

template <typename T>

bool TList<T>::full() const {

TNode<T>\* tmp = new TNode<T>;

if (tmp != pStop) {

return false;

}

else {

return true;

}

}

template <typename T>

bool TList<T>::empty() const {

return (pFirst == pStop);

}

template <typename T>

void TList<T>::reset() {

pCurr = pFirst;

}

template <typename T>

TNode<T>\* TList<T>::get\_curr() const {

return pCurr;

}

template <typename T>

void TList<T>::next(const int count) {

if (count <= 0) {

std::string exp = "Error: count can't be less than 0";

throw exp;

}

for (int i = 0; i < count; i++) {

if (!ended()) pCurr = pCurr->pnext;

else reset();

}

}

template <typename T>

bool TList<T>::ended() const {

return (pCurr == pStop);

}

template <typename T>

bool TList<T>::IsLast() const {

return (pCurr == pLast);

}

template <typename T>

TNode<T>\* TList<T>::first() const {

return pFirst;

}

template <typename T>

TNode<T>\* TList<T>::last() const {

return pLast;

}

## Приложение В. Реализация класса TRingList

#include "tlist.h"

template <typename T>

class TRingList : public TList<T> {

protected:

TNode<T>\* pHead; // Фиктивное звено

public:

TRingList();

TRingList(TNode<T>\* \_pFirst);

TRingList(const TRingList<T>& list);

virtual ~TRingList();

TNode<T>\* find(const T& data) override;

void insert\_first(const T& data) override;

void insert\_last(const T& data) override;

void insert\_before(const T& data) override;

void insert\_after(const T& data) override;

void insert\_before(const T& data, const T& before) override;

void insert\_after(const T& data, const T& after) override;

void remove(const T& data) override;

void clear() override;

bool empty() const override;

void reset() override;

void next(const int count = 1) override;

bool ended() const override;

TNode<T>\* head() const { return pHead };

};

template <typename T>

TRingList<T>::TRingList() {

pHead = new TNode<T>();

pHead->pnext = pHead;

pFirst = pHead;

pLast = pHead;

pStop = pHead;

pCurr = pHead;

}

template <typename T>

TRingList<T>::TRingList(TNode<T>\* \_pFirst) {

pHead = new TNode<T>();

pHead->pnext = pHead;

pFirst = pHead;

pLast = pHead;

pStop = pHead;

pCurr = pHead;

if (\_pFirst != nullptr) {

pFirst = \_pFirst;

TNode<T>\* tmp = \_pFirst;

// Найдем последний узел в переданном списке

while (tmp->pnext != nullptr) {

tmp = tmp->pnext;

}

tmp->pnext = pHead; // Сделаем список кольцевым

pLast = tmp;

}

reset();

}

template <typename T>

TRingList<T>::TRingList(const TRingList<T>& obj) : TList<T>(obj) {

pHead = new TNode<T>();

pHead->pnext = pHead;

pFirst = pHead;

pLast = pHead;

pStop = pHead;

pCurr = pHead;

TNode<T>\* tmp = obj.pFirst;

while (tmp != obj.pStop) {

insert\_last(tmp->data);

tmp = tmp->pnext;

}

}

template <typename T>

TRingList<T>::~TRingList() {

clear();

delete pHead;

}

template <typename T>

TNode<T>\* TRingList<T>::find(const T& data) {

TNode<T>\* tmp = pFirst;

while (tmp != pHead) {

if (tmp->data == data) {

return tmp;

}

tmp = tmp->pnext;

}

return nullptr; // Элемент не найден

}

template <typename T>

void TRingList<T>::insert\_first(const T& data) {

TNode<T>\* tmp = new TNode<T>(data, pHead->pnext);

pHead->pnext = tmp;

if (pFirst == pHead) {

pLast = tmp;

}

pFirst = tmp;

reset();

}

template <typename T>

void TRingList<T>::insert\_last(const T& data) {

TNode<T>\* tmp = new TNode<T>(data, pHead);

pLast->pnext = tmp;

pLast = tmp;

if (pFirst == pHead) {

pFirst = tmp;

}

reset();

}

template <typename T>

void TRingList<T>::insert\_before(const T& data) {

if (pCurr == pHead) {

insert\_last(data);

return;

}

TNode<T>\* before = pHead;

while (before->pnext != pCurr) {

before = before->pnext;

}

TNode<T>\* tmp = new TNode<T>(data, pCurr);

before->pnext = tmp;

if (pCurr == pFirst) {

pFirst = tmp;

}

reset();

}

template <typename T>

void TRingList<T>::insert\_after(const T& data) {

TNode<T>\* tmp = new TNode<T>(data, pCurr->pnext);

pCurr->pnext = tmp;

if (pCurr == pLast) {

pLast = tmp;

}

reset();

}

template <typename T>

void TRingList<T>::insert\_before(const T& data, const T& before) {

pCurr = find(before);

if (pCurr == nullptr) {

std::string exp = "Error: Element not found";

throw exp;

}

insert\_before(data);

reset();

}

template <typename T>

void TRingList<T>::insert\_after(const T& data, const T& after) {

pCurr = find(after);

if (pCurr == nullptr) {

std::string exp = "Error: Element not found";

throw exp;

}

insert\_after(data);

reset();

}

template <typename T>

void TRingList<T>::remove(const T& data) {

TNode<T>\* pNode = pHead->pnext;

TNode<T>\* pPrev = pHead;

while (pNode != pHead && pNode->data != data) {

pPrev = pNode;

pNode = pNode->pnext;

}

if (pNode == pHead) {

std::string exp = "Error: data not found";

throw exp;

}

pPrev->pnext = pNode->pnext;

if (pNode == pLast) {

pLast = pPrev;

}

if (pNode == pFirst) {

pFirst = pNode->pnext;

}

delete pNode;

reset();

}

template <typename T>

void TRingList<T>::clear() {

TNode<T>\* tmp = pHead->pnext;

while (tmp != pHead) {

TNode<T>\* next = tmp->pnext;

delete tmp;

tmp = next;

}

pHead->pnext = pHead;

pFirst = pHead;

pLast = pHead;

reset();

}

template <typename T>

bool TRingList<T>::empty() const {

return (pHead->pnext == pHead);

}

template <typename T>

void TRingList<T>::reset() {

pCurr = pHead->pnext;

}

template <typename T>

void TRingList<T>::next(const int count) {

for (int i = 0; i < count; ++i) {

if (pCurr != pHead) {

pCurr = pCurr->pnext;

}

}

}

template <typename T>

bool TRingList<T>::ended() const {

return (pCurr == pHead);

}

## Приложение Г. Реализация класса TMonom

#include <iostream>

#include <string>

class TMonom{

private:

double coeff;

int degree;

public:

TMonom();

TMonom(const TMonom& monom);

TMonom(double \_coeff, int \_degree);

TMonom(double \_coeff, int degX, int degY, int degZ);

double get\_coeff() const;

int get\_degree() const;

int get\_degX() const;

int get\_degY() const;

int get\_degZ() const;

void set\_coeff(double \_coeff);

void set\_degree(int \_degree);

void set\_degree(int degX, int degY, int degZ);

double operator()(double x, double y, double z) const;

virtual bool operator<(const TMonom& monom) const;

virtual bool operator>(const TMonom& monom) const;

virtual bool operator<=(const TMonom& monom) const;

virtual bool operator>=(const TMonom& monom) const;

virtual bool operator==(const TMonom& monom) const;

virtual bool operator!=(const TMonom& monom) const;

const TMonom& operator=(const TMonom& data);

TMonom operator\*(const TMonom& monom) const;

TMonom dif\_x() const;

TMonom dif\_y() const;

TMonom dif\_z() const;

std::string get\_string() const;

friend std::ostream& operator<<(std::ostream& out, const TMonom& monom);

};

TMonom::TMonom() {

coeff = 0;

degree = -1;

}

TMonom::TMonom(const TMonom& monom) {

coeff = monom.coeff;

degree = monom.degree;

}

TMonom::TMonom(double \_coeff, int \_degree) {

if (\_degree > 999 || \_degree < 0) {

std::string exp = "Error: degree must be in [0, 999]";

throw exp;

}

coeff = \_coeff;

degree = \_degree;

}

TMonom::TMonom(double \_coeff, int degX, int degY, int degZ) {

if (degX < 0 || degY < 0 || degZ < 0 || degX > 9 || degY > 9 || degZ > 9) {

std::string exp = "Error: x,y,z must be in [0, 9]";

throw exp;

}

coeff = \_coeff;

degree = 100 \* degX + 10 \* degY + degZ;

}

double TMonom::get\_coeff() const {

return coeff;

}

int TMonom::get\_degree() const {

return degree;

}

int TMonom::get\_degX() const {

int degX = degree / 100;

return degX;

}

int TMonom::get\_degY() const {

int degY = (degree / 10) % 10;

return degY;

}

int TMonom::get\_degZ() const {

int degZ = degree % 10;

return degZ;

}

void TMonom::set\_coeff(double \_coeff) {

coeff = \_coeff;

}

void TMonom::set\_degree(int \_degree) {

if (\_degree > 999 || \_degree < 0) {

std::string exp = "Error: degree must be in [0, 999]";

throw exp;

}

degree = \_degree;

}

void TMonom::set\_degree(int degX, int degY, int degZ) {

if (degX < 0 || degY < 0 || degZ < 0 || degX > 9 || degY > 9 || degZ > 9) {

std::string exp = "Error: degX,degY,degZ must be in [0, 9]";

throw exp;

}

degree = 100 \* degX + 10 \* degY + degZ;

}

double TMonom::operator()(double x, double y, double z) const {

double resX = 1, resY = 1, resZ = 1;

int degZ = get\_degZ();

int degY = get\_degY();

int degX = get\_degX();

for (int i = 0; i < degZ; i++) {

resZ \*= z;

}

for (int i = 0; i < degY; i++) {

resY \*= y;

}

for (int i = 0; i < degX; i++) {

resX \*= x;

}

return coeff \* resX \* resY \* resZ;

}

bool TMonom::operator<(const TMonom& monom) const {

return (degree < monom.degree);

}

bool TMonom::operator>(const TMonom& monom) const {

return (degree > monom.degree);

}

bool TMonom::operator<=(const TMonom& monom) const {

return (degree <= monom.degree);

}

bool TMonom::operator>=(const TMonom& monom) const {

return (degree >= monom.degree);

}

bool TMonom::operator==(const TMonom& monom) const {

return (degree == monom.degree);

}

bool TMonom::operator!=(const TMonom& monom) const {

return !(degree == monom.degree);

}

const TMonom& TMonom::operator=(const TMonom& monom) {

degree = monom.degree;

coeff = monom.coeff;

return (\*this);

}

TMonom TMonom::operator\*(const TMonom& monom) const {

int degZ1 = get\_degZ();

int degY1 = get\_degY();

int degX1 = get\_degX();

int degZ2 = monom.get\_degZ();

int degY2 = monom.get\_degY();

int degX2 = monom.get\_degX();

if (degZ1 + degZ2 > 9 || degY1 + degY2 > 9 || degX1 + degX2 > 9 ||

degZ1 + degZ2 < 0 || degY1 + degY2 < 0 || degX1 + degX2 < 0) {

std::string exp = "Error: res\_degrees must be in [0, 9]";

throw exp;

}

int res\_degree = degree + monom.degree;

double res\_coeff = coeff \* monom.coeff;

TMonom res(res\_coeff, res\_degree);

return res;

}

TMonom TMonom::dif\_x() const {

int degX = get\_degX();

if (degX == 0) {

TMonom res(0, 0);

return res;

}

else {

double \_coeff = coeff \* degX;

int \_degree = degree - 100;

TMonom res(\_coeff, \_degree);

return res;

}

}

TMonom TMonom::dif\_y() const {

int degY = get\_degY();

if (degY == 0) {

TMonom res(0, 0);

return res;

}

else {

double \_coeff = coeff \* degY;

int \_degree = degree - 10;

TMonom res(\_coeff, \_degree);

return res;

}

}

TMonom TMonom::dif\_z() const {

int degZ = get\_degZ();

if (degZ == 0) {

TMonom res(0, 0);

return res;

}

else {

double \_coeff = coeff \* degZ;

int \_degree = degree - 1;

TMonom res(\_coeff, \_degree);

return res;

}

}

std::string TMonom::get\_string() const {

int degZ = get\_degZ();

int degY = get\_degY();

int degX = get\_degX();

std::string res = "";

res += std::to\_string(coeff);

if (degX == 1) res += "\*x";

else if (degX > 1) res += "\*x^" + std::to\_string(degX);

if (degY == 1) res += "\*y";

else if (degY > 1) res += "\*y^" + std::to\_string(degY);

if (degZ == 1) res += "\*z";

else if (degZ > 1) res += "\*z^" + std::to\_string(degZ);

return res;

}

std::ostream& operator<<(std::ostream& out, const TMonom& monom) {

return out << monom.get\_string();

}

## Приложение Д. Реализация класса TPolynom

#include <iostream>

#include <string>

#include <map>

#include <vector>

#include "tringlist.h"

#include "tmonom.h"

using namespace std;

class TPolynom {

private:

TRingList<TMonom>\* monoms;

static map<string, int> priority;

void parse(string& name);

void to\_monoms(vector<string>& lexems);

void add\_monom(const TMonom& m);

public:

TPolynom();

TPolynom(const string& \_name);

TPolynom(TRingList<TMonom>& ringlist);

TPolynom(TPolynom& polynom);

~TPolynom();

bool operator<(TPolynom& polynom);

bool operator>(TPolynom& polynom);

bool operator<=(TPolynom& polynom);

bool operator>=(TPolynom& polynom);

bool operator==(TPolynom& polynom);

bool operator!=(TPolynom& polynom);

const TPolynom& operator=(const TPolynom& polynom);

TPolynom operator+(TPolynom& polynom);

TPolynom operator-();

TPolynom operator-(TPolynom& polynom);

TPolynom operator\*(TPolynom& polynom);

double operator()(double x, double y, double z);

TPolynom dif\_x();

TPolynom dif\_y();

TPolynom dif\_z();

string get\_string();

friend ostream& operator<<(ostream& out, TPolynom& polynom);

private:

bool is\_operator(const string& isopr) const;

bool is\_const(const string& isopd) const;

bool is\_variable(const string& str) const;

int find\_operator(const string& name, int pos = 0) const;

void convert\_infix(string& name);

void correctness\_check(const string& name) const;

void reset();

void next();

bool ended();

TNode<TMonom>\* get\_curr();

TMonom get\_current\_monom();

};

map<string, int> TPolynom::priority = {

{"^", 4},

{"\*", 3},

{"/", 3},

{"+", 2},

{"-", 2},

{"(", 1},

{")", 1}

};

bool TPolynom::is\_operator(const string& isopr) const { // opr : priority can't be char

bool flag = false;

for (const auto& opr : priority) {

if (isopr == opr.first) {

flag = true;

break;

}

}

return flag;

}

bool TPolynom::is\_const(const string& isopd) const {

bool flag = true;

for (int i = 0; i < isopd.size(); i++)

if (isopd[i] < '0' || isopd[i] > '9') {

if (isopd[i] != '.')

flag = false;

break;

}

return flag;

}

bool TPolynom::is\_variable(const string& str) const {

return (str == "x" || str == "y" || str == "z");

}

// If found any operator, returns index. Else returns -1.

int TPolynom::find\_operator(const string& name, int pos) const {

if (pos < 0 || pos >= name.size()) return -1;

int ind = -1;

for (int i = pos; i < name.size(); i++) {

string isopr;

isopr += name[i];

if (is\_operator(isopr)) {

ind = i;

break;

}

}

return ind;

}

void TPolynom::convert\_infix(string& name) {

string nospaces;

for (int i = 0; i < name.size(); i++) {

if (name[i] != ' ')

nospaces += name[i];

}

name = nospaces;

string tmp;

if (name[0] == '-') tmp += "0-";

else if (name[0] == '.') tmp += "0.";

else if (name[0] == '(') tmp += '(';

else tmp += name[0];

for (int i = 1; i < name.size() - 1; i++) {

char elem = name[i];

if (elem == ' ') {

continue;

}

else if (elem == '-') {

if (name[i - 1] == '(')

tmp += '0';

tmp += '-';

}

else if (elem == '(') {

if (name[i - 1] == ')' || name[i - 1] == '.' || (name[i - 1] >= '0' && name[i - 1] <= '9'))

tmp += '\*';

tmp += '(';

}

else if (elem == '.') {

if (name[i - 1] < '0' || name[i - 1] > '9') {

if (name[i - 1] == ')')

tmp += '\*';

tmp += '0';

}

tmp += '.';

if (name[i + 1] < '0' || name[i + 1] > '9') {

tmp += '0';

if (name[i + 1] == '(')

tmp += '\*';

}

}

else if (elem >= '0' && elem <= '9') {

if (name[i - 1] == ')')

tmp += '\*';

tmp += elem;

}

else {

tmp += elem;

}

}

if (name[name.size() - 1] == '.') tmp += ".0";

else if (name[name.size() - 1] == ')') tmp += ')';

//else tmp += name[name.size() - 1];

else if (tmp.size() != 1) tmp += name[name.size() - 1];

name = tmp;

}

void TPolynom::correctness\_check(const string& name) const {

int op\_bracket = 0;

int cl\_bracket = 0;

int dot = 0;

string exp = "Incorrect arithmetic expression";

if (name[0] == '+' || name[0] == '\*' || name[0] == '/' ||

name[0] == ')' || name[0] == '^') throw exp;

if (name[name.size() - 1] == '+' || name[name.size() - 1] == '-' ||

name[name.size() - 1] == '\*' || name[name.size() - 1] == '/' ||

name[name.size() - 1] == '(' || name[name.size() - 1] == '^') throw exp;

if (name[0] == '(') op\_bracket++;

else if (name[0] == '.') dot++;

if (name[name.size() - 1] == ')') cl\_bracket++;

else if (name[name.size() - 1] == '.') dot++;

for (int i = 1; i < name.size() - 1; i++) {

char elem = name[i];

if (elem == '(')

op\_bracket++;

else if (elem == ')') {

if (name[i - 1] == '(' || name[i - 1] == '+' || name[i - 1] == '-' ||

name[i - 1] == '\*' || name[i - 1] == '/' || name[i - 1] == '^') throw exp;

cl\_bracket++;

}

else if (elem == '.')

dot++;

else if (elem == '+' || elem == '-' || elem == '\*' || elem == '/' || elem == '^') {

if (dot > 1) throw exp;

dot = 0;

if (name[i - 1] == '+' || name[i - 1] == '-' || name[i - 1] == '\*' ||

name[i - 1] == '/' || name[i - 1] == '(' || name[i - 1] == '^') throw exp;

}

}

if (op\_bracket != cl\_bracket) throw exp;

}

void TPolynom::parse(string& name) {

convert\_infix(name);

correctness\_check(name);

vector<string> lexems;

int firstind, secondind;

string token;

firstind = find\_operator(name);

secondind = find\_operator(name, firstind + 1);

if (firstind == -1) {

lexems.push\_back(name);

to\_monoms(lexems);

return;

}

if (firstind > 0) {

lexems.push\_back(name.substr(0, firstind));

}

while (secondind != -1) {

string opr = name.substr(firstind, 1);

string opd = name.substr(firstind + 1, secondind - firstind - 1);

lexems.push\_back(opr);

if (opd != "")

lexems.push\_back(opd);

firstind = secondind;

secondind = find\_operator(name, firstind + 1);

}

lexems.push\_back(name.substr(firstind, 1));

if (firstind != name.size() - 1)

lexems.push\_back(name.substr(firstind + 1));

to\_monoms(lexems);

}

// ======================================================= //

void TPolynom::to\_monoms(vector<string>& \_lexems) {

double coeff = 1;

int degX = 0, degY = 0, degZ = 0;

int next\_const\_sign = 1;

vector<string> lexems;

for (const string& token : \_lexems) {

if (token != "\*" && token != "^") {

lexems.push\_back(token);

}

}

for (int i = 0; i < lexems.size(); i++) {

if (lexems[i] == "+" || lexems[i] == "-") {

TMonom monom(next\_const\_sign \* coeff, degX, degY, degZ);

add\_monom(monom);

if (lexems[i] == "+") next\_const\_sign = 1;

else next\_const\_sign = -1;

coeff = 1;

degX = 0;

degY = 0;

degZ = 0;

}

else {

if (lexems[i] == "x") {

if (i < lexems.size() - 1) {

if (!is\_variable(lexems[i + 1]) && !is\_operator(lexems[i + 1])) {

degX += stoi(lexems[i + 1]);

i++;

}

else {

degX += 1;

}

}

else {

degX += 1;

}

}

else if (lexems[i] == "y") {

if (i < lexems.size() - 1) {

if (!is\_variable(lexems[i + 1]) && !is\_operator(lexems[i + 1])) {

degY += stoi(lexems[i + 1]);

i++;

}

else {

degY += 1;

}

}

else {

degY += 1;

}

}

else if (lexems[i] == "z") {

if (i < lexems.size() - 1) {

if (!is\_variable(lexems[i + 1]) && !is\_operator(lexems[i + 1])) {

degZ += stoi(lexems[i + 1]);

i++;

}

else {

degZ += 1;

}

}

else {

degZ += 1;

}

}

else {

if (!is\_const(lexems[i])) {

string exp = "Error: not valid operand";

throw exp;

}

coeff \*= stod(lexems[i]);

}

}

}

TMonom monom(next\_const\_sign \* coeff, degX, degY, degZ);

add\_monom(monom);

}

void TPolynom::add\_monom(const TMonom& m) {

if (m.get\_coeff() == 0) return;

while (!monoms->ended()) {

TNode<TMonom>\* curr = monoms->get\_curr();

if (m == curr->data) {

double coeff = m.get\_coeff() + curr->data.get\_coeff();

if (coeff == 0.0f) {

monoms->remove(curr->data);

return;

}

else {

curr->data.set\_coeff(coeff);

return;

}

}

else if (m < curr->data) {

monoms->insert\_before(m, curr->data);

return;

}

else {

monoms->next();

}

}

monoms->insert\_last(m);

}

TPolynom::TPolynom() {

monoms = new TRingList<TMonom>;

}

TPolynom::TPolynom(const string& \_name) {

monoms = new TRingList<TMonom>;

string name = \_name;

if (name.size() == 0) name += "0";

parse(name);

}

TPolynom::TPolynom(TRingList<TMonom>& ringlist) {

monoms = new TRingList<TMonom>;

ringlist.reset();

while (!ringlist.ended()) {

add\_monom(ringlist.get\_curr()->data);

ringlist.next();

}

ringlist.reset();

}

TPolynom::TPolynom(TPolynom& polynom) {

monoms = new TRingList<TMonom>(\*polynom.monoms);

}

TPolynom::~TPolynom() {

if (monoms) delete monoms;

}

bool TPolynom::operator<(TPolynom& polynom) {

reset();

while (!ended()) {

polynom.reset();

while (!polynom.ended()) {

if (!(get\_current\_monom() < polynom.get\_current\_monom())) {

return false;

}

polynom.next();

}

next();

}

reset();

polynom.reset();

return true;

}

bool TPolynom::operator>(TPolynom& polynom) {

reset();

while (!ended()) {

polynom.reset();

while (!polynom.ended()) {

if (!(get\_current\_monom() >= polynom.get\_current\_monom())) {

return false;

}

polynom.next();

}

next();

}

reset();

polynom.reset();

return true;

}

bool TPolynom::operator<=(TPolynom& polynom) {

reset();

while (!ended()) {

polynom.reset();

while (!polynom.ended()) {

if (!(get\_current\_monom() <= polynom.get\_current\_monom())) {

return false;

}

polynom.next();

}

next();

}

reset();

polynom.reset();

return true;

}

bool TPolynom::operator>=(TPolynom& polynom) {

reset();

while (!ended()) {

polynom.reset();

while (!polynom.ended()) {

if (!(get\_current\_monom() >= polynom.get\_current\_monom())) {

return false;

}

polynom.next();

}

next();

}

reset();

polynom.reset();

return true;

}

bool TPolynom::operator==(TPolynom& polynom) {

reset();

while (!ended()) {

polynom.reset();

while (!polynom.ended()) {

if (!(get\_current\_monom() == polynom.get\_current\_monom())) {

return false;

}

polynom.next();

}

next();

}

reset();

polynom.reset();

return true;

}

bool TPolynom::operator!=(TPolynom& polynom) {

return !((\*this) == polynom);

}

const TPolynom& TPolynom::operator=(const TPolynom& polynom) {

if (this == &polynom) return (\*this);

if (monoms) delete monoms;

monoms = new TRingList<TMonom>(\*polynom.monoms);

return (\*this);

}

TPolynom TPolynom::operator+(TPolynom& polynom) {

TPolynom res(\*this);

polynom.reset();

while (!polynom.ended()) {

TMonom curr\_monom = polynom.get\_current\_monom();

res.add\_monom(curr\_monom);

polynom.next();

}

polynom.reset();

return res;

}

TPolynom TPolynom::operator-() {

TPolynom res(\*this);

res.reset();

while (!res.ended()) {

TNode<TMonom>\* curr = res.get\_curr();

double coeff = (-1) \* curr->data.get\_coeff();

curr->data.set\_coeff(coeff);

res.next();

}

res.reset();

return res;

}

TPolynom TPolynom::operator-(TPolynom& polynom) {

TPolynom res(-polynom + (\*this));

return res;

}

TPolynom TPolynom::operator\*(TPolynom& polynom) {

TPolynom res;

reset();

while (!ended()) {

TMonom curr1 = get\_current\_monom();

polynom.reset();

while (!polynom.ended()) {

TMonom curr2 = polynom.get\_current\_monom();

res.add\_monom(curr1 \* curr2);

polynom.next();

}

next();

}

polynom.reset();

reset();

return res;

}

double TPolynom::operator()(double x, double y, double z) {

double res = 0;

reset();

while (!ended()) {

res += get\_current\_monom()(x, y, z);

next();

}

reset();

return res;

}

TPolynom TPolynom::dif\_x() {

TPolynom res;

reset();

while (!ended()) {

res.add\_monom(get\_current\_monom().dif\_x());

next();

}

reset();

return res;

}

TPolynom TPolynom::dif\_y() {

TPolynom res;

reset();

while (!ended()) {

res.add\_monom(get\_current\_monom().dif\_y());

next();

}

reset();

return res;

}

TPolynom TPolynom::dif\_z() {

TPolynom res;

reset();

while (!ended()) {

res.add\_monom(get\_current\_monom().dif\_z());

next();

}

reset();

return res;

}

string TPolynom::get\_string() {

if (monoms->size() == 0) return "0.000000";

string res = "";

reset();

if (get\_curr() == nullptr) {

return res;

}

else {

res += get\_current\_monom().get\_string();

next();

while (!ended()) {

string monom = get\_current\_monom().get\_string();

if (monom[0] == '-') res += monom;

else res += "+" + monom;

next();

}

}

reset();

return res;

}

ostream& operator<<(ostream& out, TPolynom& monom) {

return out << monom.get\_string();

}

void TPolynom::reset() {

monoms->reset();

}

void TPolynom::next() {

monoms->next();

}

bool TPolynom::ended() {

return monoms->ended();

}

TNode<TMonom>\* TPolynom::get\_curr() {

return monoms->get\_curr();

}

TMonom TPolynom::get\_current\_monom() {

return monoms->get\_curr()->data;

}