МИНИСТЕРСТВО НАУКИ И ВЫСШЕГООБРАЗОВАНИЯ

РОССИЙСКОЙ ФЕДЕРАЦИИ

Федеральное государственное автономное образовательное учреждение высшего образования   
**«Национальный исследовательский   
Нижегородский государственный университет им. Н.И. Лобачевского»**

**(ННГУ)**

**Институт информационных технологий, математики и механики**

**ЛАБОРАТОРНАЯ РАБОТА**

на тему:

**«Полиномы»**

**Выполнил(а):** студент(ка) группы 3822Б1ФИ2

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ / Савченко М.П./

Подпись

**Проверил:** к.т.н, доцент каф. ВВиСП

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ / Кустикова В.Д./

Подпись

Нижний Новгород  
2023

**Содержание**

[Введение 3](#_Toc163541726)

[1 Постановка задачи 4](#_Toc163541727)

[2 Руководство пользователя 5](#_Toc163541728)

[2.1 Приложение для демонстрации работы связного списка 5](#_Toc163541729)

[2.2 Приложение для демонстрации работы полиномов 8](#_Toc163541730)

[3 Руководство программиста 10](#_Toc163541731)

[3.1 Описание алгоритмов 10](#_Toc163541732)

[3.1.1 Связный список 10](#_Toc163541733)

[3.1.2 Полиномы 13](#_Toc163541734)

[3.2 Описание программной реализации 15](#_Toc163541735)

[3.2.1 Описание класса TNode 15](#_Toc163541736)

[3.2.2 Описание класса TList 16](#_Toc163541737)

[3.2.3 Описание класса TRingList 21](#_Toc163541738)

[3.2.4 Описание класса TMonom 23](#_Toc163541739)

[3.2.5 Описание класса TPolynom 28](#_Toc163541740)

[Заключение 33](#_Toc163541741)

[Литература 34](#_Toc163541742)

[Приложения 35](#_Toc163541743)

[Приложение А. Реализация класса TNode 35](#_Toc163541744)

[Приложение Б. Реализация класса TList 36](#_Toc163541745)

[Приложение В. Реализация класса TRingList 42](#_Toc163541746)

[Приложение Г. Реализация класса TMonom 44](#_Toc163541747)

[Приложение Д. Реализация класса TPolynom 49](#_Toc163541748)

# Введение

Полиномы являются важным математическим объектом, широко применяемым в различных областях науки и техники. Они используются для аппроксимации функций, решения уравнений, моделирования и анализа данных. В данной лабораторной работе мы рассматриваем полиномы от трех переменных , которые представляют собой алгебраические выражения, составленные из суммы и произведения степенных функций переменных. Для удобства манипуляции и вычислений с такими полиномами необходимо реализовать соответствующую структуру данных.

В данном отчете представлена реализация класса, описывающего полиномы от трех переменных на языке программирования C++ с использованием связных списков. Класс позволяет удобно создавать, хранить, модифицировать и вычислять значения полиномов. Использование связных списков обеспечивает гибкую структуру хранения и управления полиномами любой степени и сложности.

# Постановка задачи

**Цель лабораторной работы:**

Целью данной лабораторной работы является разработка и реализация класса, описывающего полиномы от трех переменных (x, y, z) на основе односвязных списков на языке программирования C++. Разработанный класс должен предоставлять удобные средства для работы с полиномиальными выражениями, включая их создание, модификацию и выполнение операций над ними.

**Задачи лабораторной работы:**

1. Спроектировать и описать структуру звеньев односвязного списка, которая будет использоваться для представления мономов.
2. Разработать класс односвязного списка, который будет содержать методы для добавления, удаления и обхода элементов списка.
3. Создать класс монома, который будет представлять отдельные члены полинома и содержать информацию о степени переменных и их коэффициенте.
4. Реализовать операции для класса монома, такие как сложение, вычитание и умножение, взятие производной по переменной.
5. Разработать класс полинома, который будет содержать методы для создания, модификации и вычисления полиномиальных выражений.
6. Обеспечить возможность выполнения арифметических операций над полиномами, таких как сложение, вычитание и умножение.
7. Провести тестирование разработанных классов на различных входных данных, чтобы убедиться в их корректности и эффективности.
8. Описать процесс разработки, принятые решения и особенности реализации в отчете по лабораторной работе.

# Руководство пользователя

## Приложение для демонстрации работы связного списка

1. Запустите приложение с названием sample\_tringlist.exe. В результате появится окно, показанное ниже (). На выбор дается следующие действия: Insert – вставка элементов в список; Remove – удаление элемента из списка; Clear – удалить все элементы из списка; Next element – перейти на следующий элемент списка; Reset list – перейти на первый элемент списка; EXIT – выход из программы. Current показывает на каком элементе списка вы сейчас находитесь. Для выбора действия нажмите соответствующую клавишу.

![C:\Temp\SavchenkoMP\04_lab.Polynom_List\mp2-practice\SavchenkoMP\04_lab\doc\sample_tringlist\Screenshot_1.png](data:image/png;base64,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)

1. Основное окно программы.
2. При выборе действия Insert на (), окно примит вид, показанный ниже (). На выбор даются следующие действия: Insert First – вставка в начало списка; Insert Last - вставка в конец списка; Insert Before – вставка перед указанным элементом; Insert After – вставка после указанного элемента; Insert Before Current – вставка перед текущим элементом; Insert After Current - вставка после текущего элемента; Next element – перейти на следующий элемент списка; Reset list – перейти на первый элемент списка; EXIT – выйти в главное меню. Пример ввода резутьтат после нескольких попыток ввода можете увидеть можете увидеть на () и на () соответственно.
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1. Меню действия Insert.
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1. Пример добавления элемента в список.
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1. Пример результата после нескольких добавлений в список.
2. При выборе действия Remove на () вам будет предложено удалить элемент из списка. Ниже представлены пример ввода и пример результата на () и на () соответственно.

![](data:image/png;base64,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)

1. Пример удаления элемента из списка.
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1. Пример результата удаления элемента из списка.
2. При выборе действия Clear на () вам будет предложено очистить список, удалив все его элементы. Для очистки надо будет подтвердить действие, введя соответствующую клавишу. Пример ввода показан на ().
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1. Пример подтверждения очистки списка.
2. При выборе действия Next element будет произведено изменение текущего элемента на тот, который расположен от него справа. При применении этого действия на последнем элементе, текущим элементом станит первый из списка.
3. При выборе действия Next element будет произведено изменение текущего элемента на первый из списка.

## Приложение для демонстрации работы полиномов

1. Запустите приложение с названием sample\_tpolynom.exe. В результате появится окно, показанное ниже (). Вам будет предложено ввести два полинома и будет показан пример этих двух полиномов.
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1. Начало программы sample\_tpolynom.exe.
2. При вводе двух полиномов будут показаны результаты всех операций над ними, показаные на (). При вводе некорректного выражения будет выдана ошибка.
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1. Пример операций над двумя полиномами.
2. Далее вам будет предложенно ввести дначения x, y, z, для получения значения полиномов в данной точке (). Введите эти значения и ознакомьтесь с результатом ().

![D:\UNN\My_Projects\04_lab.Polynom\mp2-practice\SavchenkoMP\04_lab\doc\sample_tpolynom\Screenshot_3.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALYAAAAiCAYAAADyByNRAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAMiSURBVHhe7ZrrsYMgEEZTQOzGXuzERqzEPtJNCuAKuLjgqrwyidzvx5nJA4HdPSCT+Hg+nwqA1oDYoEkgNmiSJsTux1m9Xi/LNIht7kDXj2qmOBbmsRfbgWuM2F3Xq3HeEpqT1GH6fiGM4DcVu+sGNS15n4ZO/B6k8SCpS6WE2GXY3XpSQwexa7CIHbdTaHHdjj6Pql8L4B0DOJGC2YLOauy38aXPvPEPBJDEpoXL4+uGyYtBcxSfaS/c0VJ21v31+/nnik3HF76p2FjqLJLY+uQi5VYT5te1C2pzhDmKUFGPimW+Z8KE7+mznB2bJsyvNYIGi4fPzYwvBJgr9lV8Ur+xXMVnXgdFtcSLyUWrKZ3mcP6Z+bjC1EboO0tsjemQkso6tju6tGL9xOeKreGFlkQMkXZcjZTwK7Fj4rPy5e2AUq5ic5qCzeGkpkDCGvj5uq5PLjYv+Tng7H4VoaOJC8QkfBXewy9Midg8IFEEaQ61xI6Mz8q9fpewW0mLUJxTodjUp5SXUvhCNPP8wBga7VCtBSP+3GeTvAYi7C4SJWJrKCgjgnfHsAXjfUuyaGrt2Gc4gSLlloSVxiwVm2LXeUxZeLFQffU4te8ImrDupYhimyQxcWKSFV6TCgU2TEHBjQSbmPQ+VmwNn78VyL8+VYajcSSkhWnGC+ZfIrbJ3XptmC/XhvKWO8a62c3LcUe6vqT/mNhT70gPV2hOmHTqlLcJCrtrkyCK5mzitnDU9yL+sMx5bSfOTcPG92NcEqjfs3HO4hO/i0wusRX9+PpcsSk3uztS8JnGLKiEuxPH5eGkrjn9x9TPaxeZe3HHBm1i7jS5O/YqVrhYOCX91wZi/wO2O1a+dGdHzRr91wZig1PsLvxb0sYAsUGTQGzQJBAbNAnEBk0CsUGTQGzQJO6fx91fvjf7eQcAjtmxrdz2r1D+OmwMwF1wRxH7z1L687y75yCIxOcpAKiJEzv1IRMAfhl/x57Sn+fFjg1+EXvGjnieF4A78Uh5nvcTvN/vU6RrALjCHUW+hSQzR7oGgCsgNmgSiA2a5OtiA/AJIDZokKf6A1l+xYCiM3hfAAAAAElFTkSuQmCC)

1. Ввод координат точки.
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1. Значение полиномов в введенной точке.

# Руководство программиста

## Описание алгоритмов

### Связный список

Односвязный список (или просто "связанный список") - это базовая структура данных в информатике. Он состоит из: узлов, каждый из которых содержит данные (data) и указатель на следующий узел в списке (pNext); указателя на первый узел списка (pFirst); указателя на адресс остановки (pStop). Обозначается он на диаграме таким образом:

Односвязный список поддерживает операции, такие как поиск элемента по значению, добавление элемента в начало или конец списка, добавление элемента перед заданным элементом или после него, удаление элемента из списка.

**Узел**

Узел состоит из следующих полей: data – хранящиеся данные любого типа, pNext – указатель на следующий. Последний узел списска указывает на адресс остановки pStop, как правило на NULL. Узел и последний узел будем обозначать соответственно следующем образом:
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**Операция поиска узла по значению**

1. Начинаем обход по списку с первого звена (pFirst).
2. Если дошли до конца списка, то возвращаем конец списка (pStop).
3. Если значение расматреваемого узла равно тому, который ищется, то возвращаем этот узел, иначе рассматриваем следуещий узел и начинаем алгоритм с пункта 2.

**Операция добавления узла в начало списка**

1. Создаем улез (pNode), указывающий на первый улез списка (pFirst).
2. Делаем делаем созданный узел первым узлом списка (pFirst).

Пример:
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Добавление узла с значением 0 в начало списка:
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**Операция добавления узла в конец списка**

1. Создаем улез (pNode), указывающий на конец списка (pStop).
2. Если список пустой, добавляем узел в начало списка.
3. Иначе идем по списку с начала, пока не найдем последний узел в списке.
4. Указываем последний узел на на созданный узел (pNode)

Пример:
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Добавление узла с значением 0 в начало списка:
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**Операция добавления узла перед узлом с заданным значением**

1. Создаем улез (pNode).
2. Если список пустой, заканчиваем операцию (далее КОНЕЦ) или выдаем ошибку.
3. Если первый элемент узла с заданным значением, то вставляем pNode в начало списка, КОНЕЦ.
4. Идем по списку с начала (tmp), рассматривая следующий по списку узел (tmp->pNext).
5. Если значение у tmp->pNext совпало с заданным, то pNode указываем на tmp->pNext, а tmp указываем на pNode, КОНЕЦ.
6. Иначе если дошли до конца списка и не нашли заданное значение, то КОНЕЦ или выдаем ошибку.

Пример:
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Добавление узла с значением 0 перед узлом с значением 2:
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Операция добавления узла после узла с заданным значением

1. Создаем улез (pNode).
2. Если список пустой, КОНЕЦ или выдаем ошибку.
3. Идем по списку с начала, рассматривая данный узел (tmp).
4. Если значение tmp совпадает с заданным значением, то pNode указываем на следующий узел (tmp->pNext), а tmp указываем на pNode, КОНЕЦ.
5. Если дошли до конца списка и tmp совпадает с заданным значением, то pNode добавляем в конец списка, КОНЕЦ.
6. Иначе звено не найдено, КОНЕЦ или выдаем ошибку.

Пример:
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Добавление узла с значением 0 после узла с значением 2:
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Операция удаления узла из списка по значению

1. Если список пуст, то КОНЕЦ.
2. Если первый элемент из списка (pFirst) равен искомому, то запоминаем следущиее звено (tmp = pFirst->pNext), удаляем pFirst и приравниваем pFirst к tmp, КОНЕЦ.
3. Иначе идем по списку с начала (tmp), рассматривая следующий по списку узел (tmp->pNext). Если tmp->pNext равен искомому, то запоминаем узел tmp->pNext->pNext, удаляем tmp->pNext, указываем tmp на tmp->pNext->pNext, КОНЕЦ.
4. Если tmp – последний узел списка, то искомый узел не найден, КОНЕЦ.

Пример:
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Удаление узла с значением 2:
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### Полиномы

В данной работе полиномом является связный упорядоченный список из мономов трех переменных. Поддерживаются операции сложения, вычитания, умножения, согласно математическим правилам.

**Мономы**

Моном – это математическое выражение, состоящее из одного члена. В общем виде имеет вид , где

* – коэффициент, принимающее любое действительное значение.
* – переменные.
* – неотрицательные степени переменных,

**Операция сложения полиномов**

Пример:

**Операция вычитания полиномов**

Пример:

**Операция произведения полиномов**

Пример:

## Описание программной реализации

![](data:image/png;base64,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)

### Описание класса TNode

template <typename T>

struct TNode {

T key;

TNode<T>\* pNext;

TNode() : key(), pNext(nullptr) {};

TNode(const T& data) : key(data), pNext(nullptr) {};

TNode(TNode<T>\* \_pNext) : key(), pNext(\_pNext) {};

TNode(const T& data, TNode<T>\* \_pNext) : key(data), pNext(\_pNext) {};

};

Назначение: представление звена списка.

**Поля:**

key – данные, хранящиеся в звене.

pNext – указатель на следующее звено.

**Конструкторы:**

TNode();

Назночение: конструктор по умолчанию.

TNode(const T& data);

Назночение: конструктор с параметром.

Входные параметры: data – данные для хранения в звене.

TNode(TNode<T>\* \_pNext);

Назночение: конструктор с параметром.

Входные параметры: \_pNext – указатель на следующее звено.

TNode(const T& data, TNode<T>\* \_pNext);

Назночение: конструктор с параметрами.

Входные параметры: data – данные для хранения в звене, \_pNext – указатель на следующее звено.

### Описание класса TList

template <typename T>

class TList {

protected:

TNode<T>\* pFirst;

TNode<T>\* pLast;

TNode<T>\* pCurr;

TNode<T>\* pStop;

public:

TList();

TList(TNode<T>\* \_pFirst);

TList(const TList<T>& obj);

virtual ~TList();

virtual TNode<T>\* Search(const T& data);

virtual void InsertFirst(const T& data);

virtual void InsertLast(const T& data);

virtual void InsertBefore(const T& data, const T& before);

virtual void InsertAfter(const T& data, const T& after);

virtual void InsertBefore(const T& data);

virtual void InsertAfter(const T& data);

virtual void Remove(const T& data);

virtual void Clear();

virtual size\_t GetSize() const;

virtual bool IsFull() const;

virtual bool IsEmpty() const;

virtual void Reset();

virtual TNode<T>\* GetCurrent() const;

virtual void Next(const int count = 1);

virtual bool IsEnded() const;

virtual TNode<T>\* first() const;

virtual TNode<T>\* last() const;

virtual TNode<T>\* stop() const;

};

Назначение: стуртура данных «Односвязный список».

**Поля:**

pFirst – указатель на первый элемент.

pLast – указатель на последний элемент.

pCurr – указатель на текущий элемент.

pStop – указатель на конец списка.

**Конструкторы:**

TList();

Назночение: конструктор по умолчанию.

TList(TNode<T>\* \_pFirst);

Назночение: конструктор преобразования типа.

Входные параметры: \_pFirst – указатель на первое звено.

TList(const TList<T>& obj);

Назночение: конструктор копирования.

Входные параметры: obj – копируемый односвязный список.

virtual ~TList();

Назночение: деструктор.

**Методы:**

virtual TNode<T>\* Search(const T& data);

Назночение: поиск звена в списке по ключю.

Входные параметры: data – искомый ключ.

Выходные параметры: указатель на найденное звено в списке.

virtual void InsertFirst(const T& data);

Назночение: вставка в начало списка.

Входные параметры: data – вставляемые данные.

virtual void InsertLast(const T& data);

Назночение: вставка в конец списка.

Входные параметры: data – вставляемые данные.

virtual void InsertBefore(const T& data, const T& before);

Назночение: вставка перед заданным элементом.

Входные параметры: data – вставляемые данные, before – элемент, перед которым должна произойти вставка.

virtual void InsertAfter(const T& data, const T& after);

Назночение: вставка после заданного элемента.

Входные параметры: data – вставляемые данные, before – элемент, после которого должна произойти вставка.

virtual void InsertBefore(const T& data);

Назночение: вставка перед текущем элементом.

Входные параметры: data – вставляемые данные.

virtual void InsertAfter(const T& data);

Назночение: вставка после текущего элемента.

Входные параметры: data – вставляемые данные.

virtual void Remove(const T& data);

Назночение: удаление элемента из списка.

Входные параметры: data – удаляеммые данные.

virtual void Clear();

Назночение: удаление всех звеньев списка.

virtual size\_t GetSize() const;

Назночение: получение количества звеньев в списке.

Выходные параметры: количества звеньев в списка.

virtual bool IsFull() const;

Назночение: проверка на заполненность памяти.

Выходные параметры: true или false.

virtual bool IsEmpty() const;

Назночение: проверка, пуст ли список.

Выходные параметры: true или false.

virtual void Reset();

Назночение: переход в начало списка.

virtual TNode<T>\* GetCurrent() const;

Назночение: получение текущего звена списка.

Выходные параметры: ссылка на текущее звено списка.

virtual void Next(const int count = 1);

Назночение: переход на следующее звено списка.

Входные параметры: count – количество переходов.

virtual bool IsEnded() const;

Назночение: проверка, является ли текущее звено концом списка.

Выходные параметры: true или false.

virtual TNode<T>\* first() const;

Назночение: получение указателя на первое звено списка.

Выходные параметры: указатель на первое звено списка.

virtual TNode<T>\* last() const;

Назночение: получение указателя на последнее звено списка.

Выходные параметры: указатель на последнее звено списка.

virtual TNode<T>\* stop() const;

Назночение: получение указателя на конец списка.

Выходные параметры: указатель на конец списка.

### Описание класса TRingList

template <typename T>

class TRingList : public TList<T> {

private:

TNode<T>\* pHead;

public:

TRingList();

TRingList(TNode<T>\* \_pFirst);

TRingList(const TRingList<T>& rlist);

virtual ~TRingList();

void InsertFirst(const T& data);

};

Назначение: стуртура данных «Односвязный список закольцованный».

**Поля:**

pHead – фиктивное звено для закальцовывания списка.

**Конструкторы:**

TRingList();

Назночение: конструктор по умолчанию.

TRingList(TNode<T>\* \_pFirst);

Назночение: конструктор преобразования типа.

Входные параметры: \_pFirst – указатель на первое звено.

TRingList(const TRingList<T>& rlist);

Назночение: конструктор копирования.

Входные параметры: rlist – копируемый список.

virtual ~TRingList();

Назночение: деструктор.

**Методы:**

void InsertFirst(const T& data);

Назночение: вставка в начало списка.

Входные параметры: data – вставляемые данные.

### Описание класса TMonom

class TMonom{

private:

double coeff;

int degree;

public:

TMonom();

TMonom(const TMonom& monom);

TMonom(double \_coeff, int \_degree);

TMonom(double \_coeff, int degX, int degY, int degZ);

double get\_coeff() const;

int get\_degree() const;

int get\_degX() const;

int get\_degY() const;

int get\_degZ() const;

void set\_coeff(double \_coeff);

void set\_degree(int \_degree);

void set\_degree(int degX, int degY, int degZ);

double value(double x, double y, double z);

virtual bool operator<(const TMonom& monom) const;

virtual bool operator>(const TMonom& monom) const;

virtual bool operator<=(const TMonom& monom) const;

virtual bool operator>=(const TMonom& monom) const;

virtual bool operator==(const TMonom& monom) const;

virtual bool operator!=(const TMonom& monom) const;

const TMonom& operator=(const TMonom& data);

TMonom operator\*(const TMonom& monom) const;

TMonom dif\_x() const;

TMonom dif\_y() const;

TMonom dif\_z() const;

string get\_string() const;

friend ostream& operator<<(ostream& out, const TMonom& monom);

};

Назначение: представление монома.

**Поля:**

coeff – коэффициент монома.

degree – свертка степеней монома.

**Конструкторы:**

TMonom();

Назночение: конструктор по умолчанию.

TMonom(const TMonom& monom);

Назночение: конструктор копирования.

Входные параметры: monom – копируемый моном.

TMonom(double \_coeff, int \_degree);

Назночение: конструктор с параметрами.

Входные параметры: \_coeff – коэффициент монома, \_degree – свертка степеней монома.

TMonom(double \_coeff, int degX, int degY, int degZ);

Назночение: конструктор с параметрами.

Входные параметры: \_coeff – коэффициент монома, degX,degY,degZ – степени соответствующих переменных.

**Методы:**

double get\_coeff() const;

Назночение: получение значения коэффициента монома.

Выходные параметры: значение коэффициента монома.

int get\_degree() const;

Назночение: получение значения свертки степеней монома.

Выходные параметры: значение свертки степеней монома

int get\_degX() const;

Назночение: получение значения степени переменной X.

Выходные параметры: значение степени переменной X.

int get\_degY() const;

Назночение: получение значения степени переменной Y.

Выходные параметры: значение степени переменной Y.

int get\_degZ() const;

Назночение: получение значения степени переменной Z.

Выходные параметры: значение степени переменной Z.

void set\_coeff(double \_coeff);

Назночение: задание коэффициента монома.

Входные параметры: \_coeff - коэффициент монома.

void set\_degree(int \_degree);

Назночение: задание свертки степеней монома.

Входные параметры: \_degree – свертка степени монома.

void set\_degree(int degX, int degY, int degZ);

Назночение: задание свертки степеней монома.

Входные параметры: degX,degY,degZ – степени соответствующих переменных.

double value(double x, double y, double z);

Назночение: получение значения монома в точке.

Входные параметры: x,y,z – координаты точки.

Выходные параметры: значение монома в точке

virtual bool operator<(const TMonom& monom) const;

Назночение: операция сравнения “<”.

Входные параметры: monom – сравниваемый моном.

Выходные параметры: true или false.

virtual bool operator>(const TMonom& monom) const;

Назночение: операция сравнения “>”.

Входные параметры: monom – сравниваемый моном.

Выходные параметры: true или false.

virtual bool operator<=(const TMonom& monom) const;

Назночение: операция сравнения “<=”.

Входные параметры: monom – сравниваемый моном.

Выходные параметры: true или false.

virtual bool operator>=(const TMonom& monom) const;

Назночение: операция сравнения “>=”.

Входные параметры: monom – сравниваемый моном.

Выходные параметры: true или false.

virtual bool operator==(const TMonom& monom) const;

Назночение: операция сравнения “==”.

Входные параметры: monom – сравниваемый моном.

Выходные параметры: true или false.

virtual bool operator!=(const TMonom& monom) const;

Назночение: операция сравнения “!=”.

Входные параметры: monom – сравниваемый моном.

Выходные параметры: true или false.

const TMonom& operator=(const TMonom& data);

Назночение: оператор присваивания монома.

Входные параметры: data – присваемый моном.

Выходные параметры: ссылка на себя.

TMonom operator\*(const TMonom& monom) const;

Назночение: оператор умножения мономов.

Входные параметры: monom – моном, на который происходит умножение.

Выходные параметры: результат умножения мономов.

TMonom dif\_x() const;

Назночение: взятие производной монома по X.

Выходные параметры: производная монома по X.

TMonom dif\_y() const;

Назночение: взятие производной монома по Y.

Выходные параметры: производная монома по Y.

TMonom dif\_z() const;

Назночение: взятие производной монома по Z.

Выходные параметры: производная монома по Z.

string get\_string() const;

Назночение: преобразование монома в строку.

Выходные параметры: сформированная строка монома.

friend ostream& operator<<(ostream& out, const TMonom& monom);

Назночение: вывод строки монома.

Входные параметры: out – поток вывода, monom – выводящийся моном.

Выходные параметры: поток вывода.

### Описание класса TPolynom

class TPolynom {

private:

TRingList<TMonom>\* monoms;

static map<string, int> priority;

void Parse(string& name);

void ToMonoms(vector<string>& lexems);

void AddMonom(const TMonom& m);

public:

TPolynom();

TPolynom(const string& \_name);

TPolynom(const TRingList<TMonom>& ringlist);

TPolynom(const TPolynom& polynom);

~TPolynom();

const TPolynom& operator=(const TPolynom& polynom);

const TPolynom operator+(const TPolynom& polynom) const;

const TPolynom operator-() const;

const TPolynom operator-(const TPolynom& polynom) const;

const TPolynom operator\*(const TPolynom& polynom) const;

double operator()(double x, double y, double z) const;

TPolynom dif\_x() const;

TPolynom dif\_y() const;

TPolynom dif\_z() const;

string get\_string() const;

friend ostream& operator<<(ostream& out, const TPolynom& polynom);

private:

bool IsOperator(const string& isopr) const;

bool IsConst(const string& isopd) const;

bool IsVariable(const string& str) const;

int FindOperator(const string& name, int pos = 0) const;

void ConvertInfix(string& name);

void CorrectnessCheck(const string& name) const;

};

Назначение: представление полинома.

**Поля:**

monoms – указатель на односвязный кольцевой список мономов.

priority – список арифметических операций с их приоритетами.

**Конструкторы:**

TPolynom();

Назночение: конструктор по умолчанию

TPolynom(const string& \_name);

Назночение: конструктор с параметром.

Входные параметры: \_name – строка полинома.

TPolynom(const TRingList<TMonom>& ringlist);

Назночение: конструктор преобразования типа

Входные параметры: ringlist - односвязный кольцевой список мономов.

TPolynom(const TPolynom& polynom);

Назночение: конструктор копирования.

Входные параметры: polynom – копируемый полином.

~TPolynom();

Назночение: деструктор.

**Методы:**

const TPolynom& operator=(const TPolynom& polynom);

Назночение: оператор присваивания полинома.

Входные параметры: polynom – присваиваемый полином.

Выходные параметры: ссылка на себя.

const TPolynom operator+(const TPolynom& polynom) const;

Назночение: оператор сложения полиномов.

Входные параметры: polynom – прибавляемый полином.

Выходные параметры: результат сложения полиномов.

const TPolynom operator-() const;

Назночение: оператор унарного минуса.

Выходные параметры: результат унарного минуса.

const TPolynom operator-(const TPolynom& polynom) const;

Назночение: оператор вычитания полиномов.

Входные параметры: polynom – вычитаемый полином.

Выходные параметры: результат вычитания полиномов

const TPolynom operator\*(const TPolynom& polynom) const;

Назночение: оператор произведения полиномов.

Входные параметры: polynom – полином, на который умножают.

Выходные параметры: результат произведения полиномов

double operator()(double x, double y, double z) const;

Назночение: получение значения полинома в точке.

Входные параметры: x,y,z – координаты точки.

Выходные параметры: значение полинома в точке

TPolynom dif\_x() const;

Назночение: взятие производной полинома по X.

Выходные параметры: производная полинома по X.

TPolynom dif\_y() const;

Назночение: взятие производной полинома по Y.

Выходные параметры: производная полинома по Y.

TPolynom dif\_z() const;

Назночение: взятие производной полинома по Z.

Выходные параметры: производная полинома по Z.

string get\_string() const;

Назночение: преобразование полинома в строку.

Выходные параметры: сформированная строка полинома.

friend ostream& operator<<(ostream& out, const TPolynom& polynom);

Назночение: вывод строки полинома.

Входные параметры: out – поток вывода, monom – выводящийся полином.

Выходные параметры: поток вывода.

**Служебные методы:**

void Parse(string& name);

Назночение: анализ строки инфиксной формы арифметического выражения.

Входные параметры: name – строка инфиксной формы арифметического выражения.

void ToMonoms(vector<string>& lexems);

Назночение: анализ массива лексем инфиксной формы арифметического выражения для выделения отдельных мономов.

Входные параметры: lexems - лексемы инфиксной формы арифметического выражения.

void AddMonom(const TMonom& m);

Назночение: упорядоченное добавление монома в полином.

Входные параметры: m – добавляемый моном.

bool IsOperator(const string& isopr) const;

Назначение: проверка строки, является ли она доступным оператором.

Входные параметры: isopr – проверяемая строка.

Выходные параметры: true или false.

bool IsConst(const string& isopd) const;

Назночение: проверка строки, является ли она константой, но не операндом.

Входные параметры: isopd – проверяемая строка.

Выходные параметры: true или false.

bool IsVariable(const string& str) const;

Назночение: проверка строки, является ли она доступной переменной.

Входные параметры: str – проверяемая строка.

Выходные параметры: true или false.

int FindOperator(const string& name, int pos = 0) const;

Назначение: поиск первого встречного оператора.

Входные параметры: name – строка, в которой происходит поиск, pos – начальная позиция поиска.

Выходные параметры: индекс первого встречного оператора.

void ConvertInfix(string& name);

Назночение: корректирование строки инфиксной формы арифметического выражения (избавление от пробелов; добавление отсутствующих операторов умножения на скобки; избавление от сокращенной записи действительных констант).

Входные параметры: name – корректируемая строка.

void CorrectnessCheck(const string& name) const;

Назночение: проверка инфиксной формы арифметического выражения на наличие критических ошибок в ее записи.

Входные параметры: name – проверяемая строка.

# Заключение

В результате выполнения лабораторной работы был разработан и реализован класс, описывающий полиномы от трех переменных (x, y, z) на основе односвязных списков на языке программирования C++. Этот класс предоставляет удобные средства для работы с полиномиальными выражениями, включая создание, модификацию и выполнение операций над ними.

В процессе работы были успешно выполнены все поставленные задачи. Была спроектирована и описана структура звеньев односвязного списка, разработан класс односвязного списка с необходимыми методами, создан класс монома для представления отдельных членов полинома, а также реализован класс полинома с возможностью выполнения арифметических операций над ними.

Тестирование разработанных классов показало их корректность и эффективность при обработке различных входных данных.

Данная лабораторная работа позволила углубить понимание структур данных и алгоритмов, а также приобрести практические навыки в разработке классов и их применении для решения задач вычислительной математики.

В будущем возможно расширение функциональности разработанных классов, включая поддержку дополнительных операций над полиномами и оптимизацию алгоритмов для улучшения производительности.
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# Приложения

## Приложение А. Реализация класса TNode

#include <iostream>

using namespace std;

template <typename T>

struct TNode {

T key;

TNode<T>\* pNext;

TNode() : key(), pNext(nullptr) {};

TNode(const T& data) : key(data), pNext(nullptr) {};

TNode(TNode<T>\* \_pNext) : key(), pNext(\_pNext) {};

TNode(const T& data, TNode<T>\* \_pNext) : key(data), pNext(\_pNext)

};

## Приложение Б. Реализация класса TList

#include "tnode.h"

template <typename T>

class TList {

protected:

TNode<T>\* pFirst;

TNode<T>\* pLast;

TNode<T>\* pCurr;

TNode<T>\* pStop;

public:

TList();

TList(TNode<T>\* \_pFirst);

TList(const TList<T>& obj);

virtual ~TList();

virtual TNode<T>\* Search(const T& data);

virtual void InsertFirst(const T& data);

virtual void InsertLast(const T& data);

virtual void InsertBefore(const T& data, const T& before);

virtual void InsertAfter(const T& data, const T& after);

virtual void InsertBefore(const T& data);

virtual void InsertAfter(const T& data);

virtual void Remove(const T& data);

virtual void Clear();

virtual size\_t GetSize() const;

virtual bool IsFull() const;

virtual bool IsEmpty() const;

virtual void Reset();

virtual TNode<T>\* GetCurrent() const;

virtual void Next(const int count = 1);

virtual bool IsEnded() const;

virtual TNode<T>\* first() const;

virtual TNode<T>\* last() const;

virtual TNode<T>\* stop() const;

};

template <typename T>

TList<T>::TList() {

pStop = nullptr;

pFirst = pStop;

pLast = pStop;

pCurr = pStop;

}

template <typename T>

TList<T>::TList(TNode<T>\* \_pFirst) {

pStop = nullptr;

pFirst = \_pFirst;

if (pFirst == pStop) {

pLast = pStop;

pCurr = pStop;

return;

}

TNode<T>\* tmp = pFirst;

while (tmp->pNext != pStop)

tmp = tmp->pNext;

pLast = tmp;

}

template <typename T>

TList<T>::TList(const TList<T>& obj) {

if (obj.pFirst == obj.pStop) {

pStop = nullptr;

pFirst = pStop;

pLast = pStop;

pCurr = pFirst;

return;

}

pFirst = new TNode<T>(obj.pFirst->key);

TNode<T>\* tmp = obj.pFirst;

TNode<T>\* pNode = pFirst;

while (tmp->pNext != obj.pStop) {

pNode->pNext = new TNode<T>(tmp->pNext->key);

pNode = pNode->pNext;

tmp = tmp->pNext;

}

pLast = pNode;

pStop = pLast->pNext;

pCurr = pFirst;

}

template <typename T>

TList<T>::~TList() {

Clear();

}

template <typename T>

TNode<T>\* TList<T>::Search(const T& data) { // if (obj.Search(data) == obj.stop) - NOT FOUND

TNode<T>\* tmp = pFirst;

while (tmp != pStop && tmp->key != data)

tmp = tmp->pNext;

return tmp;

}

template <typename T>

void TList<T>::InsertFirst(const T& data) {

TNode<T>\* tmp = new TNode<T>(data, pFirst);

if (pFirst == pStop) pLast = tmp;

pFirst = tmp;

if (pCurr == pStop) Reset();

}

template <typename T>

void TList<T>::InsertLast(const T& data) {

if (pFirst == pStop) {

InsertFirst(data);

return;

}

TNode<T>\* tmp = new TNode<T>(data, pStop);

pLast->pNext = tmp;

pLast = pLast->pNext;

if (pCurr == pStop) Reset();

}

template <typename T>

void TList<T>::InsertBefore(const T& data, const T& before) {

TNode<T>\* pBefore = nullptr;

TNode<T>\* pNode = pFirst;

while (pNode != pStop && pNode->key != before) {

pBefore = pNode;

pNode = pNode->pNext;

}

if (pNode == pStop) {

string exp = "Error: key not found";

throw exp;

}

if (pNode == pFirst) {

InsertFirst(data);

return;

}

TNode<T>\* tmp = new TNode<T>(data, pNode);

pBefore->pNext = tmp;

if (pCurr == pStop) Reset();

}

template <typename T>

void TList<T>::InsertAfter(const T& data, const T& after) {

TNode<T>\* pNode = Search(after);

if (pNode == pStop) {

string exp = "Error: key not found";

throw exp;

}

if (pNode == pLast) {

InsertLast(data);

return;

}

TNode<T>\* tmp = new TNode<T>(data, pNode->pNext);

pNode->pNext = tmp;

if (pCurr == pStop) Reset();

}

/////////////////////////////////

template <typename T>

void TList<T>::InsertBefore(const T& data) {

if (pCurr == pStop) {

string exp = "Error: pCurrent is not installed, use Reset() and Next()";

throw exp;

}

if (pCurr == pFirst) {

InsertFirst(data);

return;

}

TNode<T>\* before = pFirst;

while (before->pNext != pCurr)

before = before->pNext;

TNode<T>\* tmp = new TNode<T>(data, pCurr);

before->pNext = tmp;

}

template <typename T>

void TList<T>::InsertAfter(const T& data) {

if (pCurr == pStop) {

string exp = "Error: pCurrent is not installed, use Reset() and Next()";

throw exp;

}

if (IsEnded()) {

InsertLast(data);

return;

}

TNode<T>\* tmp = new TNode<T>(data, pCurr->pNext);

pCurr->pNext = tmp;

}

/////////////////////////////////

template <typename T>

void TList<T>::Remove(const T& data) {

if (pFirst == pStop) {

string exp = "Error: list is empty";

throw exp;

}

TNode<T>\* pNode = pFirst, \*pPrev = nullptr;

while (pNode->pNext != pStop && pNode->key != data) {

pPrev = pNode;

pNode = pNode->pNext;

}

if (pNode->pNext == pStop && pNode->key != data) {

string exp = "Error: key not found";

throw exp;

}

if (pCurr == pNode) Reset();

if (pPrev == nullptr) {

pFirst = pNode->pNext;

delete pNode;

return;

}

pPrev->pNext = pNode->pNext;

delete pNode;

}

template <typename T>

void TList<T>::Clear() {

TNode<T>\* tmp = pFirst;

while (pFirst != pStop) {

pFirst = tmp->pNext;

delete tmp;

tmp = pFirst;

}

pLast = pStop;

pCurr = pStop;

}

template <typename T>

size\_t TList<T>::GetSize() const {

size\_t size = 0;

TNode<T>\* tmp = pFirst;

while (tmp != pStop) {

tmp = tmp->pNext;

++size;

}

return size;

}

template <typename T>

bool TList<T>::IsFull() const {

TNode<T>\* tmp = new TNode<T>;

if (tmp != pStop) {

return false;

}

else {

return true;

}

}

template <typename T>

bool TList<T>::IsEmpty() const {

if (pFirst == pStop) return true;

else return false;

}

template <typename T>

void TList<T>::Reset() {

pCurr = pFirst;

}

template <typename T>

TNode<T>\* TList<T>::GetCurrent() const {

return pCurr;

}

template <typename T>

void TList<T>::Next(const int count) {

if (count <= 0) {

string exp = "Error: count can't be less than 0";

throw exp;

}

for (int i = 0; i < count; i++) {

if (!IsEnded() || pCurr != pStop) pCurr = pCurr->pNext;

else Reset();

}

}

template <typename T>

bool TList<T>::IsEnded() const {

if (pCurr == pStop) return true;

//if (pCurr->pNext == pStop) return true;

else return false;

}

template <typename T>

TNode<T>\* TList<T>::first() const {

return pFirst;

}

template <typename T>

TNode<T>\* TList<T>::last() const {

return pLast;

}

template <typename T>

TNode<T>\* TList<T>::stop() const {

return pStop;

}

## Приложение В. Реализация класса TRingList

#include <iostream>

#include "tlist.h"

using namespace std;

template <typename T>

class TRingList : public TList<T> {

private:

TNode<T>\* pHead;

public:

TRingList();

TRingList(TNode<T>\* \_pFirst);

TRingList(const TRingList<T>& rlist);

virtual ~TRingList();

void InsertFirst(const T& data);

};

template <typename T>

TRingList<T>::TRingList() {

pHead = new TNode<T>();

pHead->pNext = pHead;

pStop = pHead;

pFirst = pHead; // nullptr

pLast = pHead;

pCurr = pHead;

} // !!! IF pFirst = nullptr (etc.), THEN WHOLE PROJECT BREAKS DOWN !!!

template <typename T>

TRingList<T>::TRingList(TNode<T>\* \_pFirst) : TList(\_pFirst) {

pHead = new TNode<T>();

pHead->pNext = pHead;

pStop = pHead;

if (pFirst == nullptr) {

pFirst = pHead; //nullptr

pLast = pHead;

pCurr = pHead;

}

else {

TNode<T>\* tmp = pFirst;

pHead->pNext = pFirst;

while (tmp->pNext != nullptr) {

tmp = tmp->pNext;

}

tmp->pNext = pHead;

pLast = tmp;

}

}

template <typename T>

TRingList<T>::TRingList(const TRingList<T>& rlist) {

pHead = new TNode<T>();

pHead->pNext = pHead;

pStop = pHead;

if (rlist.pFirst == rlist.pStop) { //nullptr

pFirst = pHead; // nullptr

pLast = pHead;

pCurr = pHead;

}

else {

pFirst = new TNode<T>(rlist.pFirst->key);

TNode<T>\* tmp = rlist.pFirst;

TNode<T>\* pNode = pFirst;

pHead->pNext = pFirst;

while (tmp->pNext != rlist.pStop) {

pNode->pNext = new TNode<T>(tmp->pNext->key);

pNode = pNode->pNext;

tmp = tmp->pNext;

}

pLast = pNode;

pLast->pNext = pStop;

pCurr = pFirst;

}

}

template <typename T>

TRingList<T>::~TRingList() {

if (pStop) delete pStop;

}

template <typename T>

void TRingList<T>::InsertFirst(const T& data) {

TNode<T>\* tmp = new TNode<T>(data, pFirst);

if (pFirst == pStop) pLast = tmp;

pFirst = tmp;

pHead->pNext = pFirst;

if (pCurr == pStop) Reset();

}

## Приложение Г. Реализация класса TMonom

#include <iostream>

#include <string>

using namespace std;

class TMonom{

private:

double coeff;

int degree;

public:

TMonom();

TMonom(const TMonom& monom);

TMonom(double \_coeff, int \_degree);

TMonom(double \_coeff, int degX, int degY, int degZ);

double get\_coeff() const;

int get\_degree() const;

int get\_degX() const;

int get\_degY() const;

int get\_degZ() const;

void set\_coeff(double \_coeff);

void set\_degree(int \_degree);

void set\_degree(int degX, int degY, int degZ);

double value(double x, double y, double z);

virtual bool operator<(const TMonom& monom) const;

virtual bool operator>(const TMonom& monom) const;

virtual bool operator<=(const TMonom& monom) const;

virtual bool operator>=(const TMonom& monom) const;

virtual bool operator==(const TMonom& monom) const;

virtual bool operator!=(const TMonom& monom) const;

const TMonom& operator=(const TMonom& data);

TMonom operator\*(const TMonom& monom) const;

TMonom dif\_x() const;

TMonom dif\_y() const;

TMonom dif\_z() const;

string get\_string() const;

friend ostream& operator<<(ostream& out, const TMonom& monom);

};

TMonom::TMonom() {

coeff = 0;

degree = -1;

}

TMonom::TMonom(const TMonom& monom) {

coeff = monom.coeff;

degree = monom.degree;

}

TMonom::TMonom(double \_coeff, int \_degree) {

if (\_degree > 999 || \_degree < 0) {

string exp = "Error: degree must be in [0, 999]";

throw exp;

}

coeff = \_coeff;

degree = \_degree;

}

TMonom::TMonom(double \_coeff, int degX, int degY, int degZ) {

if (degX < 0 || degY < 0 || degZ < 0 || degX > 9 || degY > 9 || degZ > 9) {

string exp = "Error: x,y,z must be in [0, 9]";

throw exp;

}

coeff = \_coeff;

degree = 100 \* degX + 10 \* degY + degZ;

}

double TMonom::get\_coeff() const {

return coeff;

}

int TMonom::get\_degree() const {

return degree;

}

int TMonom::get\_degX() const {

int degX = degree / 100;

return degX;

}

int TMonom::get\_degY() const {

int degY = (degree / 10) % 10;

return degY;

}

int TMonom::get\_degZ() const {

int degZ = degree % 10;

return degZ;

}

void TMonom::set\_coeff(double \_coeff) {

coeff = \_coeff;

}

void TMonom::set\_degree(int \_degree) {

if (\_degree > 999 || \_degree < 0) {

string exp = "Error: degree must be in [0, 999]";

throw exp;

}

degree = \_degree;

}

void TMonom::set\_degree(int degX, int degY, int degZ) {

if (degX < 0 || degY < 0 || degZ < 0 || degX > 9 || degY > 9 || degZ > 9) {

string exp = "Error: degX,degY,degZ must be in [0, 9]";

throw exp;

}

degree = 100 \* degX + 10 \* degY + degZ;

}

double TMonom::value(double x, double y, double z) {

double resX = 1, resY = 1, resZ = 1;

int degZ = get\_degZ();

int degY = get\_degY();

int degX = get\_degX();

for (int i = 0; i < degZ; i++) {

resZ \*= z;

}

for (int i = 0; i < degY; i++) {

resY \*= y;

}

for (int i = 0; i < degX; i++) {

resX \*= x;

}

return coeff \* resX \* resY \* resZ;

}

bool TMonom::operator<(const TMonom& monom) const {

if (degree < monom.degree) return true;

return false;

}

bool TMonom::operator>(const TMonom& monom) const {

if (degree > monom.degree) return true;

return false;

}

bool TMonom::operator<=(const TMonom& monom) const {

if (degree <= monom.degree) return true;

return false;

}

bool TMonom::operator>=(const TMonom& monom) const {

if (degree >= monom.degree) return true;

return false;

}

bool TMonom::operator==(const TMonom& monom) const {

if (degree == monom.degree) return true;

return false;

}

bool TMonom::operator!=(const TMonom& monom) const {

return !(degree == monom.degree);

}

const TMonom& TMonom::operator=(const TMonom& monom) {

degree = monom.degree;

coeff = monom.coeff;

return (\*this);

}

TMonom TMonom::operator\*(const TMonom& monom) const {

int degZ1 = get\_degZ();

int degY1 = get\_degY();

int degX1 = get\_degX();

int degZ2 = monom.get\_degZ();

int degY2 = monom.get\_degY();

int degX2 = monom.get\_degX();

if (degZ1 + degZ2 > 9 || degY1 + degY2 > 9 || degX1 + degX2 > 9 ||

degZ1 + degZ2 < 0 || degY1 + degY2 < 0 || degX1 + degX2 < 0) {

string exp = "Error: res\_degrees must be in [0, 9]";

throw exp;

}

int res\_degree = degree + monom.degree;

double res\_coeff = coeff \* monom.coeff;

TMonom res(res\_coeff, res\_degree);

return res;

}

TMonom TMonom::dif\_x() const {

int degX = get\_degX();

if (degX == 0) {

TMonom res(0, 0);

return res;

}

else {

double \_coeff = coeff \* degX;

int \_degree = degree - 100;

TMonom res(\_coeff, \_degree);

return res;

}

}

TMonom TMonom::dif\_y() const {

int degY = get\_degY();

if (degY == 0) {

TMonom res(0, 0);

return res;

}

else {

double \_coeff = coeff \* degY;

int \_degree = degree - 10;

TMonom res(\_coeff, \_degree);

return res;

}

}

TMonom TMonom::dif\_z() const {

int degZ = get\_degZ();

if (degZ == 0) {

TMonom res(0, 0);

return res;

}

else {

double \_coeff = coeff \* degZ;

int \_degree = degree - 1;

TMonom res(\_coeff, \_degree);

return res;

}

}

string TMonom::get\_string() const {

int degZ = get\_degZ();

int degY = get\_degY();

int degX = get\_degX();

string res = "";

res += to\_string(coeff);

if (degX == 1) res += "\*x";

else if (degX > 1) res += "\*x^" + to\_string(degX);

if (degY == 1) res += "\*y";

else if (degY > 1) res += "\*y^" + to\_string(degY);

if (degZ == 1) res += "\*z";

else if (degZ > 1) res += "\*z^" + to\_string(degZ);

return res;

}

ostream& operator<<(ostream& out, const TMonom& monom) {

return out << monom.get\_string();

}

## Приложение Д. Реализация класса TPolynom

#include <iostream>

#include <string>

#include <map>

#include <vector>

#include "tringlist.h"

#include "tmonom.h"

using namespace std;

#define infix name

class TPolynom {

private:

TRingList<TMonom>\* monoms;

static map<string, int> priority;

void Parse(string& name);

void ToMonoms(vector<string>& lexems);

void AddMonom(const TMonom& m);

public:

TPolynom();

TPolynom(const string& \_name);

TPolynom(const TRingList<TMonom>& ringlist);

TPolynom(const TPolynom& polynom);

~TPolynom();

const TPolynom& operator=(const TPolynom& polynom);

const TPolynom operator+(const TPolynom& polynom) const;

const TPolynom operator-() const;

const TPolynom operator-(const TPolynom& polynom) const;

const TPolynom operator\*(const TPolynom& polynom) const;

double operator()(double x, double y, double z) const;

TPolynom dif\_x() const;

TPolynom dif\_y() const;

TPolynom dif\_z() const;

string get\_string() const;

friend ostream& operator<<(ostream& out, const TPolynom& polynom);

private:

bool IsOperator(const string& isopr) const;

bool IsConst(const string& isopd) const;

bool IsVariable(const string& str) const;

int FindOperator(const string& name, int pos = 0) const;

void ConvertInfix(string& name);

void CorrectnessCheck(const string& name) const;

};

map<string, int> TPolynom::priority = {

{"^", 4},

{"\*", 3},

{"/", 3},

{"+", 2},

{"-", 2},

{"(", 1},

{")", 1}

};

bool TPolynom::IsOperator(const string& isopr) const { // opr : priority can't be char

bool flag = false;

for (const auto& opr : priority) {

if (isopr == opr.first) {

flag = true;

break;

}

}

return flag;

}

bool TPolynom::IsConst(const string& isopd) const {

bool flag = true;

for (int i = 0; i < isopd.size(); i++)

if (isopd[i] < '0' || isopd[i] > '9') {

if (isopd[i] != '.')

flag = false;

break;

}

return flag;

}

bool TPolynom::IsVariable(const string& str) const {

return (str == "x" || str == "y" || str == "z");

}

// If found any operator, returns index. Else returns -1.

int TPolynom::FindOperator(const string& name, int pos) const {

if (pos < 0 || pos >= infix.size()) return -1;

int ind = -1;

for (int i = pos; i < infix.size(); i++) {

string isopr;

isopr += infix[i];

if (IsOperator(isopr)) {

ind = i;

break;

}

}

return ind;

}

void TPolynom::ConvertInfix(string& name) {

string nospaces;

for (int i = 0; i < infix.size(); i++) {

if (infix[i] != ' ')

nospaces += infix[i];

}

infix = nospaces;

string tmp;

if (infix[0] == '-') tmp += "0-";

else if (infix[0] == '.') tmp += "0.";

else if (infix[0] == '(') tmp += '(';

else tmp += infix[0];

for (int i = 1; i < infix.size() - 1; i++) {

char elem = infix[i];

if (elem == ' ') {

continue;

}

else if (elem == '-') {

if (infix[i - 1] == '(')

tmp += '0';

tmp += '-';

}

else if (elem == '(') {

if (infix[i - 1] == ')' || infix[i - 1] == '.' || (infix[i - 1] >= '0' && infix[i - 1] <= '9'))

tmp += '\*';

tmp += '(';

}

else if (elem == '.') {

if (infix[i - 1] < '0' || infix[i - 1] > '9') {

if (infix[i - 1] == ')')

tmp += '\*';

tmp += '0';

}

tmp += '.';

if (infix[i + 1] < '0' || infix[i + 1] > '9') {

tmp += '0';

if (infix[i + 1] == '(')

tmp += '\*';

}

}

else if (elem >= '0' && elem <= '9') {

if (infix[i - 1] == ')')

tmp += '\*';

tmp += elem;

}

else {

tmp += elem;

}

}

if (infix[infix.size() - 1] == '.') tmp += ".0";

else if (infix[infix.size() - 1] == ')') tmp += ')';

else tmp += infix[infix.size() - 1];

infix = tmp;

}

void TPolynom::CorrectnessCheck(const string& name) const {

int op\_bracket = 0;

int cl\_bracket = 0;

int dot = 0;

string exp = "Incorrect arithmetic expression";

if (infix[0] == '+' || infix[0] == '\*' || infix[0] == '/' ||

infix[0] == ')' || infix[0] == '^') throw exp;

if (infix[infix.size() - 1] == '+' || infix[infix.size() - 1] == '-' ||

infix[infix.size() - 1] == '\*' || infix[infix.size() - 1] == '/' ||

infix[infix.size() - 1] == '(' || infix[infix.size() - 1] == '^') throw exp;

if (infix[0] == '(') op\_bracket++;

else if (infix[0] == '.') dot++;

if (infix[infix.size() - 1] == ')') cl\_bracket++;

else if (infix[infix.size() - 1] == '.') dot++;

for (int i = 1; i < infix.size() - 1; i++) {

char elem = infix[i];

if (elem == '(')

op\_bracket++;

else if (elem == ')') {

if (infix[i - 1] == '(' || infix[i - 1] == '+' || infix[i - 1] == '-' ||

infix[i - 1] == '\*' || infix[i - 1] == '/' || infix[i - 1] == '^') throw exp;

cl\_bracket++;

}

else if (elem == '.')

dot++;

else if (elem == '+' || elem == '-' || elem == '\*' || elem == '/' || elem == '^') {

if (dot > 1) throw exp;

dot = 0;

if (infix[i - 1] == '+' || infix[i - 1] == '-' || infix[i - 1] == '\*' ||

infix[i - 1] == '/' || infix[i - 1] == '(' || infix[i - 1] == '^') throw exp;

}

}

if (op\_bracket != cl\_bracket) throw exp;

}

void TPolynom::Parse(string& name) {

ConvertInfix(name);

CorrectnessCheck(name);

vector<string> lexems;

int firstind, secondind;

string token;

firstind = FindOperator(name);

secondind = FindOperator(name, firstind + 1);

if (firstind == -1) {

lexems.push\_back(infix);

return;

}

if (firstind > 0) {

lexems.push\_back(infix.substr(0, firstind));

}

while (secondind != -1) {

string opr = infix.substr(firstind, 1);

string opd = infix.substr(firstind + 1, secondind - firstind - 1);

lexems.push\_back(opr);

if (opd != "")

lexems.push\_back(opd);

firstind = secondind;

secondind = FindOperator(name, firstind + 1);

}

lexems.push\_back(infix.substr(firstind, 1));

if (firstind != infix.size() - 1)

lexems.push\_back(infix.substr(firstind + 1));

ToMonoms(lexems);

}

// ======================================================= //

void TPolynom::ToMonoms(vector<string>& \_lexems) {

double coeff = 1;

int degX = 0, degY = 0, degZ = 0;

int next\_const\_sign = 1;

vector<string> lexems;

for (const string& token : \_lexems) {

if (token != "\*" && token != "^") {

lexems.push\_back(token);

}

}

for (int i = 0; i < lexems.size(); i++) {

if (lexems[i] == "+" || lexems[i] == "-") {

TMonom monom(next\_const\_sign \* coeff, degX, degY, degZ);

AddMonom(monom);

if (lexems[i] == "+") next\_const\_sign = 1;

else next\_const\_sign = -1;

coeff = 1;

degX = 0;

degY = 0;

degZ = 0;

}

else {

if (lexems[i] == "x") {

if (i < lexems.size() - 1) {

if (!IsVariable(lexems[i + 1]) && !IsOperator(lexems[i + 1])) {

degX += stoi(lexems[i + 1]);

i++;

}

else {

degX += 1;

}

}

else {

degX += 1;

}

}

else if (lexems[i] == "y") {

if (i < lexems.size() - 1) {

if (!IsVariable(lexems[i + 1]) && !IsOperator(lexems[i + 1])) {

degY += stoi(lexems[i + 1]);

i++;

}

else {

degY += 1;

}

}

else {

degY += 1;

}

}

else if (lexems[i] == "z") {

if (i < lexems.size() - 1) {

if (!IsVariable(lexems[i + 1]) && !IsOperator(lexems[i + 1])) {

degZ += stoi(lexems[i + 1]);

i++;

}

else {

degZ += 1;

}

}

else {

degZ += 1;

}

}

else {

if (!IsConst(lexems[i])) {

string exp = "Error: not valid operand";

throw exp;

}

coeff \*= stod(lexems[i]);

}

}

}

TMonom monom(next\_const\_sign \* coeff, degX, degY, degZ);

AddMonom(monom);

}

void TPolynom::AddMonom(const TMonom& m) {

if (m.get\_coeff() == 0) return;

TNode<TMonom>\* tmp = monoms->first();

while (tmp != monoms->stop()) {

if (m == tmp->key) {

double coeff = m.get\_coeff() + tmp->key.get\_coeff();

if (coeff == 0.0f) {

monoms->Remove(tmp->key);

return;

}

else {

tmp->key.set\_coeff(coeff);

return;

}

}

else if (m < tmp->key) {

monoms->InsertBefore(m, tmp->key);

return;

}

else {

tmp = tmp->pNext;

}

}

monoms->InsertLast(m);

}

TPolynom::TPolynom() {

monoms = new TRingList<TMonom>;

}

TPolynom::TPolynom(const string& \_name) {

monoms = new TRingList<TMonom>;

string name = \_name;

Parse(name);

}

TPolynom::TPolynom(const TRingList<TMonom>& ringlist) {

monoms = new TRingList<TMonom>(ringlist);

}

TPolynom::TPolynom(const TPolynom& polynom) {

monoms = new TRingList<TMonom>(\*polynom.monoms);

}

TPolynom::~TPolynom() {

if (monoms) delete monoms;

}

const TPolynom& TPolynom::operator=(TPolynom& polynom) {

if (this == &polynom) return (\*this);

if (monoms) delete monoms;

monoms = new TRingList<TMonom>(\*polynom.monoms);

return (\*this);

}

const TPolynom TPolynom::operator+(const TPolynom& polynom) const {

TPolynom res(\*this);

polynom.monoms->Reset();

TNode<TMonom>\* tmp\_p = polynom.monoms->first();

while (tmp\_p != polynom.monoms->stop()) {

TMonom curr\_monom = tmp\_p->key;

res.AddMonom(curr\_monom);

tmp\_p = tmp\_p->pNext;

}

return res;

}

const TPolynom TPolynom::operator-() const {

TPolynom res(\*this);

TNode<TMonom>\* tmp = res.monoms->first();

while (tmp != res.monoms->stop()) {

double coeff = (-1) \* tmp->key.get\_coeff();

tmp->key.set\_coeff(coeff);

tmp = tmp->pNext;

}

return res;

}

const TPolynom TPolynom::operator-(const TPolynom& polynom) const {

TPolynom res(-polynom + (\*this));

return res;

}

const TPolynom TPolynom::operator\*(const TPolynom& polynom) const {

TPolynom res;

TNode<TMonom>\* tmp = monoms->first();

while (tmp != monoms->stop()) {

TMonom curr1 = tmp->key;

TNode<TMonom>\* tmp\_p = polynom.monoms->first();

while (tmp\_p != polynom.monoms->stop()) {

TMonom curr2 = tmp\_p->key;

res.AddMonom(curr1 \* curr2);

tmp\_p = tmp\_p->pNext;

}

tmp = tmp->pNext;

}

return res;

}

double TPolynom::operator()(double x, double y, double z) const {

double res = 0;

TNode<TMonom>\* tmp = monoms->first();

while (tmp != monoms->stop()) {

res += tmp->key.value(x, y, z);

tmp = tmp->pNext;

}

return res;

}

TPolynom TPolynom::dif\_x() const {

TPolynom res;

TNode<TMonom>\* tmp = monoms->first();

while (tmp != monoms->stop()) {

TMonom monom = tmp->key.dif\_x();

res.AddMonom(monom);

tmp = tmp->pNext;

}

return res;

}

TPolynom TPolynom::dif\_y() const {

TPolynom res;

TNode<TMonom>\* tmp = monoms->first();

while (tmp != monoms->stop()) {

TMonom monom = tmp->key.dif\_y();

res.AddMonom(monom);

tmp = tmp->pNext;

}

return res;

}

TPolynom TPolynom::dif\_z() const {

TPolynom res;

TNode<TMonom>\* tmp = monoms->first();

while (tmp != monoms->stop()) {

TMonom monom = tmp->key.dif\_z();

res.AddMonom(monom);

tmp = tmp->pNext;

}

return res;

}

string TPolynom::get\_string() const {

if (monoms->GetSize() == 0) return "0.000000";

string res = "";

TNode<TMonom>\* tmp = monoms->first();

if (tmp == monoms->stop()) {

return res;

}

else {

res += tmp->key.get\_string();

tmp = tmp->pNext;

while (tmp != monoms->stop()) {

string monom = tmp->key.get\_string();

if (monom[0] == '-') res += monom;

else res += "+" + monom;

tmp = tmp->pNext;

}

}

return res;

}

ostream& operator<<(ostream& out, const TPolynom& monom) {

return out << monom.get\_string();

}