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**Название**

Многопоточность в Java

**Цель работы**

Научиться создавать многопоточные приложения c использованием стандартных средств языка Java.

**Лабораторное задание**

Модифицировать приложение из предыдущей лабораторной работы, реализовав вычисление определенного интеграла в нескольких дополнительных потоках (число потоков определяется номером варианта), снимая нагрузку с основного потока и предотвращая "подвисание" графического интерфейса. Варианты с номерами до 5 включительно реализуют многопоточность путем наследования от класса Thread, остальные реализуют интерфейс Runnable. Оформление лабораторной работы должно быть выполнено в соответствии с требованиями, приведенными в Приложении 2.

Вариант 6:
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**Ход работы**

**Интерфейс**

**![](data:image/png;base64,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)**

**Добавили новый класс IntegralTask**

public class IntegralTask implements Runnable {

private double lowerBorder;

private double upperBorder;

private double weight;

private double result;

public IntegralTask(double lowerBorder, double upperBorder, double weight) {

this.lowerBorder = lowerBorder;

this.upperBorder = upperBorder;

this.weight = weight;

}

@Override

public void run() {

result = calculateIntegral(lowerBorder, upperBorder, weight);

}

public double getResult() {

return result;

}

private double calculateIntegral(double lowerBorder, double upperBorder, double weight) {

boolean isReversed = lowerBorder > upperBorder;

if (isReversed) {

double tempBorder = lowerBorder;

lowerBorder = upperBorder;

upperBorder = tempBorder;

}

double currentLowerBorder = lowerBorder;

long count = (long)((upperBorder - lowerBorder) / weight);

double sum = 0;

for (long j = 0; j < count; j++) {

sum += ((weight / 2) \* (Math.sqrt(currentLowerBorder) + Math.sqrt(currentLowerBorder + weight)));

currentLowerBorder += weight;

}

if((upperBorder - lowerBorder) / weight > count) {

currentLowerBorder -= weight;

double lastStepWeigth = upperBorder - (currentLowerBorder);

sum += ((lastStepWeigth / 2) \* (Math.sqrt(currentLowerBorder) + Math.sqrt(upperBorder)));

}

return isReversed ? -sum : sum;

}

}

**Обновили логику кнопки “Вычислить”**

private void jButtonResMouseClicked(java.awt.event.MouseEvent evt) {

// TODO add your handling code here:

if (jTable1.getRowCount() == 0) return;

int selectRow = jTable1.getSelectedRow();

if (selectRow == -1) return;

double lowerBorder = (double) jTable1.getValueAt(selectRow, 0);

double upperBorder = (double) jTable1.getValueAt(selectRow, 1);

double weight = (double) jTable1.getValueAt(selectRow, 2);

int numberOfThreads = 6;

double intervalLength = upperBorder - lowerBorder;

double subIntervalLength = intervalLength / numberOfThreads;

new SwingWorker<Double, Void>() {

@Override

protected Double doInBackground() {

double totalIntegral = 0;

IntegralTask[] tasks = new IntegralTask[numberOfThreads];

ExecutorService executor = Executors.newFixedThreadPool(numberOfThreads);

for (int i = 0; i < numberOfThreads; i++) {

double subLower = lowerBorder + i \* subIntervalLength;

double subUpper = (i == numberOfThreads - 1) ? upperBorder : subLower + subIntervalLength;

tasks[i] = new IntegralTask(subLower, subUpper, weight);

executor.execute(tasks[i]);

}

executor.shutdown();

try {

executor.awaitTermination(Long.MAX\_VALUE, TimeUnit.NANOSECONDS);

} catch (InterruptedException e) {

e.printStackTrace();

}

for (IntegralTask task : tasks) {

totalIntegral += task.getResult();

}

return totalIntegral;

}

@Override

protected void done() {

try {

double result = get();

jTable1.setValueAt(result, selectRow, 3);

} catch (Exception e) {

e.printStackTrace();

}

}

}.execute();

}

**Листинг**

**DataException.java**

package lab1;

/\*\*

\* Исключение, которое выбрасывается при некорректных данных.

\* Наследуется от класса Exception.

\*/

public class DataException extends Exception {

/\*\*

\* Создает новое исключение с указанным сообщением.

\*

\* @param message Сообщение об ошибке.

\*/

public DataException (String message){

super(message);

}

}

**FileManager.java**

package lab1;

import javax.swing.JFrame;

import java.io.\*;

import java.util.ArrayList;

import java.util.LinkedList;

import javax.swing.\*;

import javax.swing.filechooser.FileNameExtensionFilter;

public class FileManager {

private final JFrame parentFrame;

public FileManager(JFrame parentFrame) {

this.parentFrame = parentFrame;

}

//Text File Operations

public void saveToTextFile(File file, SavedState state) {

try (FileWriter writer = new FileWriter(file)) {

writeRecIntegralList(writer, state.getListRecIntegral());

writer.write("---\n");

writeRecIntegralList(writer, state.getArrListTableData());

} catch (IOException e) {

JOptionPane.showMessageDialog(parentFrame, "Ошибка при сохранении файла: " + e.getMessage(), "Ошибка", JOptionPane.ERROR\_MESSAGE);

}

}

public SavedState loadFromTextFile(File file) {

LinkedList<RecIntegral> listRecIntegral = new LinkedList<>();

ArrayList<RecIntegral> arrTableData = new ArrayList<>();

try (BufferedReader reader = new BufferedReader(new FileReader(file))) {

parseTextFile(reader, listRecIntegral, arrTableData);

return new SavedState(listRecIntegral, arrTableData);

} catch (IOException e) {

JOptionPane.showMessageDialog(parentFrame, "Ошибка при загрузке файла: " + e.getMessage(), "Ошибка", JOptionPane.ERROR\_MESSAGE);

return null;

}

}

//Serializable File Operations

public void saveToBinaryFile(File file, SavedState data) {

try (ObjectOutputStream oos = new ObjectOutputStream(new FileOutputStream(file))) {

oos.writeObject(data);

} catch (IOException e) {

JOptionPane.showMessageDialog(parentFrame, "Ошибка при сохранении файла: " + e.getMessage(), "Ошибка", JOptionPane.ERROR\_MESSAGE);

}

}

public SavedState loadFromBinaryFile(File file) {

try (ObjectInputStream ois = new ObjectInputStream(new FileInputStream(file))) {

return (SavedState) ois.readObject();

} catch (IOException | ClassNotFoundException e) {

JOptionPane.showMessageDialog(parentFrame, "Ошибка при загрузке файла: " + e.getMessage(), "Ошибка", JOptionPane.ERROR\_MESSAGE);

return null;

}

}

//Externalizable File Operations

public void saveToBinaryExternFile(File file, SavedStateExtern data) {

try (ObjectOutputStream oos = new ObjectOutputStream(new FileOutputStream(file))) {

oos.writeObject(data);

} catch (IOException e) {

JOptionPane.showMessageDialog(parentFrame, "Ошибка при сохранении файла: " + e.getMessage(), "Ошибка", JOptionPane.ERROR\_MESSAGE);

}

}

public SavedStateExtern loadFromBinaryExternFile(File file) {

try (ObjectInputStream ois = new ObjectInputStream(new FileInputStream(file))) {

return (SavedStateExtern) ois.readObject();

} catch (IOException | ClassNotFoundException e) {

JOptionPane.showMessageDialog(parentFrame, "Ошибка при загрузке файла: " + e.getMessage(), "Ошибка", JOptionPane.ERROR\_MESSAGE);

return null;

}

}

//File Dialogs

private File getFilePath(int mode, String extension, String description) {

JFileChooser fileChooser = new JFileChooser();

FileNameExtensionFilter filter = new FileNameExtensionFilter(description, extension.substring(1));

fileChooser.setFileFilter(filter);

while (true) {

int option = (mode == JFileChooser.SAVE\_DIALOG) ? fileChooser.showSaveDialog(null) : fileChooser.showOpenDialog(null);

if (option == JFileChooser.APPROVE\_OPTION) {

File file = fileChooser.getSelectedFile();

if (file == null) return null;

if (!file.getName().contains(".")) {

file = new File(file.getAbsolutePath() + extension);

}

else if (!file.getName().toLowerCase().endsWith(extension)) {

JOptionPane.showMessageDialog(parentFrame, "Файл должен иметь расширение " + extension + ". Пожалуйста, выберите другой файл.", "Ошибка", JOptionPane.ERROR\_MESSAGE );

continue;

}

if (mode == JFileChooser.SAVE\_DIALOG && file.exists()) {

int overwriteOption = JOptionPane.showConfirmDialog(parentFrame, "Файл уже существует. Перезаписать?", "Предупреждение", JOptionPane.YES\_NO\_OPTION);

if (overwriteOption != JOptionPane.YES\_OPTION) {

return null;

}

}

if (mode == JFileChooser.OPEN\_DIALOG && !file.exists()) {

JOptionPane.showMessageDialog(parentFrame, "Файл не существует.", "Ошибка", JOptionPane.ERROR\_MESSAGE);

return null;

}

return file;

} else {

return null;

}

}

}

public File getPathSerFileToSaved() {

return getFilePath(JFileChooser.SAVE\_DIALOG, ".ser", "Serialized Files (\*.ser)");

}

public File getPathSerFileToLoad() {

return getFilePath(JFileChooser.OPEN\_DIALOG, ".ser", "Serialized Files (\*.ser)");

}

public File getPathTXTFileToSaved() {

return getFilePath(JFileChooser.SAVE\_DIALOG, ".txt", "Text Files (\*.txt)");

}

public File getPathTXTFileToLoad() {

return getFilePath(JFileChooser.OPEN\_DIALOG, ".txt", "Text Files (\*.txt)");

}

public File getPathExternFileToSaved() {

return getFilePath(JFileChooser.SAVE\_DIALOG, ".dat", "Externalizable Files (\*.dat)");

}

public File getPathExternFileToLoad() {

return getFilePath(JFileChooser.OPEN\_DIALOG, ".dat", "Externalizable Files (\*.dat)");

}

//Private Helpers

private void writeRecIntegralList(FileWriter writer, Iterable<RecIntegral> list) throws IOException {

for (RecIntegral recIntegral : list) {

writer.write(String.format("%f;%f;%f;%f%n",

recIntegral.getLowLim(),

recIntegral.getUpLim(),

recIntegral.getWidthLim(),

recIntegral.getResIntegral()));

}

}

private void parseTextFile(BufferedReader reader, LinkedList<RecIntegral> listRecIntegral, ArrayList<RecIntegral> arrTableData) throws IOException {

String line;

boolean isListRecIntegral = true;

while ((line = reader.readLine()) != null) {

if (line.equals("---")) {

isListRecIntegral = false;

continue;

}

String[] parts = line.split(";");

if (parts.length == 4) {

RecIntegral recIntegral = createRecIntegralFromParts(parts);

if (isListRecIntegral) {

listRecIntegral.add(recIntegral);

} else {

arrTableData.add(recIntegral);

}

}

}

}

private RecIntegral createRecIntegralFromParts(String[] parts) {

String lowLimStr = parts[0].replace(',', '.');

String upLimStr = parts[1].replace(',', '.');

String widthLimStr = parts[2].replace(',', '.');

String resIntegralStr = parts[3].replace(',', '.');

double lowLim = Double.parseDouble(lowLimStr);

double upLim = Double.parseDouble(upLimStr);

double widthLim = Double.parseDouble(widthLimStr);

double resIntegral = Double.parseDouble(resIntegralStr);

return new RecIntegral(lowLim, upLim, widthLim, resIntegral);

}

}

**Frame.java**

package lab1;

import java.io.File;

import java.util.ArrayList;

import javax.swing.table.DefaultTableModel;

import java.util.LinkedList;

import java.util.concurrent.\*;

import javax.swing.SwingWorker;

public class Frame extends javax.swing.JFrame {

private final FileManager fileManager = new FileManager(this);

/\*\*

\* Creates new form Frame

\*/

public Frame() {

initComponents();

}

/\*\*

\* This method is called from within the constructor to initialize the form.

\* WARNING: Do NOT modify this code. The content of this method is always

\* regenerated by the Form Editor.

\*/

@SuppressWarnings("unchecked")

// <editor-fold defaultstate="collapsed" desc="Generated Code">

private void initComponents() {

label1 = new java.awt.Label();

label2 = new java.awt.Label();

label3 = new java.awt.Label();

jTextFieldSH = new javax.swing.JTextField();

jTextFieldNG = new javax.swing.JTextField();

jTextFieldVG = new javax.swing.JTextField();

jScrollPane1 = new javax.swing.JScrollPane();

jTable1 = new javax.swing.JTable();

jButtonDel = new javax.swing.JButton();

jButtonRes = new javax.swing.JButton();

jButtonAdd = new javax.swing.JButton();

jButtonClearTable = new javax.swing.JButton();

jButtonFillTable = new javax.swing.JButton();

bSaveObjectTextFormat = new javax.swing.JButton();

bLoadObjectTextFormat = new javax.swing.JButton();

bSaveObjectSerBinFormat = new javax.swing.JButton();

bLoadObjectSerBinFormat = new javax.swing.JButton();

textTXT = new java.awt.Label();

textSer = new java.awt.Label();

textExtern = new java.awt.Label();

bSaveObjecExternBinFormat = new javax.swing.JButton();

bLoadObjecExterntBinFormat = new javax.swing.JButton();

setDefaultCloseOperation(javax.swing.WindowConstants.EXIT\_ON\_CLOSE);

label1.setFont(new java.awt.Font("Dialog", 0, 14)); // NOI18N

label1.setText("Нижняя граница");

label2.setFont(new java.awt.Font("Dialog", 0, 14)); // NOI18N

label2.setText("Ширина шага");

label3.setFont(new java.awt.Font("Dialog", 0, 14)); // NOI18N

label3.setText("Верхняя граница");

jTextFieldSH.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

jTextFieldSHActionPerformed(evt);

}

});

jTextFieldNG.setCursor(new java.awt.Cursor(java.awt.Cursor.TEXT\_CURSOR));

jTextFieldNG.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

jTextFieldNGActionPerformed(evt);

}

});

jTextFieldVG.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

jTextFieldVGActionPerformed(evt);

}

});

jTable1.setModel(new javax.swing.table.DefaultTableModel(

new Object [][] {},

new String [] {

"Нижняя граница", "Верхняя граница", "Шаг", "Результат"

}

));

jTable1.setRowSelectionAllowed(false);

jTable1.addAncestorListener(new javax.swing.event.AncestorListener() {

public void ancestorAdded(javax.swing.event.AncestorEvent evt) {

jTable1AncestorAdded(evt);

}

public void ancestorMoved(javax.swing.event.AncestorEvent evt) {

}

public void ancestorRemoved(javax.swing.event.AncestorEvent evt) {

}

});

jScrollPane1.setViewportView(jTable1);

if (jTable1.getColumnModel().getColumnCount() > 0) {

jTable1.getColumnModel().getColumn(0).setHeaderValue("Нижняя граница");

jTable1.getColumnModel().getColumn(1).setHeaderValue("Верхняя граница");

jTable1.getColumnModel().getColumn(2).setHeaderValue("Шаг");

jTable1.getColumnModel().getColumn(3).setHeaderValue("Результат");

}

jButtonDel.setText("Удалить");

jButtonDel.addMouseListener(new java.awt.event.MouseAdapter() {

public void mouseClicked(java.awt.event.MouseEvent evt) {

jButtonDelMouseClicked(evt);

}

});

jButtonDel.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

jButtonDelActionPerformed(evt);

}

});

jButtonRes.setText("Вычислить");

jButtonRes.addMouseListener(new java.awt.event.MouseAdapter() {

public void mouseClicked(java.awt.event.MouseEvent evt) {

jButtonResMouseClicked(evt);

}

});

jButtonRes.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

jButtonResActionPerformed(evt);

}

});

jButtonAdd.setText("Добавить");

jButtonAdd.addMouseListener(new java.awt.event.MouseAdapter() {

public void mouseClicked(java.awt.event.MouseEvent evt) {

jButtonAddMouseClicked(evt);

}

});

jButtonAdd.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

jButtonAddActionPerformed(evt);

}

});

jButtonClearTable.setText("Очистить");

jButtonClearTable.addMouseListener(new java.awt.event.MouseAdapter() {

public void mouseClicked(java.awt.event.MouseEvent evt) {

jButtonClearTableMouseClicked(evt);

}

});

jButtonClearTable.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

jButtonClearTableActionPerformed(evt);

}

});

jButtonFillTable.setText("Заполнить");

jButtonFillTable.addMouseListener(new java.awt.event.MouseAdapter() {

public void mouseClicked(java.awt.event.MouseEvent evt) {

jButtonFillTableMouseClicked(evt);

}

});

jButtonFillTable.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

jButtonFillTableActionPerformed(evt);

}

});

bSaveObjectTextFormat.setText("Сохранить");

bSaveObjectTextFormat.addMouseListener(new java.awt.event.MouseAdapter() {

public void mouseClicked(java.awt.event.MouseEvent evt) {

bSaveObjectTextFormatMouseClicked(evt);

}

});

bSaveObjectTextFormat.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

bSaveObjectTextFormatActionPerformed(evt);

}

});

bLoadObjectTextFormat.setText("Загрузить");

bLoadObjectTextFormat.addMouseListener(new java.awt.event.MouseAdapter() {

public void mouseClicked(java.awt.event.MouseEvent evt) {

bLoadObjectTextFormatMouseClicked(evt);

}

});

bLoadObjectTextFormat.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

bLoadObjectTextFormatActionPerformed(evt);

}

});

bSaveObjectSerBinFormat.setText("Сохранить");

bSaveObjectSerBinFormat.addMouseListener(new java.awt.event.MouseAdapter() {

public void mouseClicked(java.awt.event.MouseEvent evt) {

bSaveObjectSerBinFormatMouseClicked(evt);

}

});

bSaveObjectSerBinFormat.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

bSaveObjectSerBinFormatActionPerformed(evt);

}

});

bLoadObjectSerBinFormat.setText("Загрузить");

bLoadObjectSerBinFormat.addMouseListener(new java.awt.event.MouseAdapter() {

public void mouseClicked(java.awt.event.MouseEvent evt) {

bLoadObjectSerBinFormatMouseClicked(evt);

}

});

bLoadObjectSerBinFormat.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

bLoadObjectSerBinFormatActionPerformed(evt);

}

});

textTXT.setFont(new java.awt.Font("Dialog", 0, 14)); // NOI18N

textTXT.setText("В текстовом виде");

textSer.setFont(new java.awt.Font("Dialog", 0, 14)); // NOI18N

textSer.setText("В двоичном виде с сериализацией");

textExtern.setFont(new java.awt.Font("Dialog", 0, 14)); // NOI18N

textExtern.setText("В двоичном виде с экстернализацией");

bSaveObjecExternBinFormat.setText("Сохранить");

bSaveObjecExternBinFormat.addMouseListener(new java.awt.event.MouseAdapter() {

public void mouseClicked(java.awt.event.MouseEvent evt) {

bSaveObjecExternBinFormatMouseClicked(evt);

}

});

bSaveObjecExternBinFormat.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

bSaveObjecExternBinFormatActionPerformed(evt);

}

});

bLoadObjecExterntBinFormat.setText("Загрузить");

bLoadObjecExterntBinFormat.addMouseListener(new java.awt.event.MouseAdapter() {

public void mouseClicked(java.awt.event.MouseEvent evt) {

bLoadObjecExterntBinFormatMouseClicked(evt);

}

});

bLoadObjecExterntBinFormat.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

bLoadObjecExterntBinFormatActionPerformed(evt);

}

});

javax.swing.GroupLayout layout = new javax.swing.GroupLayout(getContentPane());

getContentPane().setLayout(layout);

layout.setHorizontalGroup(

layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addGroup(layout.createSequentialGroup()

.addGap(6, 6, 6)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.TRAILING)

.addComponent(jScrollPane1, javax.swing.GroupLayout.PREFERRED\_SIZE, 835, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)

.addGroup(layout.createSequentialGroup()

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)

.addGroup(layout.createSequentialGroup()

.addComponent(bSaveObjectTextFormat, javax.swing.GroupLayout.PREFERRED\_SIZE, 132, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)

.addComponent(bLoadObjectTextFormat, javax.swing.GroupLayout.PREFERRED\_SIZE, 132, javax.swing.GroupLayout.PREFERRED\_SIZE))

.addComponent(textTXT, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, Short.MAX\_VALUE))

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)

.addGroup(layout.createSequentialGroup()

.addGap(11, 11, 11)

.addComponent(bSaveObjectSerBinFormat, javax.swing.GroupLayout.PREFERRED\_SIZE, 132, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)

.addComponent(bLoadObjectSerBinFormat, javax.swing.GroupLayout.PREFERRED\_SIZE, 132, javax.swing.GroupLayout.PREFERRED\_SIZE))

.addGroup(layout.createSequentialGroup()

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)

.addComponent(textSer, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, Short.MAX\_VALUE)))

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addGroup(layout.createSequentialGroup()

.addComponent(bSaveObjecExternBinFormat, javax.swing.GroupLayout.PREFERRED\_SIZE, 132, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)

.addComponent(bLoadObjecExterntBinFormat, javax.swing.GroupLayout.PREFERRED\_SIZE, 132, javax.swing.GroupLayout.PREFERRED\_SIZE))

.addComponent(textExtern, javax.swing.GroupLayout.PREFERRED\_SIZE, 270, javax.swing.GroupLayout.PREFERRED\_SIZE)))

.addGroup(layout.createSequentialGroup()

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.TRAILING, false)

.addComponent(label2, javax.swing.GroupLayout.Alignment.LEADING, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, Short.MAX\_VALUE)

.addComponent(label1, javax.swing.GroupLayout.DEFAULT\_SIZE, 117, Short.MAX\_VALUE))

.addComponent(label3, javax.swing.GroupLayout.PREFERRED\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.PREFERRED\_SIZE))

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addComponent(jTextFieldVG, javax.swing.GroupLayout.PREFERRED\_SIZE, 192, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)

.addComponent(jTextFieldNG, javax.swing.GroupLayout.DEFAULT\_SIZE, 192, Short.MAX\_VALUE)

.addComponent(jTextFieldSH)))

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED, javax.swing.GroupLayout.DEFAULT\_SIZE, Short.MAX\_VALUE)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false)

.addComponent(jButtonRes, javax.swing.GroupLayout.PREFERRED\_SIZE, 144, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addComponent(jButtonAdd, javax.swing.GroupLayout.PREFERRED\_SIZE, 144, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addComponent(jButtonClearTable, javax.swing.GroupLayout.Alignment.TRAILING, javax.swing.GroupLayout.PREFERRED\_SIZE, 144, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addComponent(jButtonDel, javax.swing.GroupLayout.Alignment.TRAILING, javax.swing.GroupLayout.PREFERRED\_SIZE, 144, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addComponent(jButtonFillTable, javax.swing.GroupLayout.Alignment.TRAILING, javax.swing.GroupLayout.PREFERRED\_SIZE, 144, javax.swing.GroupLayout.PREFERRED\_SIZE))))))

.addContainerGap(javax.swing.GroupLayout.DEFAULT\_SIZE, Short.MAX\_VALUE))

);

layout.setVerticalGroup(

layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addGroup(layout.createSequentialGroup()

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addGroup(layout.createSequentialGroup()

.addGap(60, 60, 60)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addComponent(jTextFieldNG, javax.swing.GroupLayout.PREFERRED\_SIZE, 28, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addComponent(label1, javax.swing.GroupLayout.PREFERRED\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.PREFERRED\_SIZE))

.addGap(18, 18, 18)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addComponent(jTextFieldVG, javax.swing.GroupLayout.PREFERRED\_SIZE, 28, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addComponent(label3, javax.swing.GroupLayout.PREFERRED\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.PREFERRED\_SIZE))

.addGap(23, 23, 23)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addComponent(jTextFieldSH, javax.swing.GroupLayout.PREFERRED\_SIZE, 28, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addComponent(label2, javax.swing.GroupLayout.PREFERRED\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.PREFERRED\_SIZE))

.addGap(64, 64, 64))

.addGroup(javax.swing.GroupLayout.Alignment.TRAILING, layout.createSequentialGroup()

.addContainerGap()

.addComponent(jButtonAdd, javax.swing.GroupLayout.PREFERRED\_SIZE, 29, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.UNRELATED)

.addComponent(jButtonDel, javax.swing.GroupLayout.PREFERRED\_SIZE, 29, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.UNRELATED)

.addComponent(jButtonRes, javax.swing.GroupLayout.PREFERRED\_SIZE, 29, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addGap(16, 16, 16)

.addComponent(jButtonClearTable, javax.swing.GroupLayout.PREFERRED\_SIZE, 29, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.UNRELATED)

.addComponent(jButtonFillTable, javax.swing.GroupLayout.PREFERRED\_SIZE, 29, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addGap(18, 18, 18)))

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addGroup(javax.swing.GroupLayout.Alignment.TRAILING, layout.createSequentialGroup()

.addComponent(jScrollPane1, javax.swing.GroupLayout.PREFERRED\_SIZE, 130, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.TRAILING)

.addComponent(textTXT, javax.swing.GroupLayout.PREFERRED\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addComponent(textSer, javax.swing.GroupLayout.PREFERRED\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.PREFERRED\_SIZE)))

.addComponent(textExtern, javax.swing.GroupLayout.Alignment.TRAILING, javax.swing.GroupLayout.PREFERRED\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.PREFERRED\_SIZE))

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE)

.addComponent(bSaveObjectTextFormat, javax.swing.GroupLayout.PREFERRED\_SIZE, 29, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addComponent(bLoadObjectTextFormat, javax.swing.GroupLayout.PREFERRED\_SIZE, 29, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addComponent(bSaveObjectSerBinFormat, javax.swing.GroupLayout.PREFERRED\_SIZE, 29, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addComponent(bLoadObjectSerBinFormat, javax.swing.GroupLayout.PREFERRED\_SIZE, 29, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addComponent(bSaveObjecExternBinFormat, javax.swing.GroupLayout.PREFERRED\_SIZE, 29, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addComponent(bLoadObjecExterntBinFormat, javax.swing.GroupLayout.PREFERRED\_SIZE, 29, javax.swing.GroupLayout.PREFERRED\_SIZE))

.addContainerGap(14, Short.MAX\_VALUE))

);

textExtern.getAccessibleContext().setAccessibleDescription("");

pack();

}// </editor-fold>

LinkedList<RecIntegral> listRecIntegral = new LinkedList<>();

private void jTextFieldSHActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

}

private void jTextFieldNGActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

}

private void jTextFieldVGActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

}

private void jButtonDelActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

}

private void jTable1AncestorAdded(javax.swing.event.AncestorEvent evt) {

// TODO add your handling code here:

}

private void jButtonDelMouseClicked(java.awt.event.MouseEvent evt) {

// TODO add your handling code here:

if(jTable1.getRowCount() != 0)

{

DefaultTableModel model = (DefaultTableModel) jTable1.getModel();

int selectRow = jTable1.getSelectedRow();

if(selectRow == -1) return;

model.removeRow(selectRow);

}

}

private void jButtonResMouseClicked(java.awt.event.MouseEvent evt) {

// TODO add your handling code here:

if (jTable1.getRowCount() == 0) return;

int selectRow = jTable1.getSelectedRow();

if (selectRow == -1) return;

double lowerBorder = (double) jTable1.getValueAt(selectRow, 0);

double upperBorder = (double) jTable1.getValueAt(selectRow, 1);

double weight = (double) jTable1.getValueAt(selectRow, 2);

int numberOfThreads = 6;

double intervalLength = upperBorder - lowerBorder;

double subIntervalLength = intervalLength / numberOfThreads;

new SwingWorker<Double, Void>() {

@Override

protected Double doInBackground() {

double totalIntegral = 0;

IntegralTask[] tasks = new IntegralTask[numberOfThreads];

ExecutorService executor = Executors.newFixedThreadPool(numberOfThreads);

for (int i = 0; i < numberOfThreads; i++) {

double subLower = lowerBorder + i \* subIntervalLength;

double subUpper = (i == numberOfThreads - 1) ? upperBorder : subLower + subIntervalLength;

tasks[i] = new IntegralTask(subLower, subUpper, weight);

executor.execute(tasks[i]);

}

executor.shutdown();

try {

executor.awaitTermination(Long.MAX\_VALUE, TimeUnit.NANOSECONDS);

} catch (InterruptedException e) {

e.printStackTrace();

}

for (IntegralTask task : tasks) {

totalIntegral += task.getResult();

}

return totalIntegral;

}

@Override

protected void done() {

try {

double result = get();

jTable1.setValueAt(result, selectRow, 3);

} catch (Exception e) {

e.printStackTrace();

}

}

}.execute();

}

private void jButtonAddMouseClicked(java.awt.event.MouseEvent evt) {

// TODO add your handling code here:

try{

RecIntegral data = InputValidator.validateAndParse(

jTextFieldNG.getText(),

jTextFieldVG.getText(),

jTextFieldSH.getText()

);

((DefaultTableModel) jTable1.getModel()).addRow(

new Object[]{data.getLowLim(), data.getUpLim(), data.getWidthLim()}

);

}

catch(DataException ex){

javax.swing.JOptionPane.showMessageDialog(this,

ex.getMessage(),

"Ошибка",

javax.swing.JOptionPane.ERROR\_MESSAGE);

}

}

private void jButtonAddActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

}

private void jButtonClearTableMouseClicked(java.awt.event.MouseEvent evt) {

// TODO add your handling code here:

DefaultTableModel model = (DefaultTableModel) jTable1.getModel();

int count = model.getRowCount();

for (int i = 0; i < count; i++) {

double lowLim = (double) model.getValueAt(i, 0);

double upLim = (double) model.getValueAt(i, 1);

double widthLim = (double) model.getValueAt(i, 2);

double resIntegral;

Object value = model.getValueAt(i, 3);

if (value instanceof Number) {

resIntegral = ((Number) value).doubleValue();

} else {

resIntegral = Double.MAX\_VALUE;

}

RecIntegral dataIntegral = new RecIntegral(lowLim, upLim, widthLim, resIntegral);

listRecIntegral.add(dataIntegral);

}

model.setRowCount(0);

}

private void jButtonResActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

}

private void jButtonFillTableMouseClicked(java.awt.event.MouseEvent evt) {

// TODO add your handling code here:

DefaultTableModel model = (DefaultTableModel) jTable1.getModel();

for(RecIntegral dataRow : listRecIntegral) {

double lowLim = dataRow.getLowLim();

double upLim = dataRow.getUpLim();

double widthLim = dataRow.getWidthLim();

if (dataRow.getResIntegral() == Double.MAX\_VALUE) {

model.addRow(new Object[]{lowLim, upLim, widthLim});

}

else {

double resIntegral = dataRow.getResIntegral();

model.addRow(new Object[]{lowLim, upLim, widthLim, resIntegral});

}

}

listRecIntegral.clear();

}

private void jButtonFillTableActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

}

private void jButtonClearTableActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

}

private void bSaveObjectTextFormatMouseClicked(java.awt.event.MouseEvent evt) {

// TODO add your handling code here:

File file = fileManager.getPathTXTFileToSaved();

if (file == null) return;

ArrayList<RecIntegral> arrTableData = getDataArrListFromTable();

SavedState state = new SavedState(listRecIntegral, arrTableData);

fileManager.saveToTextFile(file, state);

}

private void bSaveObjectTextFormatActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

}

private void bLoadObjectTextFormatMouseClicked(java.awt.event.MouseEvent evt) {

// TODO add your handling code here:

File file = fileManager.getPathTXTFileToLoad();

if (file == null) return;

SavedState state = fileManager.loadFromTextFile(file);

if (state != null) {

listRecIntegral = state.getListRecIntegral();

setDataToTable(state.getArrListTableData());

}

}

private void bLoadObjectTextFormatActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

}

private ArrayList<RecIntegral> getDataArrListFromTable() {

DefaultTableModel model = (DefaultTableModel) jTable1.getModel();

int count = model.getRowCount();

ArrayList<RecIntegral> data = new ArrayList<>();

for (int i = 0; i < count; i++) {

double lowLim = (double) model.getValueAt(i, 0);

double upLim = (double) model.getValueAt(i, 1);

double widthLim = (double) model.getValueAt(i, 2);

double resIntegral;

Object value = model.getValueAt(i, 3);

if (value instanceof Number) {

resIntegral = ((Number) value).doubleValue();

} else {

resIntegral = Double.MAX\_VALUE;

}

data.add(new RecIntegral(lowLim, upLim, widthLim, resIntegral));

}

return data;

}

private void setDataToTable(ArrayList<RecIntegral> data) {

DefaultTableModel model = (DefaultTableModel) jTable1.getModel();

model.setRowCount(0);

for (RecIntegral row : data) {

if (row.getResIntegral() == Double.MAX\_VALUE) {

model.addRow(new Object[]{row.getLowLim(), row.getUpLim(), row.getWidthLim()});

} else {

model.addRow(new Object[]{row.getLowLim(), row.getUpLim(), row.getWidthLim(), row.getResIntegral()});

}

}

}

private void bSaveObjectSerBinFormatMouseClicked(java.awt.event.MouseEvent evt) {

// TODO add your handling code here:

File file = fileManager.getPathSerFileToSaved();

if (file == null) return;

ArrayList<RecIntegral> arrTableData = getDataArrListFromTable();

SavedState state = new SavedState(listRecIntegral, arrTableData);

fileManager.saveToBinaryFile(file, state);

}

private void bSaveObjectSerBinFormatActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

}

private void bLoadObjectSerBinFormatMouseClicked(java.awt.event.MouseEvent evt) {

// TODO add your handling code here:

File file = fileManager.getPathSerFileToLoad();

if (file == null) return;

SavedState state = fileManager.loadFromBinaryFile(file);

if (state != null) {

listRecIntegral = state.getListRecIntegral();

setDataToTable(state.getArrListTableData());

}

}

private void bLoadObjectSerBinFormatActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

}

private void bSaveObjecExternBinFormatMouseClicked(java.awt.event.MouseEvent evt) {

// TODO add your handling code here:

File file = fileManager.getPathExternFileToSaved();

if (file == null) return;

ArrayList<RecIntegral> arrTableData = getDataArrListFromTable();

SavedStateExtern state = new SavedStateExtern(listRecIntegral, arrTableData);

fileManager.saveToBinaryExternFile(file, state);

}

private void bSaveObjecExternBinFormatActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

}

private void bLoadObjecExterntBinFormatMouseClicked(java.awt.event.MouseEvent evt) {

// TODO add your handling code here:

File file = fileManager.getPathExternFileToLoad();

if (file == null) return;

SavedStateExtern state = fileManager.loadFromBinaryExternFile(file);

if (state != null) {

listRecIntegral = state.getListRecIntegral();

setDataToTable(state.getArrListTableData());

}

}

private void bLoadObjecExterntBinFormatActionPerformed(java.awt.event.ActionEvent evt) {

// TODO add your handling code here:

}

/\*\*

\* @param args the command line arguments

\*/

public static void main(String args[]) {

/\* Set the Nimbus look and feel \*/

//<editor-fold defaultstate="collapsed" desc=" Look and feel setting code (optional) ">

/\* If Nimbus (introduced in Java SE 6) is not available, stay with the default look and feel.

\* For details see http://download.oracle.com/javase/tutorial/uiswing/lookandfeel/plaf.html

\*/

try {

for (javax.swing.UIManager.LookAndFeelInfo info : javax.swing.UIManager.getInstalledLookAndFeels()) {

if ("Nimbus".equals(info.getName())) {

javax.swing.UIManager.setLookAndFeel(info.getClassName());

break;

}

}

} catch (ClassNotFoundException ex) {

java.util.logging.Logger.getLogger(Frame.class.getName()).log(java.util.logging.Level.SEVERE, null, ex);

} catch (InstantiationException ex) {

java.util.logging.Logger.getLogger(Frame.class.getName()).log(java.util.logging.Level.SEVERE, null, ex);

} catch (IllegalAccessException ex) {

java.util.logging.Logger.getLogger(Frame.class.getName()).log(java.util.logging.Level.SEVERE, null, ex);

} catch (javax.swing.UnsupportedLookAndFeelException ex) {

java.util.logging.Logger.getLogger(Frame.class.getName()).log(java.util.logging.Level.SEVERE, null, ex);

}

//</editor-fold>

/\* Create and display the form \*/

java.awt.EventQueue.invokeLater(new Runnable() {

public void run() {

new Frame().setVisible(true);

}

});

}

// Variables declaration - do not modify

private javax.swing.JButton bLoadObjecExterntBinFormat;

private javax.swing.JButton bLoadObjectSerBinFormat;

private javax.swing.JButton bLoadObjectTextFormat;

private javax.swing.JButton bSaveObjecExternBinFormat;

private javax.swing.JButton bSaveObjectSerBinFormat;

private javax.swing.JButton bSaveObjectTextFormat;

private javax.swing.JButton jButtonAdd;

private javax.swing.JButton jButtonClearTable;

private javax.swing.JButton jButtonDel;

private javax.swing.JButton jButtonFillTable;

private javax.swing.JButton jButtonRes;

private javax.swing.JScrollPane jScrollPane1;

private javax.swing.JTable jTable1;

private javax.swing.JTextField jTextFieldNG;

private javax.swing.JTextField jTextFieldSH;

private javax.swing.JTextField jTextFieldVG;

private java.awt.Label label1;

private java.awt.Label label2;

private java.awt.Label label3;

private java.awt.Label textExtern;

private java.awt.Label textSer;

private java.awt.Label textTXT;

// End of variables declaration

}

**InputValidator.java**

package lab1;

public class InputValidator {

public static RecIntegral validateAndParse(String lower, String upper, String step) throws DataException {

double lowerVal = parseValue(lower);

double upperVal = parseValue(upper);

double stepVal = parseValue(step);

validateRange(lowerVal, upperVal, stepVal);

return new RecIntegral(lowerVal, upperVal, stepVal);

}

private static double parseValue(String input) throws DataException {

try {

double value = Double.parseDouble(input);

if (value == 0 || (value >= 0.01 && value <= 1)) {

throw new DataException("Значение должно быть от 0.000001 до 1000000");

}

return value;

} catch (NumberFormatException e) {

throw new DataException("Некорректный числовой формат");

}

}

private static void validateRange(double lower, double upper, double step) throws DataException {

if (Math.abs(upper - lower) < step) {

throw new DataException("Интервал должен быть не меньше шага");

}

}

}

**IntegralTask.java**

package lab1;

public class IntegralTask implements Runnable {

private double lowerBorder;

private double upperBorder;

private double weight;

private double result;

public IntegralTask(double lowerBorder, double upperBorder, double weight) {

this.lowerBorder = lowerBorder;

this.upperBorder = upperBorder;

this.weight = weight;

}

@Override

public void run() {

result = calculateIntegral(lowerBorder, upperBorder, weight);

}

public double getResult() {

return result;

}

private double calculateIntegral(double lowerBorder, double upperBorder, double weight) {

boolean isReversed = lowerBorder > upperBorder;

if (isReversed) {

double tempBorder = lowerBorder;

lowerBorder = upperBorder;

upperBorder = tempBorder;

}

double currentLowerBorder = lowerBorder;

long count = (long)((upperBorder - lowerBorder) / weight);

double sum = 0;

for (long j = 0; j < count; j++) {

sum += ((weight / 2) \* (Math.sqrt(currentLowerBorder) + Math.sqrt(currentLowerBorder + weight)));

currentLowerBorder += weight;

}

if((upperBorder - lowerBorder) / weight > count) {

currentLowerBorder -= weight;

double lastStepWeigth = upperBorder - (currentLowerBorder);

sum += ((lastStepWeigth / 2) \* (Math.sqrt(currentLowerBorder) + Math.sqrt(upperBorder)));

}

return isReversed ? -sum : sum;

}

}

**Lab1.java**

package lab1;

public class Lab1 {

/\*\*

\* @param args the command line arguments

\*/

public static void main(String[] args) {

// TODO code application logic here

Frame frame = new Frame();

frame.setTitle("Вычисление интегралов");

frame.show();

}

}

**RecIntegral.java**

package lab1;

import java.io.Serializable;

/\*\*

\* Класс для хранения данных о вычислении интеграла.

\* Реализует интерфейс Serializable для поддержки сериализации.

\*/

public class RecIntegral implements Serializable {

private static final long serialVersionUID = 1L;

private double widthLim;

private double lowLim;

private double upLim;

private double resIntegral;

/\*\*

\* Конструктор с необязательным resIntegral (по умолчанию Double.MAX\_VALUE)

\*/

public RecIntegral(double lowLim, double upLim, double widthLim) {

this(lowLim, upLim, widthLim, Double.MAX\_VALUE);

}

/\*\*

\* Конструктор для создания объекта RecIntegral.

\*

\* @param lowLim Нижняя граница.

\* @param upLim Верхняя граница.

\* @param widthLim Ширина шага.

\* @param resIntegral Результат вычисления интеграла.

\*/

public RecIntegral(double lowLim, double upLim, double widthLim, double resIntegral) {

this.widthLim = widthLim;

this.lowLim = lowLim;

this.upLim = upLim;

this.resIntegral = resIntegral;

}

/\*\*

\* Возвращает нижнюю границу.

\*

\* @return Нижняя граница.

\*/

public double getLowLim() {

return lowLim;

}

/\*\*

\* Устанавливает нижнюю границу.

\*

\* @param lowLim Нижняя граница.

\*/

public void setLowLim(double lowLim) {

this.lowLim = lowLim;

}

/\*\*

\* Возвращает верхнюю границу.

\*

\* @return Верхняя граница.

\*/

public double getUpLim() {

return upLim;

}

/\*\*

\* Устанавливает верхнюю границу.

\*

\* @param upLim Верхняя граница.

\*/

public void setUpLim(double upLim) {

this.upLim = upLim;

}

/\*\*

\* Возвращает ширину шага.

\*

\* @return Ширина шага.

\*/

public double getWidthLim() {

return widthLim;

}

/\*\*

\* Устанавливает ширину шага.

\*

\* @param widthLim Ширина шага.

\*/

public void setWidthLim(double widthLim) {

this.widthLim = widthLim;

}

/\*\*

\* Возвращает результат вычисления интеграла.

\*

\* @return Результат вычисления интеграла.

\*/

public double getResIntegral() {

return resIntegral;

}

/\*\*

\* Устанавливает результат вычисления интеграла.

\*

\* @param resIntegral Результат вычисления интеграла.

\*/

public void setResIntegral(double resIntegral) {

this.resIntegral = resIntegral;

}

@Override

public String toString() {

return "RecIntegral{" +

"lowLim=" + lowLim +

", upLim=" + upLim +

", widthLim=" + widthLim +

", resIntegral=" + resIntegral +

'}';

}

}

**SavedState.java**

package lab1;

import java.io.Serializable;

import java.util.ArrayList;

import java.util.LinkedList;

/\*\*

\* Класс для хранения состояния приложения, включающего два списка объектов RecIntegral.

\* Реализует интерфейс Serializable для поддержки сериализации.

\*/

public class SavedState implements Serializable {

private static final long serialVersionUID = 2L;

private LinkedList<RecIntegral> listRecIntegral = new LinkedList<>();

private ArrayList<RecIntegral> arrTableData = new ArrayList<>();

/\*\*

\* Конструктор для создания объекта SavedState.

\*

\* @param listRecIntegral Список RecIntegral для хранения.

\* @param arrTableData Список данных таблицы для хранения.

\*/

public SavedState(LinkedList<RecIntegral> listRecIntegral, ArrayList<RecIntegral> arrTableData) {

this.listRecIntegral = new LinkedList<>(listRecIntegral);

this.arrTableData = new ArrayList<>(arrTableData);

}

/\*\*

\* Возвращает копию списка RecIntegral вне таблицы.

\*

\* @return Копия списка RecIntegral вне таблицы.

\*/

public LinkedList<RecIntegral> getListRecIntegral() {

return new LinkedList<>(listRecIntegral);

}

/\*\*

\* Возвращает копию списка данных таблицы.

\*

\* @return Копия списка данных таблицы.

\*/

public ArrayList<RecIntegral> getArrListTableData() {

return new ArrayList<>(arrTableData);

}

@Override

public String toString() {

return "SavedState{" +

"listRecIntegral=" + listRecIntegral +

", arrTableData=" + arrTableData +

'}';

}

}

**SavedStateExtern.java**

package lab1;

import java.io.Externalizable;

import java.io.IOException;

import java.io.ObjectInput;

import java.io.ObjectOutput;

import java.util.ArrayList;

import java.util.LinkedList;

/\*\*

\* Класс для хранения состояния приложения с использованием интерфейса Externalizable.

\* Сохраняет два списка объектов RecIntegral: основной список и данные для таблицы.

\*/

public class SavedStateExtern implements Externalizable {

private static final long serialVersionUID = 3L;

private LinkedList<RecIntegral> listRecIntegral;

private ArrayList<RecIntegral> arrTableData;

/\*\*

\* Конструктор по умолчанию.

\* Инициализирует пустые списки.

\*/

public SavedStateExtern() {

this.listRecIntegral = new LinkedList<>();

this.arrTableData = new ArrayList<>();

}

/\*\*

\* Параметризованный конструктор.

\*

\* @param listRecIntegral список объектов RecIntegral для основного хранения

\* @param arrTableData список объектов RecIntegral для табличного представления

\*/

public SavedStateExtern(LinkedList<RecIntegral> listRecIntegral, ArrayList<RecIntegral> arrTableData) {

this.listRecIntegral = new LinkedList<>(listRecIntegral);

this.arrTableData = new ArrayList<>(arrTableData);

}

/\*\*

\* Сериализует объект. Записывает списки в поток вывода.

\*

\* @param out поток вывода для записи объекта

\* @throws IOException если произошла ошибка ввода-вывода

\*/

@Override

public void writeExternal(ObjectOutput out) throws IOException {

out.writeObject(listRecIntegral);

out.writeObject(arrTableData);

}

/\*\*

\* Десериализует объект. Восстанавливает списки из потока ввода.

\*

\* @param in поток ввода для чтения объекта

\* @throws IOException если произошла ошибка ввода-вывода

\* @throws ClassNotFoundException если класс объекта не найден

\*/

@Override

@SuppressWarnings("unchecked")

public void readExternal(ObjectInput in) throws IOException, ClassNotFoundException {

listRecIntegral = (LinkedList<RecIntegral>) in.readObject();

arrTableData = (ArrayList<RecIntegral>) in.readObject();

}

/\*\*

\* Возвращает копию основного списка объектов RecIntegral.

\*

\* @return новый LinkedList с объектами RecIntegral

\*/

public LinkedList<RecIntegral> getListRecIntegral() {

return new LinkedList<>(listRecIntegral);

}

/\*\*

\* Возвращает копию списка данных для табличного представления.

\*

\* @return новый ArrayList с объектами RecIntegral

\*/

public ArrayList<RecIntegral> getArrListTableData() {

return new ArrayList<>(arrTableData);

}

@Override

public String toString() {

return "SavedStateExtern{" +

"listRecIntegral=" + listRecIntegral +

", arrTableData=" + arrTableData +

'}';

}

}

**Вывод:** В ходе выполнения лабораторной работы научились создавать многопоточные приложения c использованием стандартных средств языка Java.