**Project description**:

* Installation script: ant
* Application
  + PIN confirmation
    - Security question on third false input
    - Set PIN during installation with installation script
  + Create private/public key pair
  + Interfaces
    - Get public key
    - Accept public key for encryption (after PIN confirmation)
    - Decrypt information encrypted with the card’s public key
  + Confidentiality: encrypt with public key
  + Authenticity: add hash code before encryption

This application is based on a smart card client/host. The smart card holds confidential credit card information such as:

Cardholder name

Account number

Card security code

Card expiry date

Card pin number

It also holds a secret message used for extra security in addition to the pin. The host can become authorised to access information on the card after entering the correct pin within three attempts. Using RMI an authorised host has the ability to: change the pin and retrieve the confidential information and secret message.

**Security features:**

* Confidentiality: This application uses encryption/decryption to ensure attackers cannot read messages transmitted between the host and client. The smart card client generates a RSA key pair and sends the public key from this key pair to the host. The host uses the public key to encrypt the PIN when attempting to gain authorisation. Once authorised, the host can send the session key (encrypted with the client’s public key) - generated using the client’s public key. Once the client receives the session key, they can use it to encrypt information sent to the host (rather than encrypting with the public key)
* Authentication: The hash codes we were going to use and append to the message risked memory exhaustion due to limited memory on the emulator. Instead of using usual hash codes, we used an XOR hash. This involved taking the first byte of a message and XORing this with the second byte. The byte resulted from this was XORed with the next byte and so on. When no more bytes in the message need to be XORed, the final byte is appended to the message before it gets encrypted and sent.

Upon receiving a message, the message is decrypted and the XOR method is applied to the message (excluding the last byte). The result from the XOR method is compared to the final byte. If they match than the message can be regarded as authentic.

**How to counter attacks:**

* Tampering attacks – The smart card uses an XOR hash code to verify whether the message has been altered or not, as the hash code is likely to change after altering a message.
* Brute force attacks - The smart card clears its details and denies the host access after three incorrect attempts of entering the pin.
* The application also counters attacks in which an attacker could read the PIN (or any other confidential information) as it is transmitted, by using encryption to make all messages confidential.