**Grundlagen Git**

Führen Sie die folgenden beiden Befehle aus, um Git mitzuteilen, wer Sie sind:

|  |  |
| --- | --- |
|  | $ git config --global user.name " King Kong " |
|  | $ git config --global user.email " king-kong@gmail.com " |

Da Sie die Ausgabe von vielen Git-Befehlen im Terminal sehen, ist es am besten, einige hübsche Farben für die Ausgabe zu haben. Führen Sie einfach den folgenden Befehl aus, um die Code-Hervorhebung zu aktivieren:

|  |  |
| --- | --- |
|  | $ git config --global color.ui true |

Mit dem letzten grundlegenden Konfigurationsbefehl können Sie Ihre Git-Konfigurationen anzeigen. Das Ausführen dieses Befehls entspricht dem Anfordern einer Kopie Ihres Vertrags:

|  |  |
| --- | --- |
|  | $ git config --list |

* Im Terminal cmd + I = Style ändern
* Bei <End> q drücken um zu beenden

Um mit unserer Bankmetapher fortzufahren, müssen wir die Bank ausdrücklich auffordern, ein neues Schließfach zu öffnen, um unsere Effekte zu speichern (lesen Sie: Code). Angenommen, Sie haben bereits ein leeres Verzeichnis für Ihr Projekt erstellt, müssen Sie Git explizit bitten, in diesem Verzeichnis ein Schließfach - ein Repository - zu erstellen:

$ git intit

Der Befehl "init" steht für initialize. Sobald Sie "git init" ausführen, initialisiert Git ein verstecktes Verzeichnis namens ".git" im Stammverzeichnis des Projekts. Und Sie erhalten eine Bestätigung, dass Ihr Schließfach bereit ist! Was kommt als nächstes? Vielleicht möchten Sie den Status Ihrer Box wissen: Speichert sie noch etwas? Um den Git-Status zu ermitteln, müssen Sie Folgendes ausführen:

|  |  |
| --- | --- |
|  | $ git Status |

Du wirst den Befehl "git status" ziemlich oft ausführen. Es ist dasselbe wie wenn Sie einen Bankadministrator anrufen, um zu überprüfen, ob Ihre Sachen angekommen sind oder ob etwas in einen anderen Tresor gebracht wurde.

Im Moment gibt Git die folgende Ausgabe aus:

|  |  |
| --- | --- |
|  | $ git Status |
|  | Auf Zweigmeister |
|  | Erstes Commit |
|  | nichts festzuschreiben (Dateien erstellen / kopieren und mit " git add " verfolgen) |

### Git Branches

Sie können Verzweigungen in Git als Pfade betrachten. Stellen Sie sich vor, Sie erkunden ein neues Gebiet und markieren den Hauptweg zum Wasser mit Stangen von jeweils 10 bis 15 Metern. Dieser Hauptpfad ist wie der Hauptzweig, und die Pole sind wie Commits. Wir werden im letzten Abschnitt des Artikels mehr über Branchen sprechen. Im Moment ist es ausreichend zu wissen, dass Git einen Basiszweig namens Masterzweig hat.

### Git Commits

Ein Commit für ein Repository ist eine Momentaufnahme des aktuellen Status des Stammverzeichnisses des Projekts. Da diese Erklärung eigentlich nichts aussagt, müssen wir das zugrunde liegende Konzept abgrenzen.

Nehmen wir an, Sie arbeiten mit ein paar Papieren. Sie haben zehn Texte über Tiere auf separate Blätter geschrieben und möchten notieren, um welche Texte es sich handelt und wann Sie sie geschrieben haben. Nehmen Sie ein weiteres Blatt Papier heraus, nennen Sie es ein "Commit" und schreiben Sie auf dieses Commit-Papier: "Ich habe Text Nr. 1 geschrieben. Es geht um Vögel. Ich habe Text Nr. 2 geschrieben. Es geht um Hunde ..." Dann erstellen Sie eine Kopie von jedem Text. Das Letzte, was Sie tun, ist, diese zehn Kopien zu sammeln, das Festschreibepapier darauf zu heften und sie in eine Schublade zu legen.

Am nächsten Tag schreiben Sie die Originaltexte neu, holen die Kopien aus Ihrer Schublade und vergleichen die Texte. Dies ist im Grunde, was Git tut. Sie erstellen Dateien und schreiben Code in sie. Wenn Sie bereit sind, Sie *verpflichten* Ihre Dateien in einem Repository: Sie Kopien von Dateien erstellen und sie in eine Schublade legen (ein Repository). (Unser innerer Nerd möchte festlegen, dass Git keine Kopien von Dateien in das Repository pusht. Git erstellt eine leichte Darstellung der Projektdateien, um die Leistung zu verbessern.)

Jeden Tag schreiben Sie diese Commit-Nachricht und fügen neue Texte hinzu. Git erstellt einen Verlauf Ihrer Commits, sodass Sie bis zum Beginn der Projektentwicklung zurückverfolgen können, um zu sehen, welche Dateien geändert oder hinzugefügt wurden, wer sie hinzugefügt oder geändert hat und wann.

**Datei hinzufügen: (Git add) 🡪 auch für änderungen an Datei hinufügen**

**$** git status

On branch master

No commits yet

Untracked files:

(use "git add <file>..." to include in what will be committed)

Grundlagen\_Git.docx

nothing added to commit but untracked files present (use "git add" to track)

Beachten Sie die Meldung "Untracked files" mit der Datei

" Grundlagen\_Git.docx ". Git informiert uns bequemerweise darüber, dass wir dem

Projekt eine neue Datei hinzugefügt haben. Für Git ist das aber nicht genug. Wie Git uns sagt, müssen wir " Grundlagen\_Git.docx "(ACHTUNG: Dateiname sollte ohne Leerzeichen sein) verfolgen. Mit anderen Worten, wir müssen " Grundlagen\_Git.docx " zum Staging-Bereich hinzufügen. Im folgenden Abschnitt werden die grundlegenden Git-Befehle für die Arbeit mit dem Staging-Bereich erläutert.

Angenommen, Sie möchten einige Ihrer wertvollen Effekte in ein Schließfach verschieben, wissen jedoch noch nicht, welche Objekte Sie dort ablegen werden. Im Moment sammelst du die Dinge einfach in einem Korb. Sie können Dinge aus dem Warenkorb nehmen, wenn Sie der Meinung sind, dass sie nicht wertvoll genug sind, um sie in einem Schließfach aufzubewahren, und Sie können die gewünschten Dinge in den Warenkorb legen. Bei Git ist dieser Korb der *Bereitstellungsbereich* . Wenn Sie Dateien in den Staging-Bereich in Git verschieben, *sammeln* Sie Dateien *und bereiten sie* für Git vor, bevor Sie sie in das lokale Repository übertragen.

Damit Git Dateien für ein Commit nachverfolgen kann:

Datei in Ortner hinzufügen: „Grundlagen Git.docx“ in Ortner „Git Versuch“

Kopieren 🡪 Im Terminal im Pfad des Repository „git status“ 🡪 git add Grundlagen Git.docx

Angenommen, Sie haben dem Stammverzeichnis drei weitere Dateien hinzugefügt: My\_little\_helper.docx und git\_gitflow.pdf. Jetzt möchten Sie alle zum Staging-Bereich hinzufügen. Anstatt diese Dateien separat hinzuzufügen, können wir sie alle zusammenfassen:

$ git add My\_little\_helper.docx git\_gitflow.pdf

Sie müssen lediglich Dateinamen eingeben, die nach dem Befehl "add" durch Leerzeichen getrennt sind. Wenn Sie "git status" noch einmal ausführen, um zu sehen, was sich geändert hat, gibt Git eine neue Nachricht aus, in der alle von Ihnen hinzugefügten Dateien aufgelistet sind:

**$** git status

On branch master

No commits yet

Changes to be committed:

(use "git rm --cached <file>..." to unstage)

new file: Grundlagen\_Git.docx

new file: My\_little\_helper.docx

new file: git\_gitflow.pdf

Das Hinzufügen mehrerer Dateien zum Staging-Bereich auf einmal ist wesentlich bequemer! Aber warte eine Sekunde. Was ist, wenn das Projekt enorm wächst und Sie mehr als drei Dateien hinzufügen müssen? Wie können wir ein Dutzend Dateien (oder Dutzende von Dateien) auf einmal hinzufügen? Git nimmt die Herausforderung an und bietet die folgende Lösung an:

|  |  |
| --- | --- |
|  | $ git add . |

Es gibt ein Problem mit dem "git add". Befehl. Da wir gerade im Stammverzeichnis arbeiten, "git add". fügt nur Dateien hinzu, die sich im Stammverzeichnis befinden. Das Stammverzeichnis kann jedoch viele *andere Verzeichnisse* mit Dateien enthalten. Wie können wir Dateien aus diesen anderen Verzeichnissen und den Dateien im Stammverzeichnis zum Staging-Bereich hinzufügen? Git bietet den folgenden Befehl an: Datei wird nur aus dem Repository entfernt ist aber im Ortner noch vorhanden

|  |  |
| --- | --- |
|  | $ git add --all |
|  |  |

Die Option "--all" teilt Git mit: "Finde alle neuen und aktualisierten Dateien im gesamten Projekt und füge sie dem Staging-Bereich hinzu." Beachten Sie, dass Sie auch die Option "-A" anstelle von "--all" verwenden können. Dank dieser einfachen Option "-A" oder "--all" wird der Workflow erheblich vereinfacht.

**Daten entfernen:**

Erinnerst du dich, als wir dir sagten, dass du Dinge aus deinem imaginären Korb nehmen kannst? Git kann auch Dinge aus dem Korb nehmen, indem Dateien aus dem Staging-Bereich entfernt werden. Verwenden Sie den folgenden Befehl, um Dateien aus dem Staging-Bereich zu entfernen:

|  |  |
| --- | --- |
|  | $ git rm --cached meine-datei.ts |
| oder | $ git reset meine-datei.ts |

In unserem Beispiel haben wir den Befehl "rm" angegeben, der für remove steht. Die Option "--cached" kennzeichnet Dateien im Staging-Bereich. Zum Schluss übergeben wir eine Datei, die wir unstage stellen möchten. Git wird die folgende Nachricht für uns ausgeben: Datei wird komplett gelöscht

|  |  |
| --- | --- |
|  | $ rm ' my\_file.ts ' |

## **Committing Changes to Git (git commit -m “Nachricht”)**

-m 🡪 Message

Beginnen wir mit einem kurzen Überblick über das Festschreiben im Git-Repository. Inzwischen sollten Sie mindestens eine Datei haben, die von Git verfolgt wird (wir haben drei). Wie bereits erwähnt, befinden sich nachverfolgte Dateien noch nicht im Repository. Wir müssen sie verpflichten: Wir müssen unseren Korb mit Sachen zum Schließfach tragen. Es gibt mehrere nützliche Git-Befehle, die (fast) dasselbe bewirken: Verschieben (Festschreiben) von Dateien aus dem Staging-Bereich (einem imaginären Korb) in das Repository (ein Schließfach).

Das Festschreiben an ein Repository ist nicht schwierig. Führen Sie einfach den folgenden Befehl aus:

**$** git commit -m "2 datein hinzugefügt"

[master (root-commit) cb0409b] 2 datein hinzugefügt

2 files changed, 0 insertions(+), 0 deletions(-)

create mode 100644 Grundlagen\_Git.docx

create mode 100644 git\_gitflow.pdf

Verwenden Sie den Befehl "commit", um ein Commit für ein Repository durchzuführen. Übergeben Sie als nächstes dem Befehl "commit" die Option "-m", die für "message" steht. Zuletzt geben Sie Ihre Commit-Nachricht ein. Wir haben für unser Beispiel "Add three files" geschrieben, aber es wird empfohlen, aussagekräftigere Nachrichten wie "Add admin panel" oder "Update admin panel" zu verfassen. Beachten Sie, dass wir die Vergangenheitsform nicht verwendet haben! In einer Festschreibungsnachricht muss angegeben werden, was Ihre Festschreibung *bewirkt* : Hinzufügen oder Entfernen von Dateien, Aktualisieren von App-Funktionen usw.

Also, was haben wir bisher gemacht? Wir haben im ersten Abschnitt Dateien zu einem Projektverzeichnis hinzugefügt. Dann haben wir Dateien zum Staging-Bereich hinzugefügt und jetzt haben wir sie festgeschrieben. Der grundlegende Git-Flow sieht folgendermaßen aus:

* Erstellen Sie eine neue Datei in einem Stammverzeichnis oder in einem Unterverzeichnis oder aktualisieren Sie eine vorhandene Datei.
* Fügen Sie dem Staging-Bereich Dateien hinzu, indem Sie den Befehl "git add" verwenden und die erforderlichen Optionen übergeben.
* Übertragen Sie Dateien mit dem Befehl "git commit -m <message>" in das lokale Repository.

Das ist genug, um einen Eindruck von Git zu bekommen. Aber lassen Sie uns zum Festschreiben von Dateien zurückkehren. Wir sollten eine großartige Alternative zum Standardbefehl "git commit -m 'Does something'" erwähnen.

Wenn Sie an einem Projekt arbeiten, werden Sie möglicherweise einige Dateien ändern und mehrmals festschreiben. Gits Ablauf ändert sich nicht wirklich, wenn einem neuen Commit geänderte Dateien hinzugefügt werden. Mit anderen Worten, jedes Mal, wenn Sie Änderungen vornehmen, müssen Sie eine geänderte Datei zum Staging-Bereich (git add) hinzufügen und anschließend festschreiben (git commit). Aber dieser Standardfluss ist mühsam. Und warum sollten Sie Git bitten müssen, eine Datei zu verfolgen, die zuvor verfolgt wurde?

Die Frage ist, wie wir geänderte Dateien zum Staging-Bereich hinzufügen und gleichzeitig festschreiben können. Git bietet den folgenden Super-Befehl:

|  |  |
| --- | --- |
|  | $ git commit -a -m " Mach noch einmal was " |
|  |  |

Beachten Sie die Option "-a", die für "add" steht. Git wird auf diesen Befehl wie folgt reagieren: "Ich werde die Dateien einfach sofort festschreiben. Vergessen Sie jedoch nicht, eine Festschreibungsmeldung zu schreiben!" Wie wir sehen können, können wir mit diesem kleinen Trick vermeiden, zwei Befehle auszuführen.

Es wird Zeiten geben, in denen Sie es bereuen, sich für ein Repository entschieden zu haben. Angenommen, Sie haben zehn Dateien geändert, aber nur neun festgeschrieben. Wie können Sie die verbleibende Datei zum letzten Commit hinzufügen? Und wie können Sie eine Datei ändern, wenn Sie sie bereits festgeschrieben haben? Es gibt zwei Auswege. Zuerst können Sie das Festschreiben rückgängig machen:

|  |  |
| --- | --- |
|  | $ git reset --soft HEAD ^ |

Wie Sie sich vielleicht erinnern, ist der Befehl "reset" das Gegenteil des Befehls "add". Dieses Mal weist "reset" Git an, das Festschreiben rückgängig zu machen. Was auf "reset" folgt, ist die Option "--soft". Die Option "--soft" bedeutet, dass das Festschreiben abgebrochen und vor HEAD verschoben wird. Sie können jetzt eine weitere Datei zum Staging-Bereich hinzufügen und festschreiben oder Dateien ändern und festschreiben.

Um zu verstehen, was dieses "HEAD" -Ding darstellt, erinnern Sie sich daran, dass wir in Zweigen arbeiten. Derzeit befinden wir uns in der Hauptniederlassung, und HEAD *verweist*auf diese Hauptniederlassung. Wenn wir später zu einem anderen Zweig wechseln, zeigt HEAD auf diesen anderen Zweig. HEAD ist nur ein Zeiger auf einen Zweig:

![Verschieben von HEAD-Punkten auf Zweige](data:image/png;base64,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)

Was Sie in der Abbildung sehen, ist, dass jeder Punkt eine separate Festschreibung darstellt und die letzte Festschreibung sich am oberen Rand des Zweigs (HEAD) befindet. Im Befehl "git reset --soft HEAD ^" steht das letzte Zeichen "^" für das letzte Commit. Wir können "git reset --soft HEAD ^" als "Macht das letzte Commit im aktuellen Zweig rückgängig und verschiebt HEAD um ein Commit zurück" lesen.

Anstatt den HEAD zurückzusetzen und die letzte Übergabe rückgängig zu machen, können wir eine Übergabe korrigieren, indem wir die Option "--amend" verwenden, wenn Sie eine Übergabe an ein Repository vornehmen. Fügen Sie einfach die verbleibende Datei zum Staging-Bereich hinzu und bestätigen Sie Folgendes:

|  |  |
| --- | --- |
|  | $ git add file-i-forgot-to-add.html |
|  | $ git commit --amend -m " Füge die verbleibende Datei hinzu " |

Mit der Option "--amend" können Sie *das letzte Commit ändern,* indem Sie eine neue Datei (oder mehrere Dateien) hinzufügen. Mit der Option "--amend" können Sie auch die Nachricht Ihres letzten Commits überschreiben.

Stellen Sie sich diesen Befehl folgendermaßen vor: Sie haben den obersten Papierstapel aus der Schublade genommen und ihn "abgeändert", indem Sie einfach den *Papierstapel entheftet* und ein weiteres Papier, file-i-forgot-to-add.html, hinzugefügt haben und Neuschreiben der Nachricht auf dem "Festschreib" -Papier.

## **Push und Pull zu und von einem Remote-Repository**

In der realen Entwicklung sieht Ihr Workflow folgendermaßen aus:

* Sie arbeiten an einem Feature und übergeben Dateien an einen Zweig (Master oder einen anderen Zweig).
* Sie übertragen Commits an ein Remote-Repository.
* Andere Entwickler übertragen Ihre Commits auf ihre Computer, um die neueste Version des Projekts zu erhalten.

Zuerst müssen Sie ein Remote-Repository erstellen. Wir werden GitHub für diesen Abschnitt verwenden. Sie können ein Konto auf GitHub [erstellen](https://github.com/) und [ein neues Repository](https://github.com/) für Ihr Projekt [erstellen](https://github.com/) . Starten Sie einfach ein Projekt und geben Sie ihm einen Namen. Anschließend müssen Sie den HTTPS-Link zu diesem neuen Repository abrufen. Der Link sieht ungefähr so ​​aus - https://github.com/IhrNutzername/some-small-app.git - wobei IhrNutzername Ihr GitHub-Benutzername und "some-small-app.git" der Name Ihrer App ist .

Jetzt müssen Sie dieses Remote-Repository an Ihr lokales Repository binden:

|  |  |
| --- | --- |
|  | $ git remote add origin https://github.com/Ihr Benutzername/some-small-app.git |

Wir weisen Git an, ein Repository "hinzuzufügen". Die Option "origin" ist der Standardname für den Server, auf dem sich Ihr Remote-Repository befindet. Schließlich gibt es einen Link zu Ihrem Projekt auf GitHub.

Sobald Sie den obigen Befehl ausführen, verbindet Git Ihr lokales und entferntes Repository. Aber was bedeutet diese Verbindung eigentlich? Können Sie bereits online auf Ihren Code zugreifen? Leider noch nicht.

Alles, was Sie bisher getan haben, sind signierte Papiere, damit die Remote Lock Box (GitHub) verschiedene Elemente (Ihren Code) aus Ihrer Home-Schublade (lokales Repository) annehmen kann. Um Ihre Sachen tatsächlich in eine Remote-Schließbox zu kopieren, müssen Sie sie persönlich dorthin tragen. Mit Git sieht das Kopieren Ihres Codes in ein Remote-Repository folgendermaßen aus:

|  |  |
| --- | --- |
|  | $ git push -u origin master |

|  |
| --- |
| $ git push -force origin master |

Um push zu erzwingen

Es ist offensichtlich, dass der Befehl "push" Git anweist, Ihre Dateien in ein Remote-Repository zu verschieben. Was wir auch spezifiziert haben, ist der Server, mit dem unser lokales Repo verbunden ist (Ursprung) und der Zweig, den wir pushen, der Master ist. Es gibt auch diese seltsame "-u" -Option. Das bedeutet, dass wir faul genug sind, nicht jedes Mal einen langen "git push -u origin master" -Befehl auszuführen, wenn wir Code in die Cloud verschieben. Dank "-u" können wir beim nächsten Mal nur "**git push**" ausführen! "

(Wie wir sehen können, gibt es eine SSH-Option, die wir anstelle von HTTPS verwenden können. Wenn Sie Git auf Ihrem Computer für die Arbeit mit SSH eingerichtet haben, müssen Sie die GitHub-Anmeldeinformationen nicht jedes Mal eingeben, wenn Sie den Code an GitHub senden. Sie müssen mit diesem SSH-Link nur einen Remote-Ursprung hinzufügen:)

Nachdem Sie ein Remote-Repository hinzugefügt haben, können Sie die Liste der Repositorys anzeigen, indem Sie den folgenden Befehl ausführen:

|  |  |
| --- | --- |
|  | $ git remote -v |

Bisher haben wir darüber gesprochen, wie Sie Ihre Sachen zu einem Remote-Schließfach bewegen können. Nehmen wir an, Ihre Schublade mit all Ihren Wertsachen ist von zu Hause verschwunden. Jetzt wollen Sie Ihre Sachen wieder aus dem Schließfach holen, als würden Sie sie klonen. Git kann ein gesamtes Projekt aus einem Remote-Repository klonen. Das macht der Befehl "clone":

|  |  |
| --- | --- |
|  | $ git clone git@github.com: YourUsername / your-app.git |
|  |  |

"clone" ist ein einfacher Befehl. Es muss nur ein Link zum GitHub-Projekt übergeben werden. Wir haben eine SSH-Verbindung verwendet, aber Sie können die HTTPS-Verbindung mit demselben Befehl verwenden.

Mit "git clone" wird das gesamte Projekt in ein Verzeichnis auf Ihrem Computer kopiert. Das Verzeichnis wird automatisch erstellt und hat denselben Projektnamen wie das Remote-Repository.

Wenn Ihnen der Name des zu klonenden Repositorys nicht gefällt, geben Sie einfach Ihren bevorzugten Namen an den Befehl weiter:

|  |  |
| --- | --- |
|  | $ git clone git@github.com: YourUsername / your-app.git Dieser Name ist viel besser |

Bisher haben Sie Ihre Änderungen von einem lokalen Repository in ein Remote-Repository verschoben und ein Remote-Repository geklont. Wir haben jedoch nichts über den Befehl "pull" gesagt. Das Übertragen von Änderungen auf GitHub oder BitBucket ist großartig. Wenn andere Entwickler ihre Änderungen in ein Remote-Repository übertragen, möchten Sie ihre Änderungen auf Ihrem Computer sehen. Das heißt, Sie wollen *ziehen* , ihren Code zu Ihrem lokalen Repository. Führen Sie dazu den folgenden Befehl aus:

|  |  |
| --- | --- |
|  | $ git pull |

*Das Klonen* eines Repository unterscheidet sich stark vom *Abrufen* aus einem Repository. Wenn Sie ein Remote-Repository klonen, wird Git:

* Laden Sie das gesamte Projekt in ein bestimmtes Verzeichnis herunter. und
* Erstellen Sie ein Remote-Repository mit dem Namen origin und verweisen Sie es auf die übergebene URL.

Das letzte Element bedeutet einfach, dass Sie nach dem Klonen eines Repositorys nicht "git remote add origin git@github.com: YourUsername / your-app.git" ausführen müssen. Der Befehl "clone" fügt automatisch einen entfernten Ursprung hinzu und Sie können einfach "git push" aus dem Repository ausführen.

Wenn Sie den Befehl "pull" ausführen, wird Git:

* Ziehen Sie Änderungen in den aktuellen Zweig, die von anderen Entwicklern vorgenommen wurden. und
* Synchronisieren Sie Ihr lokales Repository mit dem Remote-Repository.

Der Befehl "pull" erstellt kein neues Verzeichnis mit dem Projektnamen. Git ruft nur Aktualisierungen ab, um sicherzustellen, dass Ihr lokales Repository auf dem neuesten Stand ist.

## List of Git Commands for Working with Branches

Sie verwenden mehrere Zweige für Ihre Projekte. Zweige sind wohl das größte Merkmal von Git und sie sind sehr hilfreich. Dank Filialen können Sie aktiv an verschiedenen Versionen Ihrer Projekte gleichzeitig arbeiten.

Der Grund, warum wir Äste verwenden, liegt an der Oberfläche. Wenn Sie eine stabile, funktionierende Anwendung haben, möchten Sie diese beim Entwickeln einer neuen Funktion nicht unterbrechen. Daher ist es am besten, zwei Zweige zu haben: einen mit einer stabilen App und einen für die Entwicklung von Funktionen. Wenn Sie ein Feature fertig stellen und es zu funktionieren scheint, ist möglicherweise noch ein Fehler vorhanden. Und Fehler dürfen nicht in einer produktionsbereiten Version auftreten. Daher möchten Sie einen weiteren Zweig zum Testen haben.
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Im einfachsten Fall verwenden Sie Zweige, um verschiedene Versionen Ihres Projekts zu speichern: eine stabile App, eine App zum Testen, eine App zur Funktionsentwicklung und so weiter. Was wir beschrieben haben, ist eigentlich nur ein möglicher (aber sicherlich nicht der einzige) Weg, Niederlassungen zu organisieren.

Wie viele Zweige Sie verwenden und wann Sie Zweige erstellen sollten, wird in einem Webentwicklungsteam diskutiert. Vor dem Starten eines Projekts sollten Entwickler entscheiden, wie und wann Zweige erstellt werden sollen, und dann die festgelegten Regeln befolgen, bis das Projekt abgeschlossen ist.

Das Verwalten von Filialen in Git ist einfach. Sehen wir uns zunächst unsere aktuellen Branchen an:

$ git branch

Das war's: Ein Befehl, "branch", fordert Git auf, alle Zweige aufzulisten. In unserer App haben wir nur einen Zweig - Master. Eine in der Entwicklung befindliche Anwendung ist jedoch noch lange nicht vollständig, und wir müssen neue Funktionen entwickeln. Angenommen, wir möchten eine Benutzerprofilfunktion hinzufügen. Um diese Funktion zu erstellen, müssen wir einen neuen Zweig erstellen:

$ git branch manuel

Auch hier ist es ganz einfach: Der Befehl "branch" erstellt einen neuen Zweig mit dem Namen, den wir ihm gegeben haben: "manuel". Können wir sofort Code für unser neues Feature schreiben? Noch nicht!

Beachten Sie das Sternchen links von "master". Dieses Sternchen markiert den aktuellen Zweig, in dem Sie sich befinden. Mit anderen Worten, wenn Sie einen Zweig erstellen und den Code sofort ändern, bearbeiten Sie weiterhin den vorherigen Zweig, nicht den neuen. Nachdem Sie einen neuen Zweig erstellt haben, um ein Feature zu entwickeln, müssen Sie in den neuen Zweig wechseln, *bevor* Sie ein Feature bearbeiten können.

Zum Wechseln von Zweigen in Git wird kein "switch" -Befehl verwendet, wie Sie vielleicht denken. Stattdessen müssen Sie "checkout" verwenden:

|  |  |
| --- | --- |
|  | $ git checkout manuel |
|  | Geschaltete SPRUNG ‚ user-profile ‘ |

**Git Grundlagen 2**

Git benachrichtigt Sie auch darüber, dass Sie zu einem anderen Zweig gewechselt sind: "Zu Zweig 'Benutzerprofil' gewechselt". Lassen Sie uns noch einmal "git branch" ausführen, um zu beweisen, dass:

|  |  |
| --- | --- |
|  | Meister |
|  | \* Benutzerprofil |
|  |  |

**Nach Abschluss der Entwicklung eines Features dieses von diesem Entwicklungszweig auf den Master verschieben? Muss ich kopieren und einfügen? Anonymer Entwickler**

Bevor wir die Fragen beantworten, werfen wir zunächst einen Blick auf den Ablauf beim Hinzufügen neuer Zweige:

1. Erstellen Sie eine neue Verzweigung, um mit "git branch <Verzweigungsname>" eine neue Funktion zu entwickeln.
2. Wechseln Sie mit "git checkout <branch-name>" vom Hauptzweig zum neuen Zweig.
3. Entwickeln Sie die neue Funktion.
4. Du steckst im dritten Schritt fest. Was solltest du als nächstes tun? Die Antwort ist einfach: Sie müssen den Befehl "merge" verwenden. Um einen sekundären Zweig in den Hauptzweig (der ein Master-, Entwicklungs- oder Feature-Zweig sein kann) einzufügen, wechseln Sie zunächst zurück in den Hauptzweig. In unserem Fall sollten wir den Hauptzweig auschecken:

**Git Grundlagen 2**

Git benachrichtigt Sie auch darüber, dass Sie zu einem anderen Zweig gewechselt sind: "Zu Zweig 'Benutzerprofil' gewechselt". Lassen Sie uns noch einmal "git branch" ausführen, um zu beweisen, dass:

|  |  |
| --- | --- |
|  | Meister |
|  | \* Benutzerprofil |
|  |  |

**Nach Abschluss der Entwicklung eines Features dieses von diesem Entwicklungszweig auf den Master verschieben? Muss ich kopieren und einfügen? Anonymer Entwickler**

Bevor wir die Fragen beantworten, werfen wir zunächst einen Blick auf den Ablauf beim Hinzufügen neuer Zweige:

1. Erstellen Sie eine neue Verzweigung, um mit "git branch <Verzweigungsname>" eine neue Funktion zu entwickeln.
2. Wechseln Sie mit "git checkout <branch-name>" vom Hauptzweig zum neuen Zweig.
3. Entwickeln Sie die neue Funktion.
4. Du steckst im dritten Schritt fest. Was solltest du als nächstes tun? Die Antwort ist einfach: Sie müssen den Befehl "merge" verwenden. Um einen sekundären Zweig in den Hauptzweig (der ein Master-, Entwicklungs- oder Feature-Zweig sein kann) einzufügen, wechseln Sie zunächst zurück in den Hauptzweig. In unserem Fall sollten wir den Hauptzweig auschecken:

|  |
| --- |
| $ git Checkout Master |
|  | \* Meister |
|  | Benutzerprofil |

Der aktuelle Zweig wird jetzt in master geändert und der Benutzerprofilzweig kann mit dem Befehl "merge" zusammengeführt werden:

$ git merge user-profile

Denken Sie daran, dass Sie sich in der Hauptniederlassung befinden und eine andere Niederlassung in der Hauptniederlassung zusammenführen - nicht umgekehrt! Da sich die Benutzerprofilfunktion nun im Hauptzweig befindet, wird der Benutzerprofilzweig nicht mehr benötigt. Führen wir also den folgenden Befehl aus:

|  |  |
| --- | --- |
|  | $ git branch -d Benutzerprofil |

Mit der Option "-d" können wir das nun nicht mehr benötigte "Benutzerprofil" löschen. Übrigens, wenn Sie versuchen, den Zweig zu entfernen, in dem Sie sich befinden, lässt Git Sie nicht:

|  |  |
| --- | --- |
|  | Fehler: Der Zweig ' Benutzerprofil ', in dem Sie sich gerade befinden, kann nicht gelöscht werden. |

Anstatt zwei Befehle auszuführen, können Sie nur einen ausführen:

|  |  |
| --- | --- |
|  | $ git checkout -b Admin-Panel |

**Branch auf github über terminal löschen:**

git push origin --delete branchName

git

git push --set-upstream origin Android\_UI\_Tests\_Manuel 🡪 wenn neun Brach vom Terminal auf github erstellen