EL213: Computer Org. & Assembly Language Lab

# Lab#04

## Agenda

* Instructions of Variation of MOV Introductions
  + MOV
  + MOVZX
  + MOVSX
* XCHG Instruction for Swapping
* Direct Offset Operand
* Addition and Subtraction
  + INC and DEC Instructions
  + NEG Instruction
* Flags Affected by Arithmetic
  + Zero and Sign Flags
  + Carry Flag
  + Overflow Flag
  + Demonstration of Arithmetic & Flags

## Instructions of Variation of MOV Introductions

### MOV

Copies data from a source operand to a destination operand of the same size, it is equivalent to assignment operator as in C/C++. General syntax of the MOV instruction is as follows:

*MOV [destination], [source]*

*e.g. MOV eax, ebx*

### MOVZX

When you copy a smaller value into a larger destination, the MOVZX instruction fills (extends) the upper half of the destination with zeros.

Only register is allowed as a destination operand. General possible instruction formats are:

*MOVZX reg32, reg16 MOVZX reg32, mem16*

*MOVZX reg16, reg8 MOVZX reg16, mem8*

*MOVZX reg32, reg8 MOVZX reg32, mem8*

Following figure shows an 8 – bit source operand zero – extended into a 16 – bit destination
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*mov bx,0A69Bh*

*movzx eax,bx ;EAX = 0000A69B*

*movzx edx,bl ;EDX = 0000009B*

*movzx cx,bl ;CX = 009B*

### MOVSX

Copies data from a source operand to destination register and sign extends into the upper half of the destination. This instruction is used to copy and 8 – bit or 16 – bit operand into a larger destination.

Only register is allowed as destination operand. General possible instruction formats are given below

*MOVSX reg32, reg16 MOVSX reg32, mem16*

*MOVSX reg16, reg8 MOVSX reg16, mem8*

*MOVSX reg32, reg8 MOVSX reg32, mem8*

If an 8 – Bit value of 1000111b is moved to a 16 - bit destination, the lowest 8 bits are copied as it. The highest bit of the source is copied into each of the high 8 bit positions of the destination

![](data:image/png;base64,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)

*.data*

*count SBYTE -16d*

*.code*

*main PROC*

*XOR EBX,EBX ;clears the register*

*XOR EAX,EAX ;clears the register*

*mov al,count ;ax=000000F0*

*movsx bx,count ;bx=FFF0*

*; it fills the sign bit(1) to whole next 8-bits*

*call DumpRegs;*

## XCHG Instruction for Swapping

XCHG exchanges the values of two operands. At least one operand must be a register. No immediate operands are allowed. This instruction is equivalent to swap () in C++.

*XCHG reg , reg*

*XCHG reg , mem*

*XCHG mem , reg*

*XOR EAX,EAX ; to clear the register*

*XOR EBX,EBX ;to clear the register*

*mov bx,0FFFFh*

*call DumpRegs ;display contents before exchange*

*xchg ax,bx ; exchange 16-bit regs and ax = bx & bx = ax*

*call DumpRegs ;display contents after exchange*

*mov al,0EEh*

*call DumpRegs ;display contents before exchange*

*xchg ah,al ;exchange 8-bit regs*

*call DumpRegs ;display contents after exchange*

## Direct Offset Operand

A displacement can be added to a variable by creating a direct offset operand. It provides direct access to memory location having no explicit labels like variables. A constant offset is added to a data label to produce an effective address (EA). The address is dereferenced to get the value inside its memory location. As shown in below.

*;example of BYTE array*

*arrayB BYTE 10h,20h,30h,40h ;declare an array in .data section*

*mov al,arrayB ; AL = 10h*

*mov ah,[arrayB+1] ; AH = 20h*

*mov ah,[arrayB+2] ; AL = 30h*

*; As BYTE variable reserves 1 – Byte for storage, so to access next element we add 1 to pervious element address (EA)*

In the same way we can access the other members of the BYTE Array keeping in mind the range of array. MASM does not require square brackets necessarily, to access 4th value from the array.

*mov al,[arrayB+3] ; AL = 40h*

*;OR*

*mov al,arrayB+3 ; AL = 40h ; alternative way to access*

**Note**

MASM has no built-in range checking of array (EA), as the given below instruction will be executed and MASM will retrieve a BYTE form memory. Execute the following instructions and find what data is retrieved

*Mov al, [arrayB + 20] ; AL = ??*

*Mov al, [arrayB -1] ; AL = ??*

*; As you the array size is 4, and this element should not be accessible as per logic but MASM retrieves the data from memory.*

So this creates a hard to find logic bug, so you should be extra careful about this when checking array references.

*;example of WORD array*

*arrayW WORD 1000h,2000h,3000h,4000h ; declare an array in .data section*

*mov ax , arrayW ; AX = 1000h*

*mov ax , [arrayW + 2] ; AX = 2000h*

*mov ax , [arrayW + 4] ; AX = 3000h*

*mov ax , [arrayW + 6] ; AX = 4000h*

*; As DWROD variable reserves 4 – Byte for storage, so to access next element we add 4 to pervious element address (EA)*

*INCLUDE Irvine32.inc*

*.data*

*val1 WORD 1000h*

*val2 WORD 2000h*

*arrayB BYTE 10h,20h,30h,40h,50h*

*arrayW WORD 1000h,2000h,3000h*

*arrayD DWORD 10000000h,2000000h*

*.code*

*main PROC*

*; MOVZX*

*mov bx,0A69Bh*

*movzx eax,bx ; EAX = 0000A69Bh*

*movzx edx,bl ; EDX = 0000009Bh*

*movzx cx,bl ; CX = 009Bh*

*; MOVSX*

*mov bx,0A69Bh*

*movsx eax,bx ; EAX = FFFFA69Bh*

*movsx edx,bl ; EDX = FFFFFF9Bh*

*movsx cx,bl ; CX = FF9Bh*

*; Memory-to-memory exchange:*

*mov ax,val1 ; AX = 10000h*

*xchg ax,val2 ; AX = 20000h, val2 = 10000h*

*mov val1,ax ; val1 = 20000h*

*; Direct-Offset Addressing (byte array):*

*mov al,arrayB ; AL = 10h*

*mov al,[arrayB+1] ; AL = 20h*

*mov al,[arrayB+2] ; AL = 30h*

*; Direct-Offset Addressing (word array):*

*mov ax,arrayW ; AX = 100h*

*mov ax,[arrayW+2] ; AX = 200h*

*; Direct-Offset Addressing (doubleword array):*

*mov eax,arrayD ; EAX = 10000000h*

*mov eax,[arrayD+4] ; EAX = 20000000h*

*exit*

*main ENDP*

*END main*

## Addition and Subtraction

Operations like addition and subtraction are very common on numerical data. These operations are very commonly performed by CPU. Increment, decrement and negation are also the applications of them. In assembly following instructions are fore theses operations INC, DEC, ADD, SUB and NEG

### INC and DEC Instructions

INC (increment) instruction adds one (1) to the operand result is also stored though same operand. DEC (decrement) instruction subtracts one (1) from operand result is also stored in same operand.

The sample format/syntax is given below

*INC reg/mem*

*DEC reg/mem*

*mov eax , 512d ;EAX = 512*

*mov ebx , 512d ;EBX = 512*

*INC eax ;EAX = 513 (EAX = EAX+1)*

*DEC ebx ;EBX = 511 (EBX = EBX-1)*

So, in conclusion we can say, INC is replaceable with ADD eax, 1 and DEC is SUB ebx, 1.

### NEG Instruction

The NEG(negate) instruction reverses the sign of an operand. Operand can be a register or memory operand. It converts a number to its two’s complement. General format for this instruction is given below:

*NEG reg*

*NEG mem*

**For example**

*mov eax, 512d ; EAX = 512*

*NEG eax ; EAX = -512*

*call DumpRegs*

## Flags Affected by Arithmetic

The ALU has a number of status flags that reflect the outcome of arithmetic operations based on the contents of the destination operand. Some essential flags are given below

◊ Zero flag – set when destination equals zero

◊ Sign flag – set when destination is negative

◊ Carry flag – set when unsigned value is out of range

◊ Overflow flag – set when signed value is out of range

**NOTE**

A flag is set => Flag value = 1

A flag is clear =>Flag value = 0

### Zero and Sign Flags

The Zero flag is set (=1) when the destination operand of an operand of an arithmetic instruction is assigned a value. For example

*mov cx,1*

*sub cx,1 ; CX = 0, ZF = 1*

*mov ax,0FFFFh*

*inc ax ; AX = 0, ZF = 1*

*inc ax ; AX = 1, ZF = 0*

The Sign flag is set when the destination operand is negative. The flag is clear when the destination is positive.

Carry Flag

*mov cx,0*

*sub cx,1 ; CX = -1, SF = 1*

*add cx,2 ; CX = 1, SF = 0*

### Carry Flag

The Carry flag is set when the result of an operation generates an unsigned value that is out of range (too big or too small for the destination operand).

*mov al,0FFh*

*add al,1 ; CF = 1, AL = 00*

*; Try to go below zero:*

*mov al,0*

*sub al,1 ; CF = 1, AL = FF*

### Overflow Flag

Overflow flag relevant only for signed arithmetic. The Overflow flag is set when the signed result of an operation is invalid or out of range.

For example

*; Example 1*

*mov al,+127*

*add al,1*

*; Example 2*

*mov al,-128 ; OF = 1*

*sub al,1*

### Demonstration of Arithmetic & Flags

*INCLUDE Irvine32.inc*

*.data*

*Rval SDWORD ?*

*Xval SDWORD 26*

*Yval SDWORD 30*

*Zval SDWORD 40*

*.code*

*main PROC*

*; INC and DEC*

*mov ax,1000h*

*inc ax ; 10001h*

*dec ax ; 10000h*

*; Expression: Rval = -Xval + (Yval - Zval)*

*mov eax,Xval*

*neg eax ; -26*

*mov ebx,Yval*

*sub ebx,Zval ; -10*

*add eax,ebx*

*mov Rval,eax ; -36*

*; Zero flag example:*

*mov cx,1*

*sub cx,1 ; ZF = 1*

*mov ax,0FFFFh*

*inc ax ; ZF = 1*

*; Sign flag example:*

*mov cx,0*

*sub cx,1 ; SF = 1*

*; Carry flag example:*

*mov al,0FFh*

*add al,1 ; CF = 1, AL = 00*

*; Overflow flag example:*

*mov al,+127*

*add al,1 ; OF = 1*

*mov al,-128*

*sub al,1 ; OF = 1*

*exit*

*main ENDP*

*END main*

**NOTE**

Students often ask how the CPU knows whether a number is signed or unsigned. One can only give what seems to be a dumb answer: The CPU doesn' t know-only the programmer knows. The CPU sets all the status flags after an operation, not knowing which of the flags will be important to the programmer. The programmer chooses which flags to interpret, and which flags to ignore.

# Practice Session

Execute the following code and clear your mind about flags.

*mov ax,00FFh*

*add ax,1 ; AX=? SF=? ZF=? CF=?*

*sub ax,1 ; AX=? SF=? ZF=? CF=?*

*add al,1 ; AL=? SF=? ZF=? CF=?*

*mov bh,6Ch*

*add bh,95h ; BH= ? SF=? ZF=? CF=?*

*mov al,2*

*sub al,3 ; AL=? SF=? ZF=? CF=?*