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**Цель работы:**

Приобретение и закрепление навыков работы с динамическими списками.

Задание:

1. Реализовать приоритетную очередь, путём добавления элемента в список в соответствии с приоритетом объекта (т.е. объект с большим приоритетом становится перед объектом с меньшим приоритетом).
2. \* На основе приведенного кода реализуйте структуру данных *Очередь*.
3. \* На основе приведенного кода реализуйте структуру данных *Стек*.

**Результат работы программы:**

**Задание 1:**
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#define \_CRT\_SECURE\_NO\_WARNINGS

#include <stdio.h>

#include <iostream>

#include <stdlib.h>

#include <locale.h>

struct node

{

char inf[256]; // полезная информация

struct node\* next; // ссылка на следующий элемент

char prior[256];

};

struct node\* head = NULL, \* last = NULL, \* f = NULL; // указатели на первый и последний элементы списка

int dlinna = 0;

// Функции добавления элемента, просмотра списка

void spstore(void), review(void), del(char\* name);

void pop\_front(void);

char find\_el[256];

struct node\* find(char\* name); // функция нахождения элемента

struct node\* get\_struct(void); // функция создания элемента

int main()

{

setlocale(0, "");

int n;

printf("Введите кол-во элементов:");

scanf("%d", &n);

for (int k = 1; k <= n; k++)

{

spstore();

};

review();

printf("\n\n");

pop\_front();

printf("\n\n");

review();

return 0;

}

void pop\_front(void)

{

struct node\* tmp = head;

head = tmp->next;

printf("Имя - %s, \n", tmp->inf);

free(tmp);

}

struct node\* get\_struct(void)

{

struct node\* p = NULL;

char s[256];

char pr[256];

if ((p = (node\*)malloc(sizeof(struct node))) == NULL) // выделяем память под новый элемент списка

{

printf("Ошибка при распределении памяти\n");

exit(1);

}

printf("Введите название объекта: \n"); // вводим данные

scanf("%s", s);

printf("Введите приоритет объекта: \n");

scanf("%s", pr);

if (\*s == 0)

{

printf("Запись не была произведена\n");

return NULL;

} \

strcpy(p->inf, s);

strcpy(p->prior, pr);

p->next = NULL;

return p; // возвращаем указатель на созданный элемент

}

/\* Последовательное добавление в список элемента (в конец)\*/

void spstore(void)

{

struct node\* p = NULL;

p = get\_struct();

if (head == NULL && p != NULL) // если списка нет, то устанавливаем голову списка

{

head = p;

last = p;

return;

}

struct node\* tmp = head;

struct node\* prev = tmp;

while (tmp != NULL)

{

if (atoi(p->prior) >= atoi(tmp->prior))

{

break;

}

else

{

prev = tmp;

tmp = tmp->next;

}

}

if (tmp == head)

{

p->next = head;

head = p;

}

else if (tmp == NULL)

{

last->next = p;

last = p;

}

else

{

p->next = prev->next;

prev->next = p;

}

return;

}

/\* Просмотр содержимого списка. \*/

void review(void)

{

struct node\* struc = head;

if (head == NULL)

{

printf("Список пуст\n");

}

while (struc)

{

printf("Имя - %s, %s \n", struc->inf, struc->prior);

struc = struc->next;

}

return;

}

/\* Поиск элемента по содержимому. \*/

struct node\* find(char\* name)

{

struct node\* struc = head;

if (head == NULL)

{

printf("Список пуст\n");

}

while (struc)

{

if (strcmp(name, struc->inf) == 0)

{

return struc;

}

struc = struc->next;

}

printf("Элемент не найден\n");

return NULL;

}

**Задание 2:**
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#define \_CRT\_SECURE\_NO\_WARNINGS

#include <stdio.h>

#include <iostream>

#include <stdlib.h>

#include <locale.h>

struct node

{

char inf[256]; // полезная информация

struct node\* next; // ссылка на следующий элемент

};

struct node\* head = NULL, \* last = NULL, \* f = NULL; // указатели на первый и последний элементы списка

int dlinna = 0;

// Функции добавления элемента, просмотра списка

void spstore(void), review(void), del(char\* name);

void pop\_first(void);

char find\_el[256];

struct node\* find(char\* name); // функция нахождения элемента

struct node\* get\_struct(void); // функция создания элемента

int main()

{

setlocale(0, "");

int n;

printf("Введите кол-во элементов:");

scanf("%d", &n);

for (int k = 1; k <= n; k++)

{

spstore();

};

review();

printf("\n\n");

pop\_first();

printf("\n\n");

review();

printf("Введите кол-во элементов:");

scanf("%d", &n);

for (int k = 1; k <= n; k++)

{

spstore();

};

review();

printf("\n\n");

pop\_first();

printf("\n\n");

review();

return 0;

}

void pop\_first(void) // Удаление с начала

{

struct node\* tmp = head;

head = tmp->next;

printf("Имя - %s, \n", tmp->inf);

free(tmp);

}

struct node\* get\_struct(void)

{

struct node\* p = NULL;

char s[256];

if ((p = (node\*)malloc(sizeof(struct node))) == NULL) // выделяем память под новый элемент списка

{

printf("Ошибка при распределении памяти\n");

exit(1);

}

printf("Введите название объекта: \n"); // вводим данные

scanf("%s", s);

if (\*s == 0)

{

printf("Запись не была произведена\n");

return NULL;

} \

strcpy(p->inf, s);

p->next = NULL;

return p; // возвращаем указатель на созданный элемент

}

/\* Последовательное добавление в список элемента (в конец)\*/

void spstore(void)

{

struct node\* p = NULL;

p = get\_struct();

if (head == NULL && p != NULL) // если списка нет, то устанавливаем голову списка

{

head = p;

last = p;

}

else if (head != NULL && p != NULL) // список уже есть, то вставляем в конец

{

last->next = p;

last = p;

}

return;

}

/\* Просмотр содержимого списка. \*/

void review(void)

{

struct node\* struc = head;

if (head == NULL)

{

printf("Список пуст\n");

}

while (struc)

{

printf("Имя - %s, \n", struc->inf);

struc = struc->next;

}

return;

}

/\* Поиск элемента по содержимому. \*/

struct node\* find(char\* name)

{

struct node\* struc = head;

if (head == NULL)

{

printf("Список пуст\n");

}

while (struc)

{

if (strcmp(name, struc->inf) == 0)

{

return struc;

}

struc = struc->next;

}

printf("Элемент не найден\n");

return NULL;

}

**Задание 3:**

![](data:image/png;base64,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)

#define \_CRT\_SECURE\_NO\_WARNINGS

#include <stdio.h>

#include <iostream>

#include <stdlib.h>

#include <locale.h>

struct node

{

char inf[256]; // полезная информация

struct node\* next; // ссылка на следующий элемент

struct node\* prev; // ссылка на предыдущий элемент

};

struct node\* head = NULL, \* last = NULL, \* f = NULL, \* next = NULL; // указатели на первый и последний элементы списка

int n = 0;

// Функции добавления элемента, просмотра списка

void spstore(int k), review(void), del(char\* name);

void pop\_back(void);

char find\_el[256];

struct node\* find(char\* name); // функция нахождения элемента

struct node\* get\_struct(int k); // функция создания элемента

int main()

{

setlocale(0, "");

printf("Введите кол-во элементов:");

scanf("%d", &n);

for (int k = 1; k <= n; k++)

{

spstore(k);

};

review();

printf("\n\n");

pop\_back();

printf("\n\n");

review();

return 0;

}

void pop\_back(void)

{

struct node\* tmp = last;

last = tmp->prev;

last->next = NULL;

printf("Последний элемент: %s\n", tmp->inf);

free(tmp);

}

struct node\* get\_struct(int k)

{

struct node\* p = NULL;

struct node\* struc = head;

char s[256];

if ((p = (node\*)malloc(sizeof(struct node))) == NULL) // выделяем память под новый элемент списка

{

printf("Ошибка при распределении памяти\n");

exit(1);

}

printf("Введите название объекта: \n"); // вводим данные

scanf("%s", s);

if (head != NULL)

{

for (int t = 0; t <= k; t++)

{

if ((strcmp(s, struc->inf))==0)

{

printf("Да ты че \n");

system("pause");

exit(1);

}

if (struc->next != NULL)

struc = struc->next;

}

}

if (\*s == 0)

{

printf("Запись не была произведена\n");

return NULL;

} \

strcpy(p->inf, s);

p->next = NULL;

p->prev = NULL;

return p; // возвращаем указатель на созданный элемент

}

/\* Последовательное добавление в список элемента (в конец)\*/

void spstore(int k)

{

struct node\* p = NULL;

p = get\_struct(k);

if (head == NULL && p != NULL) // если списка нет, то устанавливаем голову списка

{

head = p;

last = p;

}

else if (head != NULL && p != NULL) // список уже есть, то вставляем в конец

{

last->next = p;

p->prev = last;

last = p;

}

return;

}

/\* Просмотр содержимого списка. \*/

void review(void)

{

struct node\* struc = head;

if (head == NULL)

{

printf("Список пуст\n");

}

while (struc)

{

printf("Имя - %s, \n", struc->inf);

struc = struc->next;

}

return;

}

/\* Поиск элемента по содержимому. \*/

struct node\* find(char\* name)

{

struct node\* struc = head;

if (head == NULL)

{

printf("Список пуст\n");

}

while (struc)

{

if (strcmp(name, struc->inf) == 0)

{

return struc;

}

struc = struc->next;

}

printf("Элемент не найден\n");

return NULL;

}

**Вывод:** Мы приобрели и закрепили навыки работы с динамическими списками.